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**Цель работы:**

Изучить виды конструкторов, принципы использования конструкторов, назначение деструктора, способы перегрузки операторов.

**Задание кафедры:**

Реализовать на языке С++ класс, который обладает возможностью выполнения соответствующих действий. Реализованный класс должен содержать необходимые конструкторы, деструктор и перегруженный оператор.

Классы и возможные действия над классами

|  |  |  |
| --- | --- | --- |
| Вариант | Класс | Возможности класса |
| 11 | Матрица целых чисел | Умножение матрицы на вещественное число и присвоение результата третьей переменной-матрице осуществляется одной строкой С = А\*b, где b - целое число |

***Код программы***

#include <iostream>

**using** **namespace** std;

// Объект класса Matrix хранит в себе целочисленную матрицу указанного размера.// Эту матрицу можно вывести или умножить на вещественное число, причем// в последнем случае результат запишется в новую матрицу.

**class** Matrix

{

**private**:

**int** size\_i;

**int** size\_j;

**int**\*\* matrix;

**public**:

Matrix() // Конструктор по умолчанию

{

size\_i = 3;

size\_j = 3;

matrix = **new** **int**\*[size\_i];

**for** (**int** i = 0; i < size\_i; i++)

{

matrix[i] = **new** **int**[size\_j];

}

}

Matrix(**int** s\_i, **int** s\_j) // Параметризованный конструктор

{

size\_i = s\_i;

size\_j = s\_j;

matrix = **new** **int**\*[size\_i];

**for** (**int** i = 0; i < size\_i; i++)

{

matrix[i] = **new** **int**[size\_j];

}

}

Matrix(**const** Matrix& mtrx) // Конструктор копирования

{

size\_i = mtrx.size\_i;

size\_j = mtrx.size\_j;

matrix = **new** **int**\*[size\_i];

**for** (**int** i = 0; i < size\_i; i++)

{

**for** (**int** j = 0; j < size\_j; j++)

{

matrix[i][j] = mtrx.matrix[i][j];

}

}

}

~Matrix() // Деструктор, освобождающий выделенную для объекта класса память

{

**for** (**int** i = 0; i < size\_i; i++)

{

**delete**[] matrix[i];

}

**delete** [] matrix;

}

**void** fill() // Заполняет матрицу числами от 1 до j (число столбцов)

{

**for** (**int** i = 0; i < size\_i; i++)

{

**for** (**int** j = 0; j < size\_j; j++)

{

matrix[i][j] = j + 1;

}

}

}

**int** get(**int** i, **int** j) // Возвращает значение [i][j]-элемента

{

**return** matrix[i][j];

}

**void** set(**int** val, **int** i, **int** j) // Устанавливает в [i][j]-элементу значение val

{

matrix[i][j] = val;

}

**friend** ostream& **operator** <<(ostream& out, Matrix& M) // Перегрузка оператора для вывода матрицы

{

**for** (**int** i = 0; i < M.size\_i; i++)

{

**for** (**int** j = 0; j < M.size\_j; j++)

{

out << M.get(i, j) << ' ';

}

out << '\n';

}

**return** out;

}

Matrix **operator** \*(**int** num) // Перегрузка оператора для умножения матрицы на число

{

**for** (**int** i = 0; i < **this**->size\_i; i++)

{

**for** (**int** j = 0; j < **this**->size\_j; j++)

{

**this**->set(num, i, j);

}

}

**return** \***this**;

}

};

**int** main()

{

Matrix A = Matrix();

A.fill();

cout << "Matrix A:\n" << A << '\n';

Matrix B = Matrix(3, 4);

B.fill();

cout << "Matrix B:\n" << B << '\n';

Matrix C = A \* 5;

cout << "Matrix C = A \* 5:\n" << C << '\n';

}

***Пример работы программы***

![](data:image/png;base64,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)

***Вывод:***

В ходе выполнения работы изучил виды и принципы использования конструкторов, назначение деструктора, способы перегрузки операторов и реализовал на языке С++ класс, который способен хранить матрицу, умножать её на число и выводить результат (с использованием перегруженных операторов \* и <<).

***Контрольные вопросы***

1. **Что такое конструктор и деструктор класса?**

*Конструктор -* специальная функция (метод) класса, срабатывающая в момент создания объекта класса. Имя конструктора совпадает с именем класса и ничего не возвращает (при этом также не является void).

*Деструктор -* специальная функция (метод) класса, срабатывающая в момент удаления объекта класса. Имя деструктора совпадает с именем класса, но в начале также имеет символ «~». В деструкторе освобождается память, выделенная во время создания и работы объекта класса.

1. **Какие бывают конструкторы?**

*Конструктор по умолчанию* - без указания каких-либо параметров.

*Параметризованный конструктор -* конструктор, принимающий некоторые параметры.

*Конструктор копирования -* копирует некоторые данные из одного объекта класса в другой.

*Конструктор перемещения (присваивания) -* вызывает обмен данными между двумя объектами класса (подобен функции swap()для обмена значениями двух переменных)

1. **Зачем нужен конструктор копирования?**

Конструктор копирования нужен, чтобы безопасно создать копию объекта класса. Также он необходим в классах, где происходит динамическое выделение памяти (имеется указатель, для которого память выделяется динамически с помощью оператора new или других функций).

Конструктор копирования может пригодиться в следующих ситуациях:

- Чтобы передать объект в функцию как параметр по значению, а не по ссылке;

- Чтобы вернуть объект как результат работы некоторой функции;

- Чтобы создать ещё один объект класса с теми же свойствами, что и у первого.

1. **Зачем нужен перегруженный оператор присваивания?**

Часто оператор присваивания (=) перегружается для «копирования» значений из одного объекта в другой путём их присваивания (obj1 *=* obj2). Это позволяет сократить количество кода, а следовательно, сократить число потенциальных ошибок.

1. **Какие существуют способы перегрузки операторов для класса?**

Обычно это либо глобальные функции, являющиеся дружественными для класса, либо функции, определяемые внутри этого класса.

1. **Когда срабатывает конструктор копирования (без явного вызова)?**

Когда происходит присваивание одного объекта другому. Например, пусть определены класс Table и объект класса - table1. Тогда конструктор копирования сработает при создании ещё одного объекта и присвоении ему объекта table1:

Table table2 = table1;

1. **Когда вызывается деструктор класса?**

При выходе объекта класса из области видимости программы (завершение выполнения программы, когда освобождается выделенная для её выполнения память) либо при явном удалении объекта оператором delete*.*