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# Мета лабораторної роботи

Мета роботи – вивчити основні підходи проектування та обробки складних структур даних.

# Завдання

Відповідно до варіанту (таблиця 2.1), записати алгоритми пошуку, додавання, видалення і редагування запису в структурі даних за допомогою псевдокоду (чи іншого способу по вибору).

Записати часову складність пошуку в структурі в асимптотичних оцінках.

Виконати програмну реалізацію невеликої СУБД з графічним (не консольним) інтерфейсом користувача (дані БД мають зберігатися на ПЗП), з функціями пошуку (алгоритм пошуку у вузлі структури згідно варіанту таблиця 2.1, за необхідності), додавання, видалення та редагування записів (запис складається із ключа і даних, ключі унікальні і цілочисельні, даних може бути декілька полів для одного ключа, але достатньо одного рядка фіксованої довжини). Для зберігання даних використовувати структуру даних згідно варіанту (таблиця 2.1).

Заповнити базу випадковими значеннями до 10000 і зафіксувати середнє (із 10-15 пошуків) число порівнянь для знаходження запису по ключу.

Зробити висновок з лабораторної роботи.

Таблиця 2.1 – Варіанти алгоритмів

|  |  |
| --- | --- |
| **№** | **Структура даних** |
| 1 | Файли з щільним індексом з перебудовою індексної області, бінарний пошук |
| 2 | Файли з щільним індексом з областю переповнення, бінарний пошук |
| 3 | Файли з не щільним індексом з перебудовою індексної області, бінарний пошук |
| 4 | Файли з не щільним індексом з областю переповнення, бінарний пошук |
| 5 | АВЛ-дерево |
| 6 | Червоно-чорне дерево |
| 7 | B-дерево t=10, бінарний пошук |
| 8 | B-дерево t=25, бінарний пошук |
| 9 | B-дерево t=50, бінарний пошук |
| 10 | B-дерево t=100, бінарний пошук |
| 11 | Файли з щільним індексом з перебудовою індексної області, однорідний бінарний пошук |
| 12 | Файли з щільним індексом з областю переповнення, однорідний бінарний пошук |
| 13 | Файли з не щільним індексом з перебудовою індексної області, однорідний бінарний пошук |
| 14 | Файли з не щільним індексом з областю переповнення, однорідний бінарний пошук |
| 15 | АВЛ-дерево |
| 16 | Червоно-чорне дерево |
| 17 | B-дерево t=10, однорідний бінарний пошук |
| 18 | B-дерево t=25, однорідний бінарний пошук |
| 19 | B-дерево t=50, однорідний бінарний пошук |
| 20 | B-дерево t=100, однорідний бінарний пошук |
| 21 | Файли з щільним індексом з перебудовою індексної області, метод Шарра |
| 22 | Файли з щільним індексом з областю переповнення, метод Шарра |
| 23 | Файли з не щільним індексом з перебудовою індексної області, метод Шарра |
| 24 | Файли з не щільним індексом з областю переповнення, метод Шарра |
| 25 | АВЛ-дерево |
| 26 | Червоно-чорне дерево |
| 27 | B-дерево t=10, метод Шарра |
| 28 | B-дерево t=25, метод Шарра |
| 29 | B-дерево t=50, метод Шарра |
| 30 | B-дерево t=100, метод Шарра |
| 31 | АВЛ-дерево |
| 32 | Червоно-чорне дерево |
| 33 | B-дерево t=250, бінарний пошук |
| 34 | B-дерево t=250, однорідний бінарний пошук |
| 35 | B-дерево t=250, метод Шарра |

# Виконання

## Псевдокод алгоритмів

**Search(key)** {

left = 0;

right = records.size() - 1;

**while** (left <= right) **do**

mid = left + (right - left) / 2;

**if** (records[mid].key == key) **do**

**return** records[mid].key;

**if** (records[mid].key < key) **do**

left = mid + 1;

**else**

right = mid - 1;

**end while**

**if** поточний вузол - листок

**повернути** помилку, такого ключа немає

**return** children[left]->search(key);

}

## Часова складність пошуку

Часова складність бінарного пошуку – O(log(N)).

## Програмна реалізація

### Вихідний код

**data\_converters.h**

#pragma once

#include <string>

#include <msclr\marshal\_cppstd.h>

using namespace std;

using namespace System;

using namespace Windows::Forms;

string String\_to\_string(String^ data);

String^ string\_to\_String(string data);

const char\* String\_to\_char\_string(String^ data);

String^ char\_string\_into\_String(const char\* data);

**data\_converters.cpp**

#include "Data\_converters.h"

string String\_to\_string(String^ data) {

return msclr::interop::marshal\_as<string>(data);

}

String^ string\_to\_String(string data) {

return msclr::interop::marshal\_as<String^>(data);

}

const char\* String\_to\_char\_string(String^ data) {

string str\_data = String\_to\_string(data);

return str\_data.c\_str();

}

String^ char\_string\_into\_String(const char\* data) {

return msclr::interop::marshal\_as<String^>(data);

}

**data\_validators.h**

#pragma once

#include "Data\_converters.h"

#include <fstream>

bool is\_number(const string& input);

int get\_input(TextBox^ source);

bool is\_empty\_file(ifstream& file);

**data\_validators.cpp**

#include "Data\_validators.h"

bool is\_number(const string& input) {

for (char ch : input) {

if (!isdigit(ch))

return false;

}

return true;

}

int get\_input(TextBox^ source) {

string data = String\_to\_string(source->Text);

if (data == "")

throw "You must enter a key";

if (!is\_number(data))

throw "You must enter a positive integer number";

if (data.length() > 1 && data[0] == '0')

throw "Number can't start with 0";

return stoi(data);

}

bool is\_empty\_file(ifstream& file) {

file.seekg(0, ios::end);

bool result = file.tellg() == 0;

file.seekg(0, ios::beg);

return result;

}

**DBForm.h**

#pragma once

#include <fstream>

#include "../Lab3\_code/validation\_functions.h"

#include "DBManagement.h"

namespace Lab3 {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

using namespace System::IO;

/// <summary>

/// Summary for DBForm

/// </summary>

public ref class DBForm : public System::Windows::Forms::Form

{

public:

DBForm(void)

{

InitializeComponent();

//

//TODO: Add the constructor code here

//

}

protected:

/// <summary>

/// Clean up any resources being used.

/// </summary>

~DBForm()

{

if (components)

{

delete components;

}

}

private:

void open\_db\_management\_window(String^ file\_path, bool open);

private: System::Windows::Forms::Button^ DB\_creation\_btn;

private: System::Windows::Forms::Button^ DB\_opening\_btn;

protected:

protected:

private:

/// <summary>

/// Required designer variable.

/// </summary>

System::ComponentModel::Container ^components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

void InitializeComponent(void)

{

this->DB\_creation\_btn = (gcnew System::Windows::Forms::Button());

this->DB\_opening\_btn = (gcnew System::Windows::Forms::Button());

this->SuspendLayout();

//

// DB\_creation\_btn

//

this->DB\_creation\_btn->Location = System::Drawing::Point(67, 38);

this->DB\_creation\_btn->Name = L"DB\_creation\_btn";

this->DB\_creation\_btn->Size = System::Drawing::Size(148, 75);

this->DB\_creation\_btn->TabIndex = 0;

this->DB\_creation\_btn->Text = L"Create new DB";

this->DB\_creation\_btn->UseVisualStyleBackColor = true;

this->DB\_creation\_btn->Click += gcnew System::EventHandler(this, &DBForm::DB\_creation\_btn\_Click);

//

// DB\_opening\_btn

//

this->DB\_opening\_btn->Location = System::Drawing::Point(67, 148);

this->DB\_opening\_btn->Name = L"DB\_opening\_btn";

this->DB\_opening\_btn->Size = System::Drawing::Size(148, 75);

this->DB\_opening\_btn->TabIndex = 1;

this->DB\_opening\_btn->Text = L"Open existing DB";

this->DB\_opening\_btn->UseVisualStyleBackColor = true;

this->DB\_opening\_btn->Click += gcnew System::EventHandler(this, &DBForm::DB\_opening\_btn\_Click);

//

// DBForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(8, 16);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->ClientSize = System::Drawing::Size(286, 285);

this->Controls->Add(this->DB\_opening\_btn);

this->Controls->Add(this->DB\_creation\_btn);

this->FormBorderStyle = System::Windows::Forms::FormBorderStyle::FixedSingle;

this->MaximizeBox = false;

this->Name = L"DBForm";

this->StartPosition = System::Windows::Forms::FormStartPosition::CenterScreen;

this->Text = L"BTree Database";

this->Load += gcnew System::EventHandler(this, &DBForm::DBForm\_Load);

this->ResumeLayout(false);

}

#pragma endregion

private: System::Void DBForm\_Load(System::Object^ sender, System::EventArgs^ e) {

}

private: Void DB\_creation\_btn\_Click(Object^ sender, EventArgs^ e);

Void DB\_opening\_btn\_Click(Object^ sender, EventArgs^ e);

};

}

**DBForm.cpp**

#include "DBForm.h"

using namespace Lab3;

using namespace std;

Void DBForm::DB\_creation\_btn\_Click(Object^ sender, EventArgs^ e) {

SaveFileDialog^ file\_dialog = gcnew SaveFileDialog();

file\_dialog->Filter = "My data base file | \*.mdb";

file\_dialog->Title = "Create data base";

file\_dialog->InitialDirectory = Application::StartupPath;

if (file\_dialog->ShowDialog() == System::Windows::Forms::DialogResult::OK)

open\_db\_management\_window(file\_dialog->FileName, false);

}

Void DBForm::DB\_opening\_btn\_Click(Object^ sender, EventArgs^ e) {

OpenFileDialog^ file\_dialog = gcnew OpenFileDialog();

file\_dialog->Filter = "My data base file | \*.mdb";

file\_dialog->Title = "Open data base file";

file\_dialog->InitialDirectory = Application::StartupPath;

if (file\_dialog->ShowDialog() == System::Windows::Forms::DialogResult::OK)

open\_db\_management\_window(file\_dialog->FileName, true);

}

void DBForm::open\_db\_management\_window(String^ file\_path, bool open) {

string extension = ".mdb";

string file\_name = String\_to\_string(file\_path);

validate\_file\_path(file\_name, extension);

DBManagement^ db\_management\_window = gcnew DBManagement(file\_name, open);

db\_management\_window->Show();

}

**DBManagement.h**

#pragma once

#include "../Lab3\_code/B\_Tree.h"

#include "Data\_validators.h"

#include <string>

#include "random\_generators.h"

namespace Lab3 {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Summary for DBManagement

/// </summary>

public ref class DBManagement : public System::Windows::Forms::Form

{

public:

DBManagement(void)

{

InitializeComponent();

//

//TODO: Add the constructor code here

//

}

DBManagement(std::string file\_path\_to\_save, bool open);

protected:

/// <summary>

/// Clean up any resources being used.

/// </summary>

~DBManagement();

private:

int minimum\_degree;

std::string\* file\_path\_to\_save;

private: System::Windows::Forms::Button^ records\_addition\_btn;

BTree\* tree;

void display();

void remove\_row(int key);

void edit\_row(int key, char\* data);

void disable\_edit\_delete\_search();

void enable\_edit\_delete\_search();

void disable\_records\_addition();

void enable\_records\_addition();

private: System::Windows::Forms::DataGridView^ data\_table;

protected:

private: System::Windows::Forms::DataGridViewTextBoxColumn^ Key;

private: System::Windows::Forms::DataGridViewTextBoxColumn^ Data;

private: System::Windows::Forms::Label^ label1;

private: System::Windows::Forms::Label^ label2;

private: System::Windows::Forms::Button^ insertion\_btn;

private: System::Windows::Forms::TextBox^ key\_to\_insert;

private: System::Windows::Forms::TextBox^ data\_to\_insert;

private: System::Windows::Forms::TextBox^ key\_to\_delete;

private: System::Windows::Forms::Button^ deletion\_btn;

private: System::Windows::Forms::Label^ label3;

private: System::Windows::Forms::TextBox^ new\_data;

private: System::Windows::Forms::TextBox^ key\_to\_edit;

private: System::Windows::Forms::Button^ editing\_btn;

private: System::Windows::Forms::Label^ label5;

private: System::Windows::Forms::Label^ label6;

private: System::Windows::Forms::TextBox^ key\_to\_find;

private: System::Windows::Forms::Button^ find\_btn;

private: System::Windows::Forms::Label^ label8;

protected:

private:

/// <summary>

/// Required designer variable.

/// </summary>

System::ComponentModel::Container^ components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Required method for Designer support - do not modify

/// the contents of this method with the code editor.

/// </summary>

void InitializeComponent(void)

{

this->data\_table = (gcnew System::Windows::Forms::DataGridView());

this->Key = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->Data = (gcnew System::Windows::Forms::DataGridViewTextBoxColumn());

this->label1 = (gcnew System::Windows::Forms::Label());

this->label2 = (gcnew System::Windows::Forms::Label());

this->insertion\_btn = (gcnew System::Windows::Forms::Button());

this->key\_to\_insert = (gcnew System::Windows::Forms::TextBox());

this->data\_to\_insert = (gcnew System::Windows::Forms::TextBox());

this->key\_to\_delete = (gcnew System::Windows::Forms::TextBox());

this->deletion\_btn = (gcnew System::Windows::Forms::Button());

this->label3 = (gcnew System::Windows::Forms::Label());

this->new\_data = (gcnew System::Windows::Forms::TextBox());

this->key\_to\_edit = (gcnew System::Windows::Forms::TextBox());

this->editing\_btn = (gcnew System::Windows::Forms::Button());

this->label5 = (gcnew System::Windows::Forms::Label());

this->label6 = (gcnew System::Windows::Forms::Label());

this->key\_to\_find = (gcnew System::Windows::Forms::TextBox());

this->find\_btn = (gcnew System::Windows::Forms::Button());

this->label8 = (gcnew System::Windows::Forms::Label());

this->records\_addition\_btn = (gcnew System::Windows::Forms::Button());

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->data\_table))->BeginInit();

this->SuspendLayout();

//

// data\_table

//

this->data\_table->AllowUserToAddRows = false;

this->data\_table->BackgroundColor = System::Drawing::SystemColors::ButtonHighlight;

this->data\_table->ColumnHeadersHeightSizeMode = System::Windows::Forms::DataGridViewColumnHeadersHeightSizeMode::AutoSize;

this->data\_table->Columns->AddRange(gcnew cli::array< System::Windows::Forms::DataGridViewColumn^ >(2) { this->Key, this->Data });

this->data\_table->GridColor = System::Drawing::SystemColors::ButtonHighlight;

this->data\_table->Location = System::Drawing::Point(-1, 183);

this->data\_table->Name = L"data\_table";

this->data\_table->RowHeadersVisible = false;

this->data\_table->RowHeadersWidth = 51;

this->data\_table->RowTemplate->Height = 24;

this->data\_table->Size = System::Drawing::Size(1008, 354);

this->data\_table->TabIndex = 0;

//

// Key

//

this->Key->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->Key->HeaderText = L"Key";

this->Key->MinimumWidth = 6;

this->Key->Name = L"Key";

this->Key->ReadOnly = true;

//

// Data

//

this->Data->AutoSizeMode = System::Windows::Forms::DataGridViewAutoSizeColumnMode::Fill;

this->Data->HeaderText = L"Data";

this->Data->MinimumWidth = 6;

this->Data->Name = L"Data";

this->Data->ReadOnly = true;

//

// label1

//

this->label1->AutoSize = true;

this->label1->Location = System::Drawing::Point(12, 9);

this->label1->Name = L"label1";

this->label1->Size = System::Drawing::Size(85, 16);

this->label1->TabIndex = 1;

this->label1->Text = L"Key to insert :";

//

// label2

//

this->label2->AutoSize = true;

this->label2->Location = System::Drawing::Point(12, 35);

this->label2->Name = L"label2";

this->label2->Size = System::Drawing::Size(91, 16);

this->label2->TabIndex = 2;

this->label2->Text = L"Data to insert :";

//

// insertion\_btn

//

this->insertion\_btn->Location = System::Drawing::Point(72, 63);

this->insertion\_btn->Name = L"insertion\_btn";

this->insertion\_btn->Size = System::Drawing::Size(102, 40);

this->insertion\_btn->TabIndex = 3;

this->insertion\_btn->Text = L"Insert";

this->insertion\_btn->UseVisualStyleBackColor = true;

this->insertion\_btn->Click += gcnew System::EventHandler(this, &DBManagement::insertion\_btn\_Click);

//

// key\_to\_insert

//

this->key\_to\_insert->Location = System::Drawing::Point(103, 6);

this->key\_to\_insert->MaxLength = 6;

this->key\_to\_insert->Name = L"key\_to\_insert";

this->key\_to\_insert->Size = System::Drawing::Size(130, 22);

this->key\_to\_insert->TabIndex = 4;

//

// data\_to\_insert

//

this->data\_to\_insert->Location = System::Drawing::Point(103, 35);

this->data\_to\_insert->MaxLength = 30;

this->data\_to\_insert->Name = L"data\_to\_insert";

this->data\_to\_insert->Size = System::Drawing::Size(130, 22);

this->data\_to\_insert->TabIndex = 5;

//

// key\_to\_delete

//

this->key\_to\_delete->Location = System::Drawing::Point(354, 18);

this->key\_to\_delete->MaxLength = 6;

this->key\_to\_delete->Name = L"key\_to\_delete";

this->key\_to\_delete->Size = System::Drawing::Size(130, 22);

this->key\_to\_delete->TabIndex = 9;

//

// deletion\_btn

//

this->deletion\_btn->Location = System::Drawing::Point(323, 63);

this->deletion\_btn->Name = L"deletion\_btn";

this->deletion\_btn->Size = System::Drawing::Size(102, 40);

this->deletion\_btn->TabIndex = 8;

this->deletion\_btn->Text = L"Delete";

this->deletion\_btn->UseVisualStyleBackColor = true;

this->deletion\_btn->Click += gcnew System::EventHandler(this, &DBManagement::deletion\_btn\_Click);

//

// label3

//

this->label3->AutoSize = true;

this->label3->Location = System::Drawing::Point(257, 21);

this->label3->Name = L"label3";

this->label3->Size = System::Drawing::Size(91, 16);

this->label3->TabIndex = 6;

this->label3->Text = L"Key to delete :";

//

// new\_data

//

this->new\_data->Location = System::Drawing::Point(603, 32);

this->new\_data->MaxLength = 30;

this->new\_data->Name = L"new\_data";

this->new\_data->Size = System::Drawing::Size(130, 22);

this->new\_data->TabIndex = 15;

//

// key\_to\_edit

//

this->key\_to\_edit->Location = System::Drawing::Point(603, 3);

this->key\_to\_edit->MaxLength = 6;

this->key\_to\_edit->Name = L"key\_to\_edit";

this->key\_to\_edit->Size = System::Drawing::Size(130, 22);

this->key\_to\_edit->TabIndex = 14;

//

// editing\_btn

//

this->editing\_btn->Location = System::Drawing::Point(572, 60);

this->editing\_btn->Name = L"editing\_btn";

this->editing\_btn->Size = System::Drawing::Size(102, 40);

this->editing\_btn->TabIndex = 13;

this->editing\_btn->Text = L"Edit";

this->editing\_btn->UseVisualStyleBackColor = true;

this->editing\_btn->Click += gcnew System::EventHandler(this, &DBManagement::editing\_btn\_Click);

//

// label5

//

this->label5->AutoSize = true;

this->label5->Location = System::Drawing::Point(512, 32);

this->label5->Name = L"label5";

this->label5->Size = System::Drawing::Size(70, 16);

this->label5->TabIndex = 12;

this->label5->Text = L"New data :";

//

// label6

//

this->label6->AutoSize = true;

this->label6->Location = System::Drawing::Point(512, 6);

this->label6->Name = L"label6";

this->label6->Size = System::Drawing::Size(75, 16);

this->label6->TabIndex = 11;

this->label6->Text = L"Key to edit :";

//

// key\_to\_find

//

this->key\_to\_find->Location = System::Drawing::Point(842, 18);

this->key\_to\_find->MaxLength = 6;

this->key\_to\_find->Name = L"key\_to\_find";

this->key\_to\_find->Size = System::Drawing::Size(130, 22);

this->key\_to\_find->TabIndex = 19;

//

// find\_btn

//

this->find\_btn->Location = System::Drawing::Point(822, 63);

this->find\_btn->Name = L"find\_btn";

this->find\_btn->Size = System::Drawing::Size(102, 40);

this->find\_btn->TabIndex = 18;

this->find\_btn->Text = L"Find";

this->find\_btn->UseVisualStyleBackColor = true;

this->find\_btn->Click += gcnew System::EventHandler(this, &DBManagement::find\_btn\_Click);

//

// label8

//

this->label8->AutoSize = true;

this->label8->Location = System::Drawing::Point(762, 21);

this->label8->Name = L"label8";

this->label8->Size = System::Drawing::Size(74, 16);

this->label8->TabIndex = 16;

this->label8->Text = L"Key to find :";

//

// records\_addition\_btn

//

this->records\_addition\_btn->Location = System::Drawing::Point(872, 125);

this->records\_addition\_btn->Name = L"records\_addition\_btn";

this->records\_addition\_btn->Size = System::Drawing::Size(100, 52);

this->records\_addition\_btn->TabIndex = 20;

this->records\_addition\_btn->Text = L"Add 1000 records";

this->records\_addition\_btn->UseVisualStyleBackColor = true;

this->records\_addition\_btn->Click += gcnew System::EventHandler(this, &DBManagement::records\_addition\_btn\_Click);

//

// DBManagement

//

this->AutoScaleDimensions = System::Drawing::SizeF(8, 16);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->ClientSize = System::Drawing::Size(1004, 536);

this->Controls->Add(this->records\_addition\_btn);

this->Controls->Add(this->key\_to\_find);

this->Controls->Add(this->find\_btn);

this->Controls->Add(this->label8);

this->Controls->Add(this->new\_data);

this->Controls->Add(this->key\_to\_edit);

this->Controls->Add(this->editing\_btn);

this->Controls->Add(this->label5);

this->Controls->Add(this->label6);

this->Controls->Add(this->key\_to\_delete);

this->Controls->Add(this->deletion\_btn);

this->Controls->Add(this->label3);

this->Controls->Add(this->data\_to\_insert);

this->Controls->Add(this->key\_to\_insert);

this->Controls->Add(this->insertion\_btn);

this->Controls->Add(this->label2);

this->Controls->Add(this->label1);

this->Controls->Add(this->data\_table);

this->FormBorderStyle = System::Windows::Forms::FormBorderStyle::FixedSingle;

this->MaximizeBox = false;

this->Name = L"DBManagement";

this->StartPosition = System::Windows::Forms::FormStartPosition::CenterScreen;

this->Text = L"DBManagement";

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->data\_table))->EndInit();

this->ResumeLayout(false);

this->PerformLayout();

}

#pragma endregion

private: Void insertion\_btn\_Click(Object^ sender, EventArgs^ e);

Void deletion\_btn\_Click(Object^ sender, EventArgs^ e);

Void editing\_btn\_Click(Object^ sender, EventArgs^ e);

Void find\_btn\_Click(Object^ sender, EventArgs^ e);

Void records\_addition\_btn\_Click(Object^ sender, EventArgs^ e);

};

}

**DBManagement.cpp**

#include "DBManagement.h"

#define MINIMUM\_DEGREE 100;

using namespace Lab3;

DBManagement::DBManagement(string file\_path\_to\_save, bool open) {

InitializeComponent();

this->minimum\_degree = MINIMUM\_DEGREE;

this->file\_path\_to\_save = new string(file\_path\_to\_save);

string a = \*this->file\_path\_to\_save;

this->tree = new BTree(this->minimum\_degree);

if (!open) {

disable\_edit\_delete\_search();

return;

}

ifstream file(file\_path\_to\_save, ios::binary);

if (!file) {

MessageBox::Show("Can't open file");

return;

}

if (is\_empty\_file(file)) {

disable\_edit\_delete\_search();

return;

}

disable\_records\_addition();

tree->open(file);

display();

file.close();

}

Void DBManagement::insertion\_btn\_Click(Object^ sender, EventArgs^ e) {

Record rec;

try {

rec.key = get\_input(key\_to\_insert);

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

return;

}

strcpy(rec.data, String\_to\_string(data\_to\_insert->Text).c\_str());

try {

tree->insert(rec);

key\_to\_insert->Text = "";

data\_to\_insert->Text = "";

display();

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

}

}

Void DBManagement::deletion\_btn\_Click(Object^ sender, EventArgs^ e) {

int key;

try {

key = get\_input(key\_to\_delete);

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

return;

}

try {

tree->remove(key);

key\_to\_delete->Text = "";

remove\_row(key);

}

catch (string er) {

MessageBox::Show(string\_to\_String(er));

}

}

Void DBManagement::editing\_btn\_Click(Object^ sender, EventArgs^ e) {

Record new\_record;

try {

new\_record.key = get\_input(key\_to\_edit);

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

return;

}

strcpy(new\_record.data, String\_to\_string(new\_data->Text).c\_str());

try {

tree->edit(new\_record.key, new\_record.data);

key\_to\_edit->Text = "";

new\_data->Text = "";

display();

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

}

}

Void DBManagement::find\_btn\_Click(Object^ sender, EventArgs^ e) {

int key;

try {

key = get\_input(key\_to\_find);

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

return;

}

try {

int amount\_of\_conmarisons = 0;

Record rec = tree->search(key, amount\_of\_conmarisons);

String^ message = "Key: " + Convert::ToString(key) + ", Data: " + char\_string\_into\_String(rec.data) + ", Comparisons: " + Convert::ToString(amount\_of\_conmarisons);

MessageBox::Show(message);

key\_to\_find->Text = "";

}

catch (const char\* er) {

MessageBox::Show(char\_string\_into\_String(er));

}

}

Void DBManagement::records\_addition\_btn\_Click(Object^ sender, EventArgs^ e) {

srand(time(nullptr));

int amount\_of\_records = 1000;

int data\_length = data\_to\_insert->MaxLength;

vector<int> keys;

for (int i = 1; i <= amount\_of\_records; ++i)

keys.push\_back(i);

int i = 0;

while(i < amount\_of\_records) {

int index = generate\_number\_in\_range(0, keys.size()-1);

int key = keys.at(index);

keys.erase(keys.begin() + index);

Record rec;

rec.key = key;

strcpy(rec.data, generate\_string(data\_length));

tree->insert(rec);

++i;

}

display();

}

void DBManagement::display() {

vector<Record> records;

tree->traverse(records);

if (!records.empty()) {

enable\_edit\_delete\_search();

disable\_records\_addition();

}

int amount\_of\_iterations = records.size() - data\_table->Rows->Count;

for(int i = 0; i < amount\_of\_iterations; ++i)

data\_table->Rows->Add();

for (int i = 0; i < records.size(); ++i) {

data\_table->Rows[i]->Cells[0]->Value = records.at(i).key;

data\_table->Rows[i]->Cells[1]->Value = char\_string\_into\_String(records.at(i).data);

}

records.clear();

}

void DBManagement::remove\_row(int key) {

for (int i = 0; i < data\_table->Rows->Count; ++i) {

int row\_key = Convert::ToInt16(data\_table->Rows[i]->Cells[0]->Value);

if (row\_key == key) {

data\_table->Rows->RemoveAt(i);

break;

}

}

if (data\_table->Rows->Count == 0) {

disable\_edit\_delete\_search();

enable\_records\_addition();

}

}

void DBManagement::edit\_row(int key, char\* data) {

for (int i = 0; i < data\_table->Rows->Count; ++i) {

int row\_key = Convert::ToInt16(data\_table->Rows[i]->Cells[0]->Value);

if (row\_key == key) {

data\_table->Rows[i]->Cells[1]->Value = char\_string\_into\_String(data);

break;

}

}

}

void DBManagement::disable\_edit\_delete\_search() {

key\_to\_edit->Enabled = false;

key\_to\_delete->Enabled = false;

key\_to\_find->Enabled = false;

new\_data->Enabled = false;

deletion\_btn->Enabled = false;

find\_btn->Enabled = false;

editing\_btn->Enabled = false;

}

void DBManagement::enable\_edit\_delete\_search() {

key\_to\_edit->Enabled = true;

key\_to\_delete->Enabled = true;

key\_to\_find->Enabled = true;

new\_data->Enabled = true;

deletion\_btn->Enabled = true;

find\_btn->Enabled = true;

editing\_btn->Enabled = true;

}

void DBManagement::disable\_records\_addition() {

records\_addition\_btn->Enabled = false;

}

void DBManagement::enable\_records\_addition() {

records\_addition\_btn->Enabled = true;

}

DBManagement::~DBManagement() {

if (components)

{

delete components;

}

ofstream file\_to\_save(\*file\_path\_to\_save, ios::binary);

if(!file\_to\_save)

MessageBox::Show("Can't save tree");

else

tree->save(file\_to\_save);

file\_to\_save.close();

delete tree;

delete file\_path\_to\_save;

}

**random\_generators.h**

#pragma once

#include <ctime>

#include <stdlib.h>

#include <string>

using namespace std;

int generate\_number\_in\_range(int low, int top);

char\* generate\_string(int length);

**random\_generators.cpp**

#include "random\_generators.h"

int generate\_number\_in\_range(int low, int top) {

return low + rand() % (top - low + 1);

}

char\* generate\_string(int length) {

string symbols = "abcdefghijklmnopqrstuvwxyz";

char\* result = new char[length+1];

for (int i = 0; i < length; ++i)

result[i] = symbols[generate\_number\_in\_range(0, symbols.length())];

result[length] = '\0';

return result;

}

**main.cpp**

#include "DBForm.h"

using namespace System;

using namespace Windows::Forms;

using namespace Lab3;

[STAThreadAttribute]

int main() {

Application::SetCompatibleTextRenderingDefault(false);

Application::EnableVisualStyles();

DBForm^ welcome\_form = gcnew DBForm;

Application::Run(welcome\_form);

return 0;

}

**BTree.h**

#pragma once

#include <iostream>

#include <vector>

#include <string>

#include <fstream>

#include <cstring>

using namespace std;

#define DATA\_SIZE 35

struct Record {

int key;

char data[DATA\_SIZE];

};

class BTree {

class Node {

vector<Record> records;

int minimum\_degree;

vector<Node\*> children;

int amount\_of\_records;

bool is\_leaf;

public:

Node(int minimum\_degree, bool is\_leaf);

void traverse(vector<Record>& destination) const;

Record search(int key, int& amount\_of\_comparisons);

void insert\_in\_non\_full(Record record);

void split\_child(int index);

int find\_index\_of\_first\_greater\_or\_equal\_key(int key) const;

void remove(int key);

void remove\_from\_leaf(int key\_index);

void remove\_from\_non\_leaf(int key\_index);

void replace\_record\_by\_child\_record(int record\_index\_to\_replace, int child\_index\_to\_take\_record, Record record);

Record get\_predecessor(int record\_index);

Record get\_successor(int record\_index);

void fill\_child(int child\_index);

void borrow\_record\_from\_previous\_child(int child\_index);

void borrow\_record\_from\_next\_child(int child\_index);

void merge\_child(int child\_index);

bool is\_full() const;

bool contains\_minimal\_allowed\_amount\_of\_records() const;

void save(ofstream& destination);

void edit(int key, char new\_data[DATA\_SIZE]);

friend class BTree;

};

Node\* root;

int minimum\_degree;

BTree::Node\* read\_node(ifstream& source);

public:

BTree(int minimum\_degree);

void traverse(vector<Record>& destination) const;

Record search(int key, int& amount\_of\_comparisons);

void insert(Record record);

void edit(int key, char new\_data[DATA\_SIZE]);

void remove(int key);

void save(ofstream& destination);

void open(ifstream& source);

bool is\_empty() const;

};

**BTree.cpp**

#include "B\_Tree.h"

BTree::BTree(int minimum\_degree) : minimum\_degree(minimum\_degree) {

root = nullptr;

}

bool BTree::is\_empty() const {

return root == nullptr;

}

void BTree::traverse(vector<Record>& destination) const {

if (root)

root->traverse(destination);

}

Record BTree::search(int key, int& amount\_of\_comparisons) {

if (!root)

throw "The tree is empty";

return root->search(key, amount\_of\_comparisons);

}

void BTree::edit(int key, char\* new\_data) {

if (!root)

throw "The tree is empty";

root->edit(key, new\_data);

}

void BTree::insert(Record record) {

if (!root) {

root = new Node(minimum\_degree, true);

root->records.push\_back(record);

root->amount\_of\_records = 1;

return;

}

bool contains\_record\_with\_such\_key = true;

try {

int not\_used = 0;

search(record.key, not\_used);

}

catch (const char\* er) {

contains\_record\_with\_such\_key = false;

}

if (contains\_record\_with\_such\_key)

throw "There is a record with such key";

if (root->is\_full()) {

Node\* new\_root = new Node(minimum\_degree, false);

new\_root->children.push\_back(root);

new\_root->split\_child(0);

int i = 0;

if (new\_root->records.at(0).key < record.key)

++i;

new\_root->children.at(i)->insert\_in\_non\_full(record);

root = new\_root;

}

else

root->insert\_in\_non\_full(record);

}

void BTree::remove(int key) {

if (!root)

throw "This tree is empty";

root->remove(key);

if (root->amount\_of\_records == 0) {

BTree::Node\* temp = root;

if (root->is\_leaf)

root = nullptr;

else

root = root->children[0];

delete temp;

}

}

BTree::Node::Node(int minimum\_degree, bool is\_leaf) : minimum\_degree(minimum\_degree), is\_leaf(is\_leaf) {

amount\_of\_records = 0;

}

void BTree::Node::traverse(vector<Record>& destination) const {

int i;

for (i = 0; i < amount\_of\_records; ++i) {

if (!is\_leaf)

children.at(i)->traverse(destination);

destination.push\_back(records.at(i));

}

if (!is\_leaf)

children.at(i)->traverse(destination);

}

Record BTree::Node::search(int key, int& amount\_of\_comparisons) {

int left = 0;

int right = records.size() - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (records.at(mid).key == key) {

++amount\_of\_comparisons;

return records.at(mid);

}

if (records.at(mid).key < key)

left = mid + 1;

else

right = mid - 1;

++amount\_of\_comparisons;

}

if (is\_leaf)

throw "There is no such element";

return children.at(left)->search(key, amount\_of\_comparisons);

}

void BTree::Node::edit(int key, char\* new\_data) {

int i = 0;

while (i < amount\_of\_records && key > records.at(i).key)

++i;

if (i < amount\_of\_records && records.at(i).key == key) {

strcpy\_s(records.at(i).data, new\_data);

return;

}

if (is\_leaf)

throw "There is no element with such key";

children.at(i)->edit(key, new\_data);

}

void BTree::Node::insert\_in\_non\_full(Record record) {

int i = amount\_of\_records - 1;

if (is\_leaf) {

while (i >= 0 && records.at(i).key > record.key)

--i;

records.insert(records.begin() + (i + 1), record);

++amount\_of\_records;

return;

}

while (i >= 0 && records.at(i).key > record.key)

--i;

if (children.at(i + 1)->is\_full()) {

split\_child(i + 1);

if (records.at(i + 1).key < record.key)

++i;

}

children.at(i + 1)->insert\_in\_non\_full(record);

}

void BTree::Node::split\_child(int index) {

BTree::Node\* child\_to\_split = children.at(index);

BTree::Node\* additional\_node = new BTree::Node(child\_to\_split->minimum\_degree, child\_to\_split->is\_leaf);

additional\_node->amount\_of\_records = minimum\_degree - 1;

for (int i = 0; i < minimum\_degree - 1; ++i) {

additional\_node->records.push\_back(child\_to\_split->records.at(minimum\_degree));

child\_to\_split->records.erase(child\_to\_split->records.begin() + minimum\_degree);

}

if (!child\_to\_split->is\_leaf) {

for (int i = 0; i < minimum\_degree; ++i) {

additional\_node->children.push\_back(child\_to\_split->children.at(minimum\_degree));

child\_to\_split->children.erase(child\_to\_split->children.begin() + minimum\_degree);

}

}

child\_to\_split->amount\_of\_records = minimum\_degree - 1;

children.insert(children.begin() + index + 1, additional\_node);

records.insert(records.begin() + index, child\_to\_split->records.at(minimum\_degree - 1));

child\_to\_split->records.erase(child\_to\_split->records.begin() + minimum\_degree - 1);

++amount\_of\_records;

}

bool BTree::Node::is\_full() const {

return amount\_of\_records == 2 \* minimum\_degree - 1;

}

bool BTree::Node::contains\_minimal\_allowed\_amount\_of\_records() const {

return amount\_of\_records == (minimum\_degree - 1);

}

int BTree::Node::find\_index\_of\_first\_greater\_or\_equal\_key(int key) const {

auto it = find\_if(records.begin(), records.end(), [key](Record element) {return element.key >= key; });

return (it - records.begin());

}

void BTree::Node::remove(int key) {

int index = find\_index\_of\_first\_greater\_or\_equal\_key(key);

if (index < amount\_of\_records && records.at(index).key == key) {

if (is\_leaf)

remove\_from\_leaf(index);

else

remove\_from\_non\_leaf(index);

return;

}

if (is\_leaf)

throw "The record with key " + to\_string(key) + " isn't in the tree";

bool is\_key\_present\_in\_last\_child\_subtree = (index == amount\_of\_records);

if (children[index]->amount\_of\_records < minimum\_degree)

fill\_child(index);

if (is\_key\_present\_in\_last\_child\_subtree && index > amount\_of\_records)

children.at(index - 1)->remove(key);

else

children.at(index)->remove(key);

}

void BTree::Node::remove\_from\_leaf(int key\_index) {

records.erase(records.begin() + key\_index);

--amount\_of\_records;

}

void BTree::Node::remove\_from\_non\_leaf(int key\_index) {

int key = records.at(key\_index).key;

if (!children.at(key\_index)->contains\_minimal\_allowed\_amount\_of\_records())

replace\_record\_by\_child\_record(key\_index, key\_index, get\_predecessor(key\_index));

else if (!children.at(key\_index + 1)->contains\_minimal\_allowed\_amount\_of\_records())

replace\_record\_by\_child\_record(key\_index, key\_index + 1, get\_successor(key\_index));

else {

merge\_child(key\_index);

children.at(key\_index)->remove(key);

}

}

void BTree::Node::replace\_record\_by\_child\_record(int record\_index\_to\_replace, int child\_index\_to\_take\_record, Record record) {

records.at(record\_index\_to\_replace) = record;

children.at(child\_index\_to\_take\_record)->remove(record.key);

}

Record BTree::Node::get\_predecessor(int key\_index) {

BTree::Node\* curr = children.at(key\_index);

while (!curr->is\_leaf)

curr = curr->children.at(curr->amount\_of\_records);

return curr->records.at(curr->amount\_of\_records - 1);

}

Record BTree::Node::get\_successor(int key\_index) {

BTree::Node\* curr = children.at(key\_index + 1);

while (!curr->is\_leaf)

curr = curr->children.at(0);

return curr->records.at(0);

}

void BTree::Node::fill\_child(int child\_index) {

if (child\_index != 0 && !children.at(child\_index - 1)->contains\_minimal\_allowed\_amount\_of\_records())

borrow\_record\_from\_previous\_child(child\_index);

else if (child\_index != amount\_of\_records && !children.at(child\_index + 1)->contains\_minimal\_allowed\_amount\_of\_records())

borrow\_record\_from\_next\_child(child\_index);

else {

if (child\_index != amount\_of\_records)

merge\_child(child\_index);

else

merge\_child(child\_index - 1);

}

}

void BTree::Node::borrow\_record\_from\_previous\_child(int child\_index) {

BTree::Node\* child\_which\_borrows = children.at(child\_index);

BTree::Node\* sibling\_child\_from\_which\_borrow = children.at(child\_index - 1);

child\_which\_borrows->records.insert(child\_which\_borrows->records.begin(), records.at(child\_index - 1));

if (!child\_which\_borrows->is\_leaf) {

child\_which\_borrows->children.insert(child\_which\_borrows->children.begin(), sibling\_child\_from\_which\_borrow->children.at(sibling\_child\_from\_which\_borrow->amount\_of\_records));

sibling\_child\_from\_which\_borrow->children.erase(sibling\_child\_from\_which\_borrow->children.begin() + sibling\_child\_from\_which\_borrow->amount\_of\_records);

}

records.at(child\_index - 1) = sibling\_child\_from\_which\_borrow->records.at(sibling\_child\_from\_which\_borrow->amount\_of\_records - 1);

sibling\_child\_from\_which\_borrow->records.erase(sibling\_child\_from\_which\_borrow->records.begin() + sibling\_child\_from\_which\_borrow->amount\_of\_records - 1);

++child\_which\_borrows->amount\_of\_records;

--sibling\_child\_from\_which\_borrow->amount\_of\_records;

}

void BTree::Node::borrow\_record\_from\_next\_child(int child\_index) {

BTree::Node\* child\_which\_borrows = children.at(child\_index);

BTree::Node\* sibling\_child\_from\_which\_borrow = children.at(child\_index + 1);

child\_which\_borrows->records.insert(child\_which\_borrows->records.begin() + child\_which\_borrows->amount\_of\_records, records.at(child\_index));

if (!child\_which\_borrows->is\_leaf) {

child\_which\_borrows->children.insert(child\_which\_borrows->children.begin() + child\_which\_borrows->amount\_of\_records + 1, sibling\_child\_from\_which\_borrow->children.at(0));

sibling\_child\_from\_which\_borrow->children.erase(sibling\_child\_from\_which\_borrow->children.begin());

}

records.at(child\_index) = sibling\_child\_from\_which\_borrow->records.at(0);

sibling\_child\_from\_which\_borrow->records.erase(sibling\_child\_from\_which\_borrow->records.begin());

++child\_which\_borrows->amount\_of\_records;

--sibling\_child\_from\_which\_borrow->amount\_of\_records;

}

void BTree::Node::merge\_child(int child\_index) {

BTree::Node\* child = children.at(child\_index);

BTree::Node\* sibling\_which\_merges = children.at(child\_index + 1);

child->records.push\_back(records.at(child\_index));

records.erase(records.begin() + child\_index);

child->records.insert(child->records.end(), sibling\_which\_merges->records.begin(), sibling\_which\_merges->records.end());

sibling\_which\_merges->records.clear();

if (!child->is\_leaf) {

child->children.insert(child->children.end(), sibling\_which\_merges->children.begin(), sibling\_which\_merges->children.end());

sibling\_which\_merges->children.clear();

}

children.erase(children.begin() + child\_index + 1);

--amount\_of\_records;

child->amount\_of\_records += sibling\_which\_merges->amount\_of\_records + 1;

delete sibling\_which\_merges;

}

void BTree::save(std::ofstream& destination) {

if (!root)

return;

root->save(destination);

}

void BTree::Node::save(ofstream& destination) {

destination.write(reinterpret\_cast<const char\*>(&is\_leaf), sizeof(is\_leaf));

destination.write(reinterpret\_cast<const char\*>(&amount\_of\_records), sizeof(amount\_of\_records));

for (int i = 0; i < amount\_of\_records; ++i)

destination.write(reinterpret\_cast<const char\*>(&records.at(i)), sizeof(Record));

for (const auto& child : children)

child->save(destination);

}

void BTree::open(std::ifstream& source) {

root = read\_node(source);

}

BTree::Node\* BTree::read\_node(ifstream& source) {

bool is\_node\_leaf;

source.read(reinterpret\_cast<char\*>(&is\_node\_leaf), sizeof(is\_node\_leaf));

BTree::Node\* node = new BTree::Node(minimum\_degree, is\_node\_leaf);

source.read(reinterpret\_cast<char\*>(&node->amount\_of\_records), sizeof(node->amount\_of\_records));

for (int i = 0; i < node->amount\_of\_records; ++i) {

Record rec;

source.read(reinterpret\_cast<char\*>(&rec), sizeof(Record));

node->records.push\_back(rec);

}

if (!is\_node\_leaf) {

for (int i = 0; i < node->amount\_of\_records + 1; ++i)

node->children.push\_back(read\_node(source));

}

return node;

}

**validation\_functions.h**

#pragma once

#include <string>

void validate\_file\_path(std::string& path, std::string extension);

**validation\_functions.cpp**

#include "validation\_functions.h"

void validate\_file\_path(std::string& path, std::string extension) {

std::string file\_extension = path.substr(path.length() - extension.length(), extension.length());

if (file\_extension != extension)

path += extension;

}

**Lab3\_tests.cpp**

#include "pch.h"

#include "CppUnitTest.h"

#include "../Lab3\_code/B\_Tree.h"

#include "../Lab3\_code/validation\_functions.h"

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace Lab3tests

{

TEST\_CLASS(BTree\_tests)

{

BTree create\_BTree(int amount\_of\_records, int minimal\_degree) {

BTree tree(minimal\_degree);

for (int i = 0; i < amount\_of\_records; ++i) {

Record record;

record.key = i + 1;

strcpy\_s(record.data, "data");

strcat\_s(record.data, (to\_string(i + 1)).c\_str());

tree.insert(record);

}

return tree;

}

public:

TEST\_METHOD(search\_present\_one\_node) {

BTree tree = create\_BTree(6, 3);

int key\_to\_search = 1;

int not\_used = 0;

Record result = tree.search(key\_to\_search, not\_used);

Assert::AreEqual(result.key, key\_to\_search);

char expected\_data[250] = "data";

strcat\_s(expected\_data, (to\_string(key\_to\_search)).c\_str());

Assert::AreEqual(result.data, expected\_data);

}

TEST\_METHOD(search\_present\_two\_nodes\_first) {

BTree tree = create\_BTree(6, 3);

int key\_to\_search = 1;

int not\_used = 0;

Record result = tree.search(key\_to\_search, not\_used);

Assert::AreEqual(result.key, key\_to\_search);

char expected\_data[250] = "data";

strcat\_s(expected\_data, (to\_string(key\_to\_search)).c\_str());

Assert::AreEqual(result.data, expected\_data);

}

TEST\_METHOD(search\_present\_two\_nodes\_median) {

BTree tree = create\_BTree(6, 3);

int key\_to\_search = 3;

int not\_used = 0;

Record result = tree.search(key\_to\_search, not\_used);

Assert::AreEqual(result.key, key\_to\_search);

char expected\_data[250] = "data";

strcat\_s(expected\_data, (to\_string(key\_to\_search)).c\_str());

Assert::AreEqual(result.data, expected\_data);

}

TEST\_METHOD(search\_present\_two\_nodes\_last) {

BTree tree = create\_BTree(6, 3);

int key\_to\_search = 6;

int not\_used = 0;

Record result = tree.search(key\_to\_search, not\_used);

Assert::AreEqual(result.key, key\_to\_search);

char expected\_data[250] = "data";

strcat\_s(expected\_data, (to\_string(key\_to\_search)).c\_str());

Assert::AreEqual(result.data, expected\_data);

}

TEST\_METHOD(search\_absent) {

BTree tree = create\_BTree(6, 3);

int key\_to\_search = 7;

int not\_used = 0;

auto func = [&tree, key\_to\_search, &not\_used] { tree.search(key\_to\_search, not\_used); };

Assert::ExpectException<const char\*>(func);

}

TEST\_METHOD(insert\_already\_present) {

BTree tree = create\_BTree(6, 3);

int key\_to\_insert = 3;

Record record = { key\_to\_insert, "test data" };

auto func = [&tree, &record] { tree.insert(record); };

Assert::ExpectException<const char\*>(func);

}

TEST\_METHOD(delete\_absent) {

BTree tree = create\_BTree(6, 3);

int key\_to\_delete = 7;

auto func = [&tree, key\_to\_delete] { tree.remove(key\_to\_delete); };

Assert::ExpectException<string>(func);

}

TEST\_METHOD(delete\_present\_first) {

BTree tree = create\_BTree(6, 3);

int key\_to\_delete = 1;

tree.remove(key\_to\_delete);

int not\_used = 0;

auto func = [&tree, key\_to\_delete, &not\_used] { tree.search(key\_to\_delete, not\_used); };

Assert::ExpectException<const char\*>(func);

}

TEST\_METHOD(delete\_present\_median) {

BTree tree = create\_BTree(6, 3);

int key\_to\_delete = 3;

tree.remove(key\_to\_delete);

int not\_used = 0;

auto func = [&tree, key\_to\_delete, &not\_used] { tree.search(key\_to\_delete, not\_used); };

Assert::ExpectException<const char\*>(func);

}

TEST\_METHOD(edit\_present\_first) {

BTree tree = create\_BTree(6, 3);

int key\_to\_edit = 1;

char\* new\_data = "new data";

tree.edit(key\_to\_edit, new\_data);

int not\_used = 0;

Record result = tree.search(key\_to\_edit, not\_used);

Assert::AreEqual(result.key, key\_to\_edit);

Assert::AreEqual(result.data, new\_data);

}

TEST\_METHOD(edit\_present\_median) {

BTree tree = create\_BTree(6, 3);

int key\_to\_edit = 3;

char\* new\_data = "new data";

tree.edit(key\_to\_edit, new\_data);

int not\_used = 0;

Record result = tree.search(key\_to\_edit, not\_used);

Assert::AreEqual(result.key, key\_to\_edit);

Assert::AreEqual(result.data, new\_data);

}

TEST\_METHOD(edit\_present\_last) {

BTree tree = create\_BTree(6, 3);

int key\_to\_edit = 6;

char\* new\_data = "new data";

tree.edit(key\_to\_edit, new\_data);

int not\_used = 0;

Record result = tree.search(key\_to\_edit, not\_used);

Assert::AreEqual(result.key, key\_to\_edit);

Assert::AreEqual(result.data, new\_data);

}

TEST\_METHOD(edit\_absent) {

BTree tree = create\_BTree(6, 3);

int key\_to\_edit = 7;

char\* new\_data = "new data";

auto func = [&tree, key\_to\_edit, new\_data] { tree.edit(key\_to\_edit, new\_data); };

Assert::ExpectException<const char\*>(func);

}

TEST\_METHOD(is\_empty\_empty) {

BTree tree(3);

Assert::IsTrue(tree.is\_empty());

}

TEST\_METHOD(is\_empty\_non\_empty) {

BTree tree = create\_BTree(6, 3);

Assert::IsFalse(tree.is\_empty());

}

};

TEST\_CLASS(validation\_functions\_tests) {

TEST\_METHOD(validate\_file\_path\_correct) {

string initial\_path = "test.mdb";

string expected\_result = "test.mdb";

string extension = ".mdb";

validate\_file\_path(initial\_path, extension);

Assert::AreEqual(initial\_path, expected\_result);

}

TEST\_METHOD(validate\_file\_path\_not\_correct1) {

string initial\_path = ".exe";

string expected\_result = ".exe.mdb";

string extension = ".mdb";

validate\_file\_path(initial\_path, extension);

Assert::AreEqual(initial\_path, expected\_result);

}

TEST\_METHOD(validate\_file\_path\_not\_correct2) {

string initial\_path = "test.exe";

string expected\_result = "test.exe.mdb";

string extension = ".mdb";

validate\_file\_path(initial\_path, extension);

Assert::AreEqual(initial\_path, expected\_result);

}

};

}

### Приклади роботи

На рисунках 3.1 і 3.2 показані приклади роботи програми для додавання і пошуку запису.
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Рисунок 3.1 –Додавання запису

![](data:image/png;base64,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)

Рисунок 3.2 – Пошук запису

## Тестування алгоритму

### Часові характеристики оцінювання

В таблиці 3.1 наведено кількість порівнянь для 15 спроб пошуку запису по ключу.

Таблиця 3.1 – Число порівнянь при спробі пошуку запису по ключу

|  |  |
| --- | --- |
| Номер спроби пошуку | Число порівнянь |
| 1 | 9 |
| 2 | 10 |
| 3 | 9 |
| 4 | 11 |
| 5 | 10 |
| 6 | 6 |
| 7 | 10 |
| 8 | 9 |
| 9 | 8 |
| 10 | 10 |
| 11 | 9 |
| 12 | 10 |
| 13 | 10 |
| 14 | 9 |
| 15 | 9 |

Висновок

В рамках лабораторної роботи я реалізував структуру даних В-Дерево та розробив графічний інтерфейс на мові програмування С++ для взаємодії з нею. Основні алгоритми я описав за допомогою псевдокоду. Провів випробування цієї структури для пошуку запису, коли всього в дереві є 1000 записів. Результати випробування занесено до таблиці.

Критерії оцінювання

За умови здачі лабораторної роботи до 26.11.2023 включно максимальний бал дорівнює – 5. Після 26.11.2023 максимальний бал дорівнює – 4,5.

Критерії оцінювання у відсотках від максимального балу:

* псевдокод алгоритму – 10%;
* аналіз часової складності – 5%;
* програмна реалізація алгоритму – 50%;
* робота з гіт – 20%
* тестування алгоритму – 10%;
* висновок – 5%.

+1 додатковий бал можна отримати за реалізацію графічного відображення структури ключів.

+1 додатковий бал можна отримати за виконання та захист роботи до 19.11.2023.