# Глава 1. Введение в Entity Framework Core
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ORM-технология (object-relational mapping - отображения данных на реальные объекты) от компании Microsoft для доступа к данным. Entity Framework Core позволяет абстрагироваться от самой базы данных и ее таблиц и работать с данными как с объектами классом независимо от типа хранилища. Если на физическом уровне мы оперируем таблицами, индексами, первичными и внешними ключами, но на концептуальном уровне, который нам предлагает Entity Framework, мы уже работаем с объектами.

Отличительной чертой Entity Framework Core, как технологии ORM, является использование запросов LINQ для выборки данных из БД. С помощью LINQ мы можем создавать различные запросы на выборку объектов, в том числе связанных различными ассоциативными связями. А Entity Framework при выполнение запроса транслирует выражения LINQ в выражения, понятные для конкретной СУБД (как правило, в выражения SQL).

## Первое приложение на EF Core
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## Подключение к существующей базе данных

Scaffold-DbContext "Data Source=D:\\helloapp.db" Microsoft.EntityFrameworkCore.Sqlite

При выполнения этой команды в проект будет добавлены класс User,класс контекста данных, который будет называться по имени базы данных плюс суффикс "Context"
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## Управление базой данных

### Database.EnsureCreated

Метод Database.EnsureCreated() и его асинхронная версия Database.EnsureCreatedAsync() гарантируют, что база данных будет создана.

Если база данных отсутствует, то данный метод создает ее.

Если база данных имеется, но она НЕ имеет таблиц, то этот метод создает таблицы, которые соответствуют схеме данных.

Если база данных имеется и она имеет таблицы, то этот метод не оказывает никакого влияния.

### Database.EnsureDeleted

Метод Database.EnsureDeleted() и его асинхронная версия Database.EnsureDeletedAsync() гарантируют, что база данных будет удалена.

Если база данных имеется, то она удаляется. Если база данных отсутствует, то этот метод не оказывает никакого влияния.

### Database.CanConnect

Еще один метод, который стоит отметить, это Database.CanConnect() и его асинхронная версия Database.CanConnectAsync(). Данный метод возвращает true, если бд доступна, и false, если бд не доступна:

## Основные операции с данными. CRUD

#### Класс User:

## 

#### Класс ApplicationContext:
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#### Класс Program:

// Добавление

using (ApplicationContext db = new ApplicationContext())

{

User tom = new User { Name = "Tom", Age = 33 };

User alice = new User { Name = "Alice", Age = 26 };

// Добавление

db.Users.Add(tom);

db.Users.Add(alice);

db.SaveChanges();

}

// получение

using (ApplicationContext db = new ApplicationContext())

{

// получаем объекты из бд и выводим на консоль

var users = db.Users.ToList();

Console.WriteLine("Andmed pärast lisamist:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

// Редактирование

using (ApplicationContext db = new ApplicationContext())

{

// получаем первый объект

User? user = db.Users.FirstOrDefault();

if (user != null)

{

user.Name = "Bob";

user.Age = 44;

//обновляем объект

//db.Users.Update(user);

db.SaveChanges();

}

// выводим данные после обновления

Console.WriteLine("\nAndmed pärast redigeerimist:");

var users = db.Users.ToList();

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

// Удаление

using (ApplicationContext db = new ApplicationContext())

{

// получаем первый объект

User? user = db.Users.FirstOrDefault();

if (user != null)

{

//удаляем объект

db.Users.Remove(user);

db.SaveChanges();

}

// выводим данные после обновления

Console.WriteLine("\nAndmed pärast kustutamist:");

var users = db.Users.ToList();

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

## }

## Вывод исполненного кода:

### Удаление

Удаление производится с помощью метода Remove:

db.Users.Remove(user);

db.SaveChanges();

Если необходимо удалить сразу несколько объектов, то можно использовать метод RemoveRange():

User? firstUser = db.Users.FirstOrDefault();

User? secondUser = db.Users.FirstOrDefault(u=>u.Id==2);

if (firstUser != null && secondUser != null)

{

    db.Users.RemoveRange(firstUser, secondUser);

    db.SaveChanges();

}

### Редактирование

При изменении объекта Entity Framework сам отслеживает все изменения, и когда вызывается метод SaveChanges(), будет сформировано SQL-выражение UPDATE для данного объекта, которое обновит объект в базе данных.

При необходимости обновить одновременно несколько объектов, применяется метод UpdateRange():

db.Users.UpdateRange(tom, alice);

### Асинхронный API

Вместо метода SaveChanges() для асинхронного выполнения зароса к бд можно использовать его асинхронный двойник - SaveChangesAsync(). Также, для добавления данных определены асинхронные методы AddAsync и AddRangeAsync. Пример применения асинхронного API:

using Microsoft.EntityFrameworkCore; // для ToListAsync и FirstOrDefaultAsync

// Добавление

using (ApplicationContext db = new ApplicationContext())

{

User tom = new User { Name = "Tom", Age = 33 };

User alice = new User { Name = "Alice", Age = 26 };

// Добавление

await db.Users.AddRangeAsync(tom, alice);

await db.SaveChangesAsync();

}

// получение

using (ApplicationContext db = new ApplicationContext())

{

// получаем объекты из бд и выводим на консоль

var users = await db.Users.ToListAsync();

Console.WriteLine("Andmed pärast lisamist:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

// Редактирование

using (ApplicationContext db = new ApplicationContext())

{

// получаем первый объект

User? user = await db.Users.FirstOrDefaultAsync();

if (user != null)

{

user.Name = "Bob";

user.Age = 44;

//обновляем объект

await db.SaveChangesAsync();

}

// выводим данные после обновления

Console.WriteLine("\nAndmed pärast redigeerimist:");

var users = await db.Users.ToListAsync();

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

// Удаление

using (ApplicationContext db = new ApplicationContext())

{

// получаем первый объект

User? user = await db.Users.FirstOrDefaultAsync();

if (user != null)

{

//удаляем объект

db.Users.Remove(user);

await db.SaveChangesAsync();

}

// выводим данные после обновления

Console.WriteLine("\nAndmed pärast kustutamist:");

var users = await db.Users.ToListAsync();

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}
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## Конфигурация подключения

Для взаимодействия с базой данных для контекста данных должна быть определена конфигурация подключения. Для ее установки можно применять два способа:

* Переопределение у класса контекста данных метода OnConfiguring()
* Передача конфигурации в конструктор базового класса DbContext

### Метод OnConfiguring

using Microsoft.EntityFrameworkCore;

using System.Collections.Generic;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext() => Database.EnsureCreated();

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В этот метод передается объект класса DbContextOptionsBuilder, который позволяет установить параметры подключения. Для их конфигурации параметров подключения у этого класса определено ряд методов в зависимости от того, какую именно систему баз данных мы собираемся использовать. Например, для установки подключения к SQLite вызывается метод UseSqlite(), в который передается строка подключения.

### Установка конфигурации в конструкторе

Второй способ предполагает передачу в конструктор базового класса объекта DbContextOptions, который инкапсулирует параметры конфигурации. Для применения этого способа изменим класс контекста следующим образом:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

    public DbSet<User> Users { get; set; } = null!;

    public ApplicationContext(DbContextOptions<ApplicationContext> options)

            : base(options)

    {

        Database.EnsureCreated();

    }

}

public class User

{

    public int Id { get; set; }

    public string? Name { get; set; }

    public int Age { get; set; }

}

Тогда мы могли бы использовать класс контекста следующим образом:

using Microsoft.EntityFrameworkCore;

var optionsBuilder = new DbContextOptionsBuilder<ApplicationContext>();

var options = optionsBuilder.UseSqlite("Data Source=helloapp.db").Options;

using (ApplicationContext db = new ApplicationContext(options))

{

    var users = db.Users.ToList();

    foreach (User user in users)

        Console.WriteLine($"{user.Id}.{user.Name} - {user.Age}");

}

Здесь опять же применяется метод UseSqlServer класса DbContextOptionsBuilder для создания конфигурации по той же строке подключения. Только результат этой операции - объект DbContextOptions затем передается в контекст данных. А контекст данных далее передает этот параметр в конструктор базового класса.

### Файл конфигурации

Оба выше представленных способа вполне работают, однако в том определении, в котором они представлены, они имеют один недостаток - строка подключения жестко определена в коде C#. И было бы неплохо, если бы она была бы определена в каком-нибудь внешнем файле подключения, где мы ее могли бы поменять без перекомпиляции приложения.

Для этого добавим в проект новый элемент JavaScript JSON Configuration File

#### ApplicationContext:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext(DbContextOptions<ApplicationContext> options)

: base(options)

{

Database.EnsureCreated();

}

}

#### Program.cs:

using Microsoft.EntityFrameworkCore;

using Microsoft.Extensions.Configuration;

var builder = new ConfigurationBuilder();

// установка пути к текущему каталогу

builder.SetBasePath(Directory.GetCurrentDirectory());

// получаем конфигурацию из файла appsettings.json

builder.AddJsonFile("appsettings.json");

// создаем конфигурацию

var config = builder.Build();

// получаем строку подключения

string connectionString = config.GetConnectionString("DefaultConnection");

var optionsBuilder = new DbContextOptionsBuilder<ApplicationContext>();

var options = optionsBuilder.UseSqlite(connectionString).Options;

using (ApplicationContext db = new ApplicationContext(options))

{

var users = db.Users.ToList();

foreach (User user in users)

Console.WriteLine($"{user.Id}.{user.Name} - {user.Age}");

}

Для создания конфигурации применяется класс ConfigurationBuilder. Метод AddJsonFile() добавляет все настройки из файла конфигурации. С помощью метода Build() создается объект конфигурации, из которого мы можем получить строку подключения:

string connectionString = config.GetConnectionString("DefaultConnection");

## Логгирование операций

Логгирование позволяет нам получить информацию о выполняемых в Entity Framework операциях. Причем использовать как встроенные возможности, так и создать и встроить свою инфраструктуру логгирования.

### Метод LogTo

Для логгирования информации можно использовать метод LogTo(). Он применяется при конфигурации класса контекста данных.

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

optionsBuilder.LogTo(Console.WriteLine);

}

}

В методе OnConfiguring() у передаваемого в качестве параметра объекта DbContextOptionsBuilder вызывается метод LogTo(), в который передается делегат Action<string> - то есть некоторое действие, которое принимает один параметр типа string и и ничего не возвращает. Именно такое действие представляет традиционный метод Console.WriteLine(), который выводит строку на консоль.
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Подобным образом можно логгировать в другие места. Например, логгирование в окно Output, что производится с помощью метода Debug.WriteLine():

optionsBuilder.LogTo(message => System.Diagnostics.Debug.WriteLine(message));

## Настройка логгирования

### Уровень логгирования

Метод LogTo() имеет ряд перегруженных версий, которые принимают разное количество параметров. Так, мы можем передать в LogTo уровень логгирования в виде одного из значений перечисления LogLevel:

* Trace: используется для вывода наиболее детализированных сообщений. Подобные сообщения могут нести важную информацию о приложении и его строении, поэтому данный уровень лучше использовать при разработке, но никак не при публикации
* Debug: для вывода информации, которая может быть полезной в процессе разработки и отладки приложения
* Information: уровень сообщений, позволяющий просто отследить поток выполнения приложения
* Warning: используется для вывода сообщений о неожиданных событиях, например, ошибках, которые не влияют не останавливают выполнение приложения, но в то же время должны быть иследованы
* Error: для вывода информации об ошибках и исключениях, которые возникли при текущей операции и которые не могут быть обработаны
* Critical: уровень критических ошибок, которые требуют немедленной реакции - ошибками операционной системы, потерей данных в бд, переполнение памяти диска и т.д.
* None: вывод информации в лог не применяется

### Конкретизация сообщений

Каждое сообщение в логе ассоциировано с определенным идентификатором события. По сути идентификаторы представляют тип возникающих событий

* SqlServerEventId: описывает сообщения, специфические для провайдера для MS SQL Server
* CoreEventId: описывает сообщения, общие для всех провайдеров Entity Framework Core
* RelationalEventId: описывает сообщения, общие для всех провайдеров для реляционных баз данных

Поскольку каждый класс идентификатора имеет довольно много полей, которые представляют опеделенное сообщение, я не буду подробно расписывать все эти поля. Посмотрим на простом примере, как мы можем конкретизировать сообщения - например, нам надо вывести только выполняемые команды SQL. В этом случае мы можем воспользоваться RelationalEventId и его переменной CommandExecuted, которая представляет окончание выполнения команды:

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Diagnostics;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

optionsBuilder.LogTo(Console.WriteLine, new[] { RelationalEventId.CommandExecuted });

}

}
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## Категории сообщений

Другим способом фильтрации сообщений представляет использование категорий, которые представлены классом DbLoggerCategory и который позволяет задать нужные категории логгирования:

* Database.Command: категория для выполняемых команд, позволяет получить выполняемый код SQL
* Database.Connection : категория для операций подключения к БД
* Database.Transaction : категория для транзакций с бд
* Migration: категория для миграций
* Model: категория для действий, совершаемых при привязке модели
* Query: категория для запросов за исключением тех, что генерируют исполняемый код SQL
* Scaffolding: категория для действий, выполняемых в поцессе обратного инжиниринга (то есть когда по базе данных генерируются классы и класс контекста)
* Update: категория для сообщений вызова DbContext.SaveChanges()
* Infrastructure: категория для всех остальных сообщений

## Управление схемой БД и миграции

Если мы меняем модели в Entity Framework, которые входят в контекст данных, например, добавляем в нее какие-то новые свойства или удаляем некоторые свойства, то необходимо, чтобы база данных также применяла эти изменения.

### Ручное изменение базы данных

В самых простых случаях мы можем написать sql-скрипт для добавления столбцов или таблиц, либо же даже можем изменить таблицы вручную с помощью различных программ, которые позволяют в режиме дизайнера редактировать таблицы.

Теоретически и практически так можно делать. Стоит отметить, что при этом мы максимально контроллируем процесс изменения базы данных. Все данные, которые у меня были в таблице, так там и остались.

Тем не менее этот подход имеет много недостатков. В частности, менее искушенные программисты могут не знать, как сопоставляются типы между SQL и C#. При указании данных столбцов и/или таблиц мы можем допустить ошибку - например, вместо "Position" написать "Positon". В конце концов такой подход может занять много времени, особенно когда речь идет о куда больших изменениях схемы БД.

### Database.EnsureCreated и Database.EnsureDeleted

Если нам не важны данные в БД и мы хотим ее просто пересоздать для соответствия новой структуре классов, то через контекст данных можно вызывать метод Database.EnsureDeleted для удаления и затем метод Database.EnsureCreated для создания бд. Например, в коде самого контекста данных (обычно в конструкторе):

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted(); // удаляем бд со старой схемой

Database.EnsureCreated(); // создаем бд с новой схемой

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В то же время при удалении происходит полное удаление данных, что в ряде случаев может быть нежелательным. И в этом случае лучше использовать миграции.

### Миграция

Миграция по сути предствляет план перехода базы данных от старой схемы к новой. Как использовать миграции?

Для создания миграции в окне Package Manager Console вводится следующая команда:

Add-Migration название\_миграции

Название миграции представляет произвольное название, главное чтобы все миграции в проекте имели разные названия.

После создания миграции ее надо выполнить с помощью команды:

Update-Database

Если планируется использовать миграции, то лучше их использовать сразу при создании базы данных.

Для использования миграций в Visual Stuido необходимо добавить в проект через менеджер Nuget пакет Microsoft.EntityFrameworkCore.Tools.

Например, определим модели и контекст следующим образом:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

// Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=D:\\helloapp.db");

}

}

Обратите внимание, что в конструкторе контекста закомментирован метод Database.EnsureCreated(). В данном случае он не нужен. Более того при выполнении миграции этот метод вызывает ошибку. Этот момент следует учитывать.

Также стоит отметить, что при самом первом применении миграции по отношению к БД SQLite Entity Framework пытается создать ее заново, однако если создаваемые таблицы в ней уже есть, то мы столкнемся с ошибкой. Поэтому следует убедиться, что по используемому пути нет файла базы данных с подобным именем. При последующих применениях миграции EF будет использовать бд, созданную при первой миграции.

Теперь для создания и выполнения миграции перейдем в Visual Studio к окну Package Manager Console. Вначале введем команду

Add-Migration InitialCreate

Название миграции произвольное. В данном случае это InitialCreate. Нажмем на Enter для создания миграции.

После этого в проект будет добавлена папка Migrations с классом миграции:
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Папка содержит два файла:

* XXXXXXXXXXXXXX\_InitialCreate.cs: основной файл миграции, который содержит все применяемые действия
* [Имя\_контекста\_данных]ModelSnapshot.cs: содержит текущее состояние модели, используется при создании следующей миграции

В частности, мы можем открыть файл, который в названии содержит имя миграции, и посмотреть те действия, которые будет применяться:

using Microsoft.EntityFrameworkCore.Migrations;

#nullable disable

namespace musoropjat.Migrations

{

public partial class InitialCreate : Migration

{

protected override void Up(MigrationBuilder migrationBuilder)

{

migrationBuilder.CreateTable(

name: "Users",

columns: table => new

{

Id = table.Column<int>(type: "INTEGER", nullable: false)

.Annotation("Sqlite:Autoincrement", true),

Name = table.Column<string>(type: "TEXT", nullable: true),

Age = table.Column<int>(type: "INTEGER", nullable: false)

},

constraints: table =>

{

table.PrimaryKey("PK\_Users", x => x.Id);

});

}

protected override void Down(MigrationBuilder migrationBuilder)

{

migrationBuilder.DropTable(

name: "Users");

}

}

}

В миграции определяются два метода: Up() и Down(). В методе Up с помощью вызова метода CreateTable добавляется новое определение таблиц.

И в завершении чтобы выполнить миграцию, применим этот класс, набрав в той же консоли команду:
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После выполнения миграции по указанному в методе optionsBuilder.UseSqlite("Data Source=D:\\helloapp.db") пути будет сгенерированная база данных. В случае с бд SQLite, для которой указан относительный путь (например, "Data Source=helloapp.db"), файл бд генерируется в папке проекта. Для других провайдеров - MS SQL Server, MySQL и т.д. бд генерируется на сервере бд в соответствии со строкой подключения.

Следует отметить, что кроме основных таблиц (в случае выше таблицы Users) база данных также будет содержать дополнительную таблицу \_EFMigrationsHystory, которая будет хранить информацию о миграциях.
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Если мы изменим модель, например, добавим в класс User новое свойство:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public bool IsMarried { get; set; }

}

Чтобы база данных соответствовала измененной модели, также создадим новую миграцию и выполним ее:

Add-Migration IsMarriedToUserAdded

Update-Database

В данном случае будет создан класс миграции, который отражает добавление нового свойства в класс User:

using Microsoft.EntityFrameworkCore.Migrations;

#nullable disable

namespace musoropjat.Migrations

{

public partial class IsMarriedToUserAdded : Migration

{

protected override void Up(MigrationBuilder migrationBuilder)

{

migrationBuilder.AddColumn<bool>(

name: "IsMarried",

table: "Users",

type: "INTEGER",

nullable: false,

defaultValue: false);

}

protected override void Down(MigrationBuilder migrationBuilder)

{

migrationBuilder.DropColumn(

name: "IsMarried",

table: "Users");

}

}

}

Метод AddColumn как раз добавляет новый столбец в таблицу.

### Метод Migrate

В некоторых случаях, например, в приложениях с локальной базой данных (SQLite в UWP), мы можем выполнять миграции в процессе выполнения приложения. Для этого определен метод Database.Migrate() или его асинхронный двойник - Database.MigrateAsync(), который можно вызвать через объект контекста:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

db.Database.Migrate(); // миграция

await db.Database.MigrateAsync(); // асинхронный метод для миграции

}

Стоит учитывать, что перед вызовом этого метода не следует вызывать метод EnsureCreated, который обходит миграции при создании базы данных, что вызывает ошибку при выполнении метода Migrate.

Чтобы задействовать этот метод, необходимо подключить пространство имен Microsoft.EntityFrameworkCore

### Создания скрипта sql для миграции

Entity Framework также позволяет создать из файлов миграции скрипт sql, который потом можно запустить для создания или реорганизации базы данных. Для создания скрипта sql необходимо ввести в окне Package Manager Console команду

Script-Migration

CREATE TABLE IF NOT EXISTS "\_\_EFMigrationsHistory" (

"MigrationId" TEXT NOT NULL CONSTRAINT "PK\_\_\_EFMigrationsHistory" PRIMARY KEY,

"ProductVersion" TEXT NOT NULL

);

BEGIN TRANSACTION;

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL CONSTRAINT "PK\_Users" PRIMARY KEY AUTOINCREMENT,

"Name" TEXT NULL,

"Age" INTEGER NOT NULL

);

INSERT INTO "\_\_EFMigrationsHistory" ("MigrationId", "ProductVersion")

VALUES ('20220921055829\_InitialCreate', '6.0.9');

COMMIT;

BEGIN TRANSACTION;

ALTER TABLE "Users" ADD "IsMarried" INTEGER NOT NULL DEFAULT 0;

INSERT INTO "\_\_EFMigrationsHistory" ("MigrationId", "ProductVersion")

VALUES ('20220921060134\_IsMarriedToUserAdded', '6.0.9');

COMMIT;

Также можно передать название миграции, по которой необходимо создать скрипт:

Script-Migration InitialCreate

### Миграции в консоли

Если разработка осуществляется не в Visual Studio, то для миграций мы можем выполнять соответствующие команды в консоли. Для создания миграции:

dotnet ef migrations add InitialCreate

Для выполнения миграции:

dotnet ef database update

Для создания скрипта sql по миграции применяется следующая команда:

dotnet ef migrations script

С передачей названия миграции:

dotnet ef migrations script InitialCreate

### Миграция, если конструктор контекста принимает параметр DbContextOptions

Выше была рассмотрена миграция для контекста данных, который имеет конструктор без параметров и устанавливает настройки подключения в методе OnConfiguring(). Однако мы можем также передавать параметры подключения в контекст данных извне через конструктор с параметром типа DbContextOptions:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext(DbContextOptions<ApplicationContext> options)

: base(options) { }

}

Например, у нас в проекте есть файл конфигурации appsettings.json:

{

"ConnectionStrings": {

"DefaultConnection": "Data Source=helloapp.db"

}

}

Из которого в процессе выполнения приложения мы извлекаем строку подключения и передаем в контекст данных:

При создании миграции для такого контекста данных мы получим ошибку:
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public ApplicationContext(DbContextOptions<ApplicationContext> options)

: base(options) { }

В этом случае при выполнении миграции инструментарий Entity Frameworkа ищет класс, который реализует интерфейс IDesignTimeDbContextFactory и который задает конфигурацию контекста.

Поэтому в этом случае нам необходимо добавить в проект подобный класс. Например:

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Design;

using Microsoft.Extensions.Configuration;

public class SampleContextFactory : IDesignTimeDbContextFactory<ApplicationContext>

{

public ApplicationContext CreateDbContext(string[] args)

{

var optionsBuilder = new DbContextOptionsBuilder<ApplicationContext>();

// получаем конфигурацию из файла appsettings.json

ConfigurationBuilder builder = new ConfigurationBuilder();

builder.SetBasePath(Directory.GetCurrentDirectory());

builder.AddJsonFile("appsettings.json");

IConfigurationRoot config = builder.Build();

// получаем строку подключения из файла appsettings.json

string connectionString = config.GetConnectionString("DefaultConnection");

optionsBuilder.UseSqlite(connectionString);

return new ApplicationContext(optionsBuilder.Options);

}

}

Класс SampleContextFactory применяет интерфейс IDesignTimeDbContextFactory, который типизируется типом контекста данных - в данном случае класс ApplicationContext. Данный интерфейс содержит один метод CreateDbContext(), который должен возвращать созданный объект контекста данных.

В данном случае также получаем конфигурацию из файла appsettings.json и извлекаем из ее строку подключения и таким образом создаем контекст.

Хотя этот класс формально нигде не вызывается и никак не используется, фактически он вызывается инфраструктурой Entity Framework при создании миграции.

### Объединение миграций

Начиная с версии 6.0 Entity Framework позволяет создавать бандлы миграций - объединение миграций в виде исполняемого файла. Для создания бандла миграций надо в Visual Studio в окне Package Manager Console выполнить команду:

Bundle-Migration

А если использовуется .NET CLI, то в консоли надо перейти к папке проекта и выполнить команду

dotnet ef migrations bundle

После выполнения этих команд в папке решения будет сгенерирован файл efbundle (в Windows он будет иметь расширение exe). Запустим его.
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И после запуска бандла будут последовательно применяться добавленные в бандл миграции.

# Провайдеры баз данных

## MS SQL Server

#### Program.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb;Trusted\_Connection=True;");

}

}

Для подключения к SQL Server у класса DbContextOptionsBuilder определен метод расширения UseSqlServer, в который передается строка подключения для соединения с MS SQL Server. Строка подключения разбивается на несколько частей:

* Server: название сервера. В данном случае используется специальный движок MS SQL Server - localdb, который предназначен специально для нужд разработки. Для MS SQL Server Express этот параметр, как правило, имеет значение .\SQLEXPRESS
* Database: название базы данных
* Trusted\_Connection: устанавливает проверку подлинности

В данном случае мы определяем, что в качестве сервера будет использоваться движок localdb, который предназначен специально для разработки:("Server=(localdb)\mssqllocaldb")

Теперь определим в файле Program.cs простейшую программу по добавлению и извлечению объектов из базы данных:

#### Program.cs

// добавление данных

using (ApplicationContext db = new ApplicationContext())

{

Database.EnsureDeleted();

Database.EnsureCreated();

// создаем два объекта User

User user1 = new User { Name = "Tom", Age = 33 };

User user2 = new User { Name = "Alice", Age = 26 };

// добавляем их в бд

db.Users.AddRange(user1, user2);

db.SaveChanges();

}

// получение данных

using (ApplicationContext db = new ApplicationContext())

{

// получаем объекты из бд и выводим на консоль

var users = db.Users.ToList();

Console.WriteLine("Users list:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

Вывод:
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## MySQL

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseMySql("server=localhost;user=root;password=123456789;database=usersdb;",

new MySqlServerVersion(new Version(8, 0, 25)));

}

}

#### Program.cs

// добавление данных

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User { Name = "Tom", Age = 33 };

User user2 = new User { Name = "Alice", Age = 26 };

db.Users.AddRange(user1, user2);

db.SaveChanges();

}

// получение данных

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.ToList();

Console.WriteLine("Список объектов:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

Для работы с MySQL вызывается метод UseMySql(), в который передается строка подключения. В строке подключения указываются адрес сервера (параметр server), имя пользователя в субд (User), его пароль (Password) и имя базы данных (Database).

В качестве второго параметра передается номер версии MySQL в виде объекта MySqlServerVersion - в его конструктор передается объект Version, который собственно содержит номер установленной версии MySQL. Например, в моем случае это версия 8.0.25, соответственно я передаю объект new MySqlServerVersion(new Version(8, 0, 25)).

Результат программы:
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## PostgreSQL

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseNpgsql("Host=localhost;Port=5432;Database=usersdb;Username=postgres;Password=пароль\_от\_postgres");

}

}

Для установки подключения к базе данных в методе OnConfiguring вызывается метод UseNpgsql(), в который передается строка подключения. Строка подключения содержит адрес сервера (параметр Host), порт (Port), название базы данных на сервере (Database), имя пользователя в рамках сервера PostgreSQL (Username) и его пароль (Password). В зависимости от настроек сервера PostgreSQL параметры могут отличаться.

#### Program.cs

// добавление данных

using (ApplicationContext db = new ApplicationContext())

{

// создаем два объекта User

User user1 = new User { Name = "Tom", Age = 33 };

User user2 = new User { Name = "Alice", Age = 26 };

// добавляем их в бд

db.Users.AddRange(user1, user2);

db.SaveChanges();

}

// получение данных

using (ApplicationContext db = new ApplicationContext())

{

// получаем объекты из бд и выводим на консоль

var users = db.Users.ToList();

Console.WriteLine("Users list:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

Консольный вывод:
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### Миграции

Выше для создания базы данных использовался метод Database.EnsureCreated. Теперь изменим класс контекста данных - уберем вызов Database.EnsureCreated и изменим название база данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseNpgsql("Host=localhost;Port=5432;Database=usersdb2;Username=postgres;Password=123456789");

}

}

Для создания базы данных создадим и выполним миграции. Для этого в окне Package Manager Console введем команду:

Add-Migration Initial

После генерации файла миграции для создания базы данных выполним команду:

Update-Database

После этого на сервере будет создана база данных, и мы сможем с ней взаимодействовать.

### Подключение к существующей базе данных

Для подключения к существующей базе данных в PostgreSQL необходимо в окне Package Manager Console выполнить команду Scaffold-DbContext, которой передается строка подключения и название провайдера, то есть Npgsql.EntityFrameworkCore.PostgreSQL (для выполнения этой команды тоже необходим пакет Microsoft.EntityFrameworkCore.Tools). Сначала вводится команда Scaffold-DbContext и строка подключения:

Scaffold-DbContext "Host=localhost;Port=5432;Database=usersdb;Username=postgres;Password=123456789"

Затем в консоли появится слово Provider, после которого надо будет ввести название провайдера, то есть

Npgsql.EntityFrameworkCore.PostgreSQL

Причем на данный момент название провайдера вводится вручную.
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И если все прошло удачно, то EntityFramework Core автоматически сгенерирует все необходимые классы моделей и контекста.

# Создание модели в Entity Framework Core

## Fluent API и аннотации данных

Модель в Entity Framework представляет набор всех сущностей и связей между ними, которыми управляет контекст данных. Все сущности, с которыми работает Entity Framework Core и которые хранятся в базе данных, определяются в C# в виде классов. При этом Entity Framework применяет ряд условностей для сопоставления классов с таблицами. Например, названия столбцов должны соответствовать названиям свойств и т.д. В этом случае Entity Framework сможет сопоставить столбцы таблицы и свойства классов.

Однако с помощью таких механизмов, как Fluent API и аннотации данных мы можем добавить дополнительные правила конфигурации, либо переопределить используемые условности.

### Fluent API

Fluent API представляет набор методов, которые определяют сопоставление между классами и их свойствами и таблицами и их столбцами. Для использования функционала Fluent API переопределяется метод OnModelCreating():

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

// использование Fluent API

base.OnModelCreating(modelBuilder);

}

}

### Аннотации

Аннотации представляют настройку классов сущностей с помощью атрибутов. Большинство подобных атрибутов располагаются в пространстве System.ComponentModel.DataAnnotations, которое нам надо подключить перед использованием аннотаций. Например:

using System.ComponentModel.DataAnnotations.Schema;

public class User

{

[Column("user\_id")]

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

В данном случае атрибут Column представляет аннотацию, которая указывает, что свойство Id будет сопоставляться со столбцом "user\_id" (а не Id, как бы было по умолчанию).

Таким образом, мы можем использовать три подхода к определению модели:

* Условности (conventions)
* Fluent API
* Аннотации данных

## Определение моделей

### Включение сущностей в модель

По умолчанию все типы сущностей, для которых определены в контексте данных наборы DbSet, включаются в модель и в дальнейшем сопоставляются с таблицами в базе данных. Например:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

В данном случае, поскольку для класса User в классе контекста определено свойство типа DbSet

public DbSet<User> Users { get; set; } = null!;

Таким образом, для сущности User будет создана таблица в бд.

### Ссылочные nullable-типы и DbSet

Класс DbSet, как и другие типы, является ссылочным. А, начиная с C# 10 и .NET 6 автоматически применяется функциональность ссылочных nullable-типов. И переменные/свойства тех типов, которые не являются nullable, следует инициализировать некотором значением перед их использованием.

То есть нам надо инициализировать свойство типа DbSet. Хотя в этом нет большого смысла, так как контструктор базового класса DbContext гарантирует, что все свойства типа DbSet будут инициализированы и соответственно в принципе не будут иметь значение null.

Тем не менее проблема остается, поскольку мы сталкиваемся с предупреждением. Чтобы выйти из этой ситуации мы можем инициализировать свойство с помощью выражения null!, которое говорит, что данное свойство в принципе не будет иметь значение null:

public DbSet<User> Users { get; set; } = null!;

### Включение сущностей в модель без DbSet

Но кроме того, в модель также включаются типы, на которые есть ссылки в сущностях, которые уже включены в модель, например, через свойства DbSet.

Например, пусть у нас определены следующие сущности:

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

// навигационное свойство

public Company? Company { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

}

#### Country.cs

public class Country

{

public int Id { get; set; }

public string? Name { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

После создания базы данных в ней будут созданы две таблицы: Users и Company. А третий класс - Country никак не используется в сущностях User и Company, для Country нет свойства DbSet в классе контекста, поэтому она не будет включена в контекст и для нее не будет создаваться таблица в бд.

Поскольку для типа User определен набор DbSet, то для имени таблицы будет применяться имя этого набора, а для второй таблицы будет использоваться имя класса Company.

Еще один способ включения сущности в модель представляет вызов Entity() объекта ModelBuilder в методе OnModelCreating():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<Country>();

}

}

И если мы сейчас создадим и выполним миграции, то в базе данных будут уже три таблицы для сущностей:
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### Исключение из модели

Иногда возникают ситуации, когда надо, наоборот, исключить сущность из модели. Например, в примере выше сущность Company ссылается на класс Company, и, допустим, мы не хотим, чтобы в базе данных была таблица Company. В этом случае мы можем использовать Fluent API или аннотации данных.

Применение Fluent API заключается в вызове метода Ignore():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Ignore<Company>();

}

}

Аннотации данных предполагают установку над классом атрибута [NotMapped]:

#### Company.cs

using System.ComponentModel.DataAnnotations.Schema;

[NotMapped]

public class Company

{

public int Id { get; set; }

public string Name { get; set; }

}

При исключении сущности Company в базе данных будет только одна таблица Users, причем она не будет содержать столбца, который бы сопоставлялся со свойством Company класса User:
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## Свойства сущности

Класс User имеет три публичных свойства, поэтому при чтении или записи в базу данных Entity Framework будет автоматически сопоставлять столбцы из таблицы с этими свойствами по имени. Но такое поведение не всегда необходимо. Иногда требуется, наоборот, исключить определенное свойство, чтобы для него не создавался столбец в таблице.

Исключение с помощью Fluent API производится через метод Ignore():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Ignore(u => u.Address);

}

}

#### User.cs

using System.ComponentModel.DataAnnotations.Schema;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

[NotMapped]

public string? Address { get; set; }

}

При миграции будет создана таблица Users, которая не будет содержать столбца для свойства Address, и оно не будет участвовать в сопоставлениях при операциях с бд:
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### Использование полей класса

В примере выше применялись автосвойства, которые представляют сокращенную версию свойств без полноценных блоков get и set. Однако свойства не обязательно должны представлять именно автосвойства. Для хранения значений они могут использовать поля класса и иметь полноценные блоки get и set. Например:

public class User

{

string name;

public int Id { get; set; }

public string Name

{

get { return name; }

set { name = value; }

}

public int Age { get; set; }

}

## Конструкторы сущностей

Когда EF Core создает объект сущности, например, при после получения данных из БД, он вначале вызывае конструктор по умолчанию, который не имеет параметров, и затем передает каждому свойству полученные из бд значения.

Если EF Core находит конструктор с параметрами, где названия и типы параметров соответствуют устанавливаемым свойствам, то вместо установки свойств EF передает полученные из БД значения параметрам конструктора. При этом между параметрами и свойствами должно быть соответствие по типу и имени за тем исключением, что названия могут отличаться по регистру, например, свойство Name и параметр name.

Допустим, у нас есть следующая сущность User:

public class User

{

public int Id { get; set; }

public string Name { get; set; }

public int Age { get; set; }

public User(string name, int age)

{

Name = name;

Age = age;

Console.WriteLine($"Вызов конструктора для объекта {name}");

}

}

Класс User имеет три свойства и через конструктор устанавливает два из них.

Контекст данных:

using System.Collections.Generic;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

И, допустим, в программе создаем несколько объектов User, добавляем их в БД и получаем обратно из БД:

using (ApplicationContext db = new ApplicationContext())

{

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

User tom = new User("Tom", 37);

User bob = new User("Bob", 41);

db.Users.Add(tom);

db.Users.Add(bob);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

Console.WriteLine("Получение данных из БД");

var users = db.Users.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Age}");

}

Здесь при получении данных при выполнении метода db.Users.ToList() EF Core будет вызывать для каждой полученной строки из таблицы объект User, вызывая его конструктор с двумя параметрами. Для наглядности в примере выше разделы операции добавления и получения по разным объектам контекста. В итоге мы получим следующий консольный вывод:
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десь надо учитывать несколько моментов:

* Необязательно для всех свойств определять в конструкторе свои параметры. Например, свойство Id не устанавливается в конструкторе. Те свойства, для которых в конструкторе не определено параметров, устанавливаются напрямую, как в общем случае.
* Параметры и свойства должны соответствовать по имени и типу за исключением регистра имени.
* Конструкторы могут иметь любой модификатор доступа, в том числе, private.
* EF Core НЕ устанавливает таким обазом навигационные свойства, которые представляют другие сущности и имеют конструктор:

#### User.cs

public class User

{

public int Id { get; set; }

public string Name { get; set; }

public int Age { get; set; }

public Company? Company { get; set; }

public User(string name, int age)

{

Name = name;

Age = age;

}

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string Name { get; set; }

public ICollection<User> Users { get; set; } = new List<User>();

public Company(string name) => Name = name;

}

При этом класс может определять несколько конструкторов с разным количеством параметров:

public class User

{

public int Id { get; set; }

public string Name { get; set; }

public int Age { get; set; }

public User(string name)

{

Name = name;

Age = 18;

}

public User(string name, int age)

{

Name = name;

Age = age;

}

}

## Использование полей сущности

Кроме свойств Entity Framework также может использовать поля класса (в том числе приватные) для сопоставления со столбцами. Например, возьмем следующую сущность:

#### User.cs

public class User

{

int id;

string name;

int age;

public int Id => id;

public int Age => age;

public User(string name, int age)

{

this.name = name;

this.age = age;

}

public void Print() => Console.WriteLine($"{id}. {name} - {age}");

}

Здесь в классе User определено три поля. Все они приватные, недоступные извне. Кроме того, есть два свойства для чтения, которые возвращают значения полей. Два поля - name и age устанавливаются только через конструктор. Третье поле - id, как мы ожидаем, будет устанавливаться при добавлении объекта сущности в базу данных.

Настроим класс контекста для применения этих полей:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property("Id").HasField("id");

modelBuilder.Entity<User>().Property("Age").HasField("age");

modelBuilder.Entity<User>().Property("name");

}

}

Для сопоставления полей со свойствами и столбцами применяется Fluent API. Чтобы использовать поле в качестве свойства при сопоставлении со столбцами применяется метод Property(), в который передается название поля: modelBuilder.Entity<User>().Property("name");

То есть в данном случае мы говорим, что мы хотим, чтобы поле "name" выступало в качестве свойства сущности и сопоставлялось со столбцом в таблице бд.

С помощью метода HasField() устанавливается поле, которое используется для свойства. Так, в выражении

modelBuilder.Entity<User>().Property("Id").HasField("id");

Для свойства Id будет использоваться поле id

В итоге Entity Framework создаст следующую таблицу:
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В программе мы можем создать объект User и добавить в бд:

using (ApplicationContext db = new ApplicationContext())

{

User bob = new User("Bob", 30);

User kate = new User("Kate", 29);

db.Users.Add(bob);

db.Users.Add(kate);

db.SaveChanges();

var users = db.Users.ToList();

foreach (User user in users)

{

user.Print();

}

}

Консольный вывод программы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAxCAYAAAAlSqxqAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARuSURBVHhe7Vo7buMwEB3vKRwEcJM2XdKkzAkWm3oB5RBrYO+gHCIGtlaQE6RM43Rp0xhYyLfQ8jOUyNFQImUpDLB8wEOsCUVx3qNGtOgVADSCGYnwDf9mJEI2IDGyAYmRDUiMbEBiBBtQ7huoqwKPIlDuoWkalvsS24SiqKCecl4EZJ7dGGtgUyY5nToeuQwdZFGJtAWEAez/BykyEmc2IhEm3jRi8G58iEUleoo8J4I6z30j9LSOydhpPr78wskGkUWD2ivMagD2HdXnogaUQno6HjpG1GNfWm2gUSmSWCgHSlABVf0IP9Zv8LB6gDeMLg0x65zbWySP/7FwoUuRaTNPSdrC9WoFZ3c7PJa4hM0aPyro47eXLR5rbF+EOle3MHUYrDMuudkRSN8dION11Qh525hqarfFGd9eF4+dNvqkRe4KWpL09T25cPEwskHCUw3wgSbXF9IRgRqC1Pm7Zp5Ea8zOtRYw4JOWoUd4ul/BStziLe+fRPQKfpn6cbmBtYgc3vWhwe75VbW7be/vI7w+22UCS8B6IwrETNhe4zjv4fXmEeSsWArpvgfs7uD305HUzr/w4WqbGDu4+yPr+09+OToDvtgXsXO4YBPt3xk2iotz/MQAvzuIGoH0rO1DsPsQU2QNG/ZWmzZ50htwPIDS9v0gZO4nV3y/EVE7uX6bS7k0Mf1QiDvtzC59qzNwFjoGni952lxz/Xc4qJvWbVTeXsmlkVhHTQP7cHC5wCqIeejqZ5/Vlj508dhpgw9M+vCeQt1Vf2Hg5E2v58svnGyQ0GeAjg8mjwPmwJ2nVz0dnDZmFVIaIyROSr5HOlw2N9JoMP8R5h2xxPhiD+H/D9mAxMgGJEY2IDGyAYmRDUiMbEBiZAMSIxuQGNmAxMgGJEY2IDGGDaA/qqoriN7LUH3wmyCl+RHUPmLLT763j2l/KkI0IJs+NZfsAHqvSBXxlWv3qhV/ExO7+a366b8yNq+d4/YY+N/lLMYQDXp7BvS3RKNkg/q9OE0ULxb1/psxYJr4kp9rQIgGOj0yKc2+Rdg+BRv0MGADhpIYMCa+am6jTU5fu0N/56rFogbZGvhme5RObJAnM5tHaZ+D6g6K78wmFL0VlLkDPCXA7WdGOhoMG+DLk5ANMpyYmBlwpaTUn1kD+VnjmtI3oG+a4JRSGcS+BkPXn9UAdSGveAPUJyrUVakTEFK35YMlznwDrwG+meabmaeR1QDz666FY3Rig2SDDieLL0kHaOo1U6ctr+QJSnQVGzHAhzkNGNTAHbhoM2MJGrxwCLWCzvnsg9hTNkIMiBXa0UuCmQw2ozWIK4FsUPFk8SUZAyR7fasALU04w70G0GP3vDmeAWMa6PTM+DT1BBsrsy3ZIHZyoviSHgO68oEDZR5cOnkJkwwjuO88IsoUBmmAg2zNZsYzQi5oxOHRdR4w07wGCOJgW4E7xTWE0D0R2jZWrO0HMYP44RoIknHH3Hn5h1mJkd+GJkY2IDGyAYmRDUiMbEBSAPwDL5Kj7Vo0WcAAAAAASUVORK5CYII=)

## Сопоставление таблиц и столбцов

### Сопоставление таблиц

Каждая сущность по умолчанию сопоставляется с таблицей, которая называется по имени свойства DbSet<T> в контексте данных, представляющего данную сущность. Если в контексте данных подобного свойства не определено, то для названия таблицы используется имя класса сущности.

### Атрибут Table

Атрибут Table позволяет переопределить сопоставление с таблицей по имени:

#### User.cs

using System.ComponentModel.DataAnnotations.Schema;

[Table("People")]

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

Теперь сущность User будет сопоставляться с таблицей "People".

#### Метод ToTable

Аналогичное переопределение можно произвести через Fluent API с помощью метода ToTable():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().ToTable("People");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

С помощью дополнительного параметра schema можно определить схему, к которой будет принадлежать таблица:

modelBuilder.Entity<User>().ToTable("People", schema: "userstore");

### Сопоставление столбцов

По умолчанию каждое свойство сопоставляется с одноименным столбцом.

#### Атрибут Column

Атрибут Column переопределяет сопоставление:

#### User.cs

public class User

{

[Column("user\_id")]

public int Id { get; set; }

public string? Name { get; set; }

}

Теперь свойство Id будет сопоставляться со столбцом "user\_id".

### Метод HasColumnName

Также сопоставление можно переопределить в Fluent API с помощью метода HasColumnName:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(u => u.Id).HasColumnName("user\_id");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

## Обязательные и необязательные свойства

### Обязательные свойства

По умолчанию свойство является необязательным к установке, если оно допускает значение null. Это свойства, которые представляют nullable-типы, например, string?, int? и т.д. Хотя мы также можем настроить эти свойства как обязательные.

Свойство является обязательным, если оно не допускает значение null.

Например, возьмем следующую модель:

#### User.cs

public class User

{

public int Id { get; set; }

public string Name { get; set; } = "";

public string? Company { get; set; }

public int Age { get; set; }

}

В данном случае свойство Name не представляет nullable-тип, поэтому оно рассматривается как обязательное (как и свойство Age). А свойство Company представляет nullable-тип - string?, соответственно является необязательным. Поэтому для этой сущности в SQLite будет сгенерирована следующая таблица:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT NOT NULL,

"Company" TEXT,

"Age" INTEGER NOT NULL,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Здесь мы видим, что столбец Company допускает значение NULL, а столбец Name - не допускает благодаря установке атрибута NOT NULL. Хотя здесь приведен пример бд SQLite, но для других систем баз данных будет действовать аналогичная логика.

### Атрибут Required

Атрибут Required указывает, что данное свойство обязательно для установки, то есть будет иметь определение NOT NULL в БД, даже если оно представляет nullable-тип:

using System.ComponentModel.DataAnnotations;

public class User

{

public int Id { get; set; }

[Required]

public string? Name { get; set; }

}

А столбец Name в базе данных будет определен как NOT NULL.

Если мы не установим свойство Name у объекта User и попытаемся добавить этот объект в бд, то получим во время выполнения исключение типа Microsoft.EntityFrameworkCore.DbUpdateException:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

User tom = new User();

db.Users.Add(tom); // ! ошибка Microsoft.EntityFrameworkCore.DbUpdateException

db.SaveChanges();

}

### Метод IsRequired

То же самое можно сделать и через Fluent API с помощью метода IsRequired():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(b => b.Name).IsRequired();

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

## Настройка ключей

По умолчанию в качестве ключа используется свойство, которое называется Id или [имя\_класса]Id. Например:

public class User

{

public int Id { get; set; }

//.........................

}

Или

public class User

{

public int UserId { get; set; }

//.........................

}

Для установки свойства в качестве первичного ключа с помощью аннотаций применяется атрибут [Key]:

using System.ComponentModel.DataAnnotations;

public class User

{

[Key]

public int Ident { get; set; }

public string? Name { get; set; }

}

Для конфигурации ключа с Fluent API применяется метод HasKey():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasKey(u => u.Ident);

}

}

#### User.cs

public class User

{

public int Ident { get; set; }

public string? Name { get; set; }

}

Дополнительно с помощью Fluent API можно настроить имя ограничения, которое задается для первичного ключа. Для этого применяется метод HasName():

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasKey(u => u.Ident);

}

### Составные ключи

С помощью Fluent API можно создать составной ключ из нескольких свойств:

#### ApplicationContext.cs

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; }

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasKey(u => new { u.PassportSeria, u.PassportNumber });

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=efbasicsappdb;Trusted\_Connection=True;");

}

}

#### User.cs

public class User

{

public string? PassportNumber { get; set; }

public string? PassportSeria { get; set; }

public string? Name { get; set; }

}

Составной ключ можно создать только с помощью Fluent API. Применение подобного ключа:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

db.Users.Add(new User { PassportSeria = "1234", PassportNumber = "345678", Name = "Tom" });

db.Users.Add(new User { PassportSeria = "1234", PassportNumber = "345679", Name = "Bob" });

db.SaveChanges();

var users = db.Users.ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} : {u.PassportSeria} {u.PassportNumber}");

}

На уровне базы данных в случае с SQLite будет создаваться следующая таблица:

CREATE TABLE "Users" (

"PassportNumber" TEXT NOT NULL,

"PassportSeria" TEXT NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Users" PRIMARY KEY("PassportSeria","PassportNumber")

);

### Альтернативные ключи

Альтернативные ключи представляют свойства, которые также, как и первичный ключ, должны иметь уникальное значение. В то же время альтернативные ключи не являются первичными. На уровне базы данных это выражается в установке для соответствующих столбцов ограничения на уникальность.

Для установки альтернативного ключа используется метод HasAlternateKey():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasAlternateKey(u => u.Passport);

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

}

В данном случае свойство Passport (серия и номер паспорта) будет альтернативным ключом. Созданная таблица Users в случае SQLite будет описываться следующим SQL-скриптом:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Passport" TEXT NOT NULL,

CONSTRAINT "AK\_Users\_Passport" UNIQUE("Passport"),

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Альтернативные ключи также могут быть составными:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasAlternateKey(u => new { u.Passport, u.PhoneNumber });

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

public string? PhoneNumber { get; set; }

}

В этом случае в SQLite будет создаваться следующая таблица:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Passport" TEXT NOT NULL,

"PhoneNumber" TEXT NOT NULL,

CONSTRAINT "AK\_Users\_Passport\_PhoneNumber" UNIQUE("Passport","PhoneNumber"),

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

## Настройка индексов

Для увеличения производительности поиска в базе данных применяются индексы. По умолчанию индекс создается для каждого свойства, которое используется в качестве внешнего ключа. Однако Entity Framework также позволяет создавать свои индексы.

### Настройка индексов с помощью атрибутов

Для создания индекса можно использовать атрибут [Index]. Например:

#### User.cs

using Microsoft.EntityFrameworkCore;

[Index("PhoneNumber")]

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

public string? PhoneNumber { get; set; }

}

Первый и обязательный параметр атрибута указывает на свойство (или набор свойств), с которым будет ассоциирован индекс. В данном случае это свойство PhoneNumber.

Но также он может принимать набор свойств, для которых создается индекс. В этом случае названия свойств просто перечисляются через запятую:

using Microsoft.EntityFrameworkCore;

[Index("PhoneNumber", "Passport")]

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

public string? PhoneNumber { get; set; }

}

С помощью дополнительных параметров можно настроить уникальность и имя индекса:

using Microsoft.EntityFrameworkCore;

[Index("PhoneNumber", IsUnique = true, Name = "Phone\_Index")]

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

public string? PhoneNumber { get; set; }

}

В данном случае индекс будет называться Phone\_Index, а значение IsUnique = true указывает, что индекс должен быть уникальным.

### Настройка индексов с помощью Fluent API

Для создания индекса через Fluent API применяется метод HasIndex():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasIndex(u => u.Passport);

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Passport { get; set; }

public string? PhoneNumber { get; set; }

}

### Уникальность индексов

С помощью дополнительного метода IsUnique() можно указать, что индекс должен иметь уникальное значение. Тем самым мы гарантируем, что в базе данных может быть только один объект с определенным значением для свойства-индекса:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasIndex(u => u.Passport);

}

### Составные индексы

Также можно определить индексы сразу для нескольких свойств:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasIndex(u => new { u.Passport, u.PhoneNumber });

}

### Имя индекса

Для установки имени индекса применяется метод HasDatabaseName(), в который передается имя индекса:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasIndex(u => u.PhoneNumber)

.HasDatabaseName("PhoneIndex");

}

В данном случае для индекса будет использоваться свойство PhoneNumber, а называться он будет "PhoneIndex".

### Фильтры индексов

Некоторые системы управления базами данных позволяют определять индексы с фильрами или частичные индексы, которые позволяют выполнять индексацию только по ограниченному набору значений, что увеличивает производительность и уменьшает использование дискового простанства. И EntityFramework Core также позволяет создавать подобные индексы. Для этого применяется метод HasFilter(), в который передается sql-выражение, которое определяет условие фильтра. Например:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasIndex(u => u.PhoneNumber)

.HasFilter("[PhoneNumber] IS NOT NULL");

}

В данном случае в качестве индекса будет использоваться столбец PhoneNumber. Причем только для тех строк, у которых в столбце PhoneNumber значение не равно NULL.

## Генерация значений свойств и столбцов

Если при добавлении или обновлении нового объекта у него уже установлено значение для свойства, Entity Framework использует это значение при вставке или обновлении в таблицу. Если для свойства явным образом не установлено значение, то для свойства устанавливается значение по умолчанию (null для nullable-типов, 0 для int, Guid.Empty для Guid и т.д.).

В зависимости от используемого провайдера базы данных, значения для свойств могут генерироваться на стороне клиента с помощью EF, либо же генерироваться уже на стороне базы данных при добавлении. Если значение генерируется базой данных, тогда при добавлении объекта в контекст EF может назначить временное значение. Это временное значение будет заменено значением, сгенерированным базой данных при вызове метода SaveChanges().

### Генерация ключей

По умолчанию для свойств первичных ключей, которые представляют типы int или GUID и которые имеют значение по умолчанию, генерируется значение при вставке в базу данных. Для всех остальных свойств значения по умолчанию не генерируется.

Например, пусть у нас имеет следующая модель:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

То после добавления в базу данных мы сможем получить сгенерированный Id:

using (ApplicationContext db = new ApplicationContext())

{

User user = new User { Name = "Tom" };

Console.WriteLine($"Id pered dobavleniem v kontekst {user.Id}"); // Id = 0

db.Users.Add(user);

db.SaveChanges();

Console.WriteLine($"Id posle dobalvenija v bazu dannyx {user.Id}"); // Id = 1

}

Вывод:
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### Атрибут DatabaseGeneratedAttribute

Атрибут DatabaseGeneratedAttribute представляет аннотацию, которая позволяет изменить поведение базы данных при добавлении или изменении.

Например, мы хотим отключить автогенерацию значения при добавлении:

#### User.cs

using System.ComponentModel.DataAnnotations.Schema;

public class User

{

[DatabaseGenerated(DatabaseGeneratedOption.None)]

public int Id { get; set; }

public string? Name { get; set; }

}

И если теперь мы попробуем добавить объект без установленного Id, то EF в качесте временного значения будет использовать значение по умолчанию, то есть Id=0. В итоге при добавление более одного объекта в бд мы получим ошибку:

using (ApplicationContext db = new ApplicationContext())

{

db.Users.Add(new User { Name = "Tom" });

db.Users.Add(new User { Name = "Alice" }); // Ошибка

db.SaveChanges();

var users = db.Users.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Id} - {user.Name}");

}

В этом случае нам надо будет устанавливать Id:

#### ApplcationContext.cs

using (ApplicationContext db = new ApplicationContext())

{

db.Users.Add(new User { Id = 11, Name = "Tom" });

db.Users.Add(new User { Id = 23, Name = "Alice" });

db.SaveChanges();

var users = db.Users.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Id} - {user.Name}");

}

Если мы хотим, чтобы база данных, наоборот, сама генерировала значение, то в атрибут надо передавать значение DatabaseGeneratedOption.Identity:

#### User.cs

public class User

{

[DatabaseGenerated(DatabaseGeneratedOption.Identity)]

public int Id { get; set; }

public string Name { get; set; }

}

Но в данном случае для свойства Id это значение избыточно, так как значение генерируется по умолчанию.

### Fluent API

Отключение автогенерации значения для свойства с помощью Fluent API:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(b => b.Id).ValueGeneratedNever();

}

}

User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

### Значения по умолчанию

Для свойств, которые не представляют ключи и для которых не устанавливается значения, используются значения по умолчанию. Например, для свойств типа int это значение 0. С помощью метода HasDefaultValue() можно переопределить значение по умолчанию, которое будет применяться после добавления объекта в базу данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(u => u.Age).HasDefaultValue(18);

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

В этом случае, если мы не укажем значение для свойства Age, то ему будет присвоено значение 18:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User() { Name = "Tom" };

Console.WriteLine($"Age: {user1.Age}"); // 0

db.Users.Add(user1);

db.SaveChanges();

Console.WriteLine($"Age: {user1.Age}"); // 18

}

На уровне базы данных это будет проявляться в установке параметра DEFAULT:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Age" INTEGER NOT NULL DEFAULT 18,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

### HasDefaultValueSql

Метод HasDefaultValueSql() также определяет генерацию значения по умолчанию, только само значение устанавливается на основе кода SQL, который передается в этот метод.

Например, пусть в классе пользователя будет свойство CreatedAt, которое представляет дату занесения пользователя в базу данных:

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public DateTime CreatedAt { get; set; }

}

Для генерации значения этого свойства в базе данных можно вызывать специальные функции, которые применяются в той или иной СУБД. Например, в MS SQL Server/T-SQL это функция GETDATE(), в SQLite это функции DATETIME()/DATE() и т.д. Например:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.Property(u => u.CreatedAt)

.HasDefaultValueSql("DATETIME('now')");

}

}

В метод HasDefaultValueSql() передается SQL-выражение, которые вызывается при добавлении объекта User в базу данных. Поскольку в данном случае используется база данных SQLite, то в качестве SQL-выражения передается вызов функции DATETIME('now') - "now" здесь указывает, что мы хотим получить текущую дату.

### Вычисляемые столбцы

Столбцы могут иметь значение, которое вычисляется на основании остальных столбцов. Например, пусть модель User имеет свойства для хранения имени и фамилии:

public class User

{

public int Id { get; set; }

public string? Name { get; }

public string? FirstName { get; set; }

public string? LastName { get; set; }

public int Age { get; set; }

}

А свойство Name должно представлять объединение свойств FirstName и LastName. И через Fluent API с помощью метода HasComputedColumnSql() можно установить в бд SQL-выражение, которое будет устанавливать значение столбца Name на основании столбцов FirstName и LastName:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.Property(u => u.Name)

.HasComputedColumnSql("FirstName || ' ' || LastName");

}

}

Применение:

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User() { FirstName = "Tom", LastName = "Smith", Age = 36 };

Console.WriteLine(user1.Name); // до добавления Name имеет значение по умолчанию

db.Users.Add(user1);

db.SaveChanges();

Console.WriteLine(user1.Name); // Tom Smith

}

Полученный результат:
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## Ограничения свойств

### Установка ограничений

С помощью метода HasCheckConstraint() можно установить ограничение для столбца. На уровне базы данных это приведет к установке для столбца атрибута CHECK, который задает ограничение.

В метод HasCheckConstraint() передается название столбца и sql-выражение, которое выполняет проверку корректности передаваемого значения. Например, у пользователя есть возраст, который должен укладываться в некоторые допустимые рамки. К примеру, возраст не может быть меньше 0 и больше 120:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasCheckConstraint("Age", "Age > 0 AND Age < 120");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

В выражении

HasCheckConstraint("Age", "Age > 0 AND Age < 120");

в качестве первого параметра передается название столбца - в данном случае столбец "Age", а в качестве второго параметра - выражение SQL, которое будет использоваться в качестве ограничения.

В этом случае на уровне базы данных SQLite для сущности User будет создаваться следующая таблица:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Age" INTEGER NOT NULL,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "CK\_Users\_Age" CHECK("Age" > 0 AND "Age" < 120)

);

Соответственно мы не сможем добавить в бд объект User, у которого значение свойства Age будет меньше 0 или больше 120.

using (ApplicationContext db = new ApplicationContext())

{

User bob = new User() { Name = "Bob", Age = 123 };

db.Users.Add(bob);

db.SaveChanges(); // ! Исключение

}

В качестве третьего параметра в HasCheckConstraint, передается делегат Action, который принимает объект CheckConstraintBuilder для настройки ограничия. В частности, мы можем задать имя ограничения:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasCheckConstraint("Age", "Age > 0 AND Age < 120", c => c.HasName("CK\_User\_Age"));

}

### Ограничения по длине

Как правило, по умолчанию для строкового свойства в таблице создается столбец для хранения строки неограниченной длины. Используя аннотации данных или Fluent API, мы можем ограничить строку по длине.

Ограничение максимальной длины применяется только к строкам и к массивам, например, byte[].

### Атрибут MaxLength

В аннотациях данных ограничение по длине устанавливается с помощью атрибута MaxLength:

using System.ComponentModel.DataAnnotations;

public class User

{

public int Id { get; set; }

[MaxLength(50)]

public string? Name { get; set; }

}

Стоит отметить, что данное ограничение будет действовать только для тех систем баз данных, которые поддерживают данную возможность. Например, для бд SQLite это не будет иметь никакого значения. А в случае с бд MS SQL Server столбец Name в базе данных будет иметь тип nvarchar(50) и тем самым иметь ограничение по длине.

Надо отметить, что также есть атрибут [MinLength], который устанавливает минимальную длину, но он на определение таблицы не влияет.

#### Метод HasMaxLength

В Fluent API ограничение по длине устанавливается с помощью метода HasMaxLength():

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(b => b.Name).HasMaxLength(50);

}

}

## Конфигурация моделей

С помощью атрибутов и Fluent API для сущостей и их свойств можно установить многочисленные настройки. Однако, если настроек очень много, то они могут утяжелять класс контекста и сущностей. В этом случае Entity Framework Core позволяет вынести конфигурацию сущностей в отдельные классы.

Для вынесения конфигурации во вне необходимо создать класс конфигурации, реализующий интерфейс EntityTypeConfiguration<T>.

К примеру, пусть у нас есть следующий класс контекста и моделей:

ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().ToTable("People").Property(p => p.Name).IsRequired();

modelBuilder.Entity<User>().Property(p => p.Id).HasColumnName("user\_id");

modelBuilder.Entity<Company>().ToTable("Enterprises")

.Property(c => c.Name).IsRequired();

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

}

Вся конфигурация здесь определена в методе OnModelCreating(). В принципе он не содержит много кода, однако при наличии гораздо большего количества сущностей и более изощренной их конфигурации с помощью Fluent API данный метод мог бы сильно раздуться в размерах. И теперь изменим определение контекста, применив конфигурации:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Metadata.Builders;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.ApplyConfiguration(new UserConfigure ());

modelBuilder.ApplyConfiguration(new CompanyConfigure());

}

}

#### UserConfigure.cs

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Metadata.Builders;

public class UserConfigure : IEntityTypeConfiguration<User>

{

public void Configure(EntityTypeBuilder<User> builder)

{

builder.ToTable("People").Property(p => p.Name).IsRequired();

builder.Property(p => p.Id).HasColumnName("user\_id");

}

}

#### CompanyConfigure.cs

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Metadata.Builders;

public class CompanyConfigure : IEntityTypeConfiguration<Company>

{

public void Configure(EntityTypeBuilder<Company> builder)

{

builder.ToTable("Enterprises").Property(c => c.Name).IsRequired();

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

}

Теперь конфигурация моделей вынесена в отдельные классы. А для добавления конкретных конфигураций в контекст используется метод modelBuilder.ApplyConfiguration(), которому передается нужный объект конфигурации. В итоге по своему действию первый и второй варианты контекста будут идентичны.

В качестве альтернативы мы могли бы использовать еще один вариант. Вместо выделения отдельных классов конфигураций определить конфигурацию в виде отдельных методов в том же классе контекста данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Metadata.Builders;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>(UserConfigure);

modelBuilder.Entity<Company>(CompanyConfigure);

}

// конфигурация для типа User

public void UserConfigure(EntityTypeBuilder<User> builder)

{

builder.ToTable("People").Property(p => p.Name).IsRequired();

builder.Property(p => p.Id).HasColumnName("user\_id");

}

// конфигурация для типа Company

public void CompanyConfigure(EntityTypeBuilder<Company> builder)

{

builder.ToTable("Enterprises").Property(c => c.Name).IsRequired();

}

}

Здесь конфигурация определяется для каждого типа в отдельном методе, который в качестве параметра принимает объект EntityTypeBuilder<T>. Затем метод передается в вызов modelBuilder.Entity<T>() для соответствующей модели.

### Атрибут EntityTypeConfiguration

Еще один альтернативный вариант применения конфигураций представляет атрибут EntityTypeConfiguration, который применяется к сущности и который получает тип класса конфигурации:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

using Microsoft.EntityFrameworkCore.Metadata.Builders;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### UserConfiguration.cs

using Microsoft.EntityFrameworkCore.Metadata.Builders;

using Microsoft.EntityFrameworkCore;

public class UserConfiguration : IEntityTypeConfiguration<User>

{

public void Configure(EntityTypeBuilder<User> builder)

{

builder.ToTable("People").Property(p => p.Name).IsRequired();

builder.Property(p => p.Id).HasColumnName("user\_id");

}

}

#### CompanyConfiguration.cs

using Microsoft.EntityFrameworkCore.Metadata.Builders;

using Microsoft.EntityFrameworkCore;

public class CompanyConfiguration : IEntityTypeConfiguration<Company>

{

public void Configure(EntityTypeBuilder<Company> builder)

{

builder.ToTable("Enterprises").Property(c => c.Name).IsRequired();

}

}

#### User.cs

using Microsoft.EntityFrameworkCore;

[EntityTypeConfiguration(typeof(UserConfiguration))]

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### Company.cs

using Microsoft.EntityFrameworkCore;

[EntityTypeConfiguration(typeof(CompanyConfiguration))]

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

}

## Инициализация БД начальными данными

Иногда необходимо, чтобы при первом обращении база данных уже содержала некоторые данные. И Entity Framework Core позволяет инициализировать базу данных при ее создании некоторыми начальными данными. Благодаря этому к моменту первого использования базы данных она уже будет содержать начальные данные, которые мы сможем тут же использовать. И нам не потребуется вручную или программно добавлять в БД нужные нам данные.

Для инициализации БД при конфигурации определенной модели вызывается метод HasData(), в который передаются добавляемые данные:

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasData(new User { Id = 1, Name = "Tom", Age = 36 });

}

Например, инициализируем БД набором данных:

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasData(

new User { Id = 1, Name = "Tom", Age = 23 },

new User { Id = 2, Name = "Alice", Age = 26 },

new User { Id = 3, Name = "Sam", Age = 28 }

);

}

}

У объекта ModelBuilder, который передается в OnModelCreating в качестве параметра, вызывается метод Entity<T>(). Этот метод типизируется типом, для которого будут добавляться начальные данные. То есть в данном случае данные будут добавляться в таблицу, где хранятся объекты User. Поэтому Entity типизируется типом User.

Далее по цепочке вызывается метод HasData(), который собственно и определяет начальные данные. В данном случае это набор из трех объектов User. При этом для каждого объекта необходимо установить значение первичного ключа - в данном случае значение свойства Id. Причем вне зависимости, генерирует ли база данных для данных автоматически индентификатор или нет, нам в любом случае его надо установить - это основное ограничение при инициализации БД начальными данными.

При этом следует учитывать, что инициализация начальными данными будет выполняться только в двух случаях:

* При выполнении миграции. (При создании миграции добавляемые данные автоматически включаются в скрипт миграции)
* При вызове метода Database.EnsureCreated(), который создает БД при ее отсутствии

В случае выше в конструкторе применяется метод Database.EnsureCreated(), поэтому при создании контекста данных

ApplicationContext db = new ApplicationContext();

будет автоматически производиться инициализация бд начальными данными.

Аналогично можно инициализировать данные нескольких сущностей, в том числе связанных между собой:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp1.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

// определяем компании

Company microsoft = new Company { Id = 1, Name = "Microsoft" };

Company google = new Company { Id = 2, Name = "Google" };

// определяем пользователей

User tom = new User { Id = 1, Name = "Tom", Age = 23, CompanyId = microsoft.Id };

User alice = new User { Id = 2, Name = "Alice", Age = 26, CompanyId = microsoft.Id };

User sam = new User { Id = 3, Name = "Sam", Age = 28, CompanyId = google.Id };

// добавляем данные для обеих сущностей

modelBuilder.Entity<Company>().HasData(microsoft, google);

modelBuilder.Entity<User>().HasData(tom, alice, sam);

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public Company? Company { get; set; }

public int? CompanyId { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

# Отношения между сущностями

## Внешние ключи и навигационные свойства

Для связей между сущностями в Entity Framework Core применяются внешние ключи и навигационные свойства. Так, возьмем к примеру следующие сущности:

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; } // название компании

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int CompanyId { get; set; } // внешний ключ

public Company? Company { get; set; } // навигационное свойство

}

И пусть у нас будет следующий контекст данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В данном случае сущность Company является главной сущностью, а класс User - зависимой, так как содержит ссылку на класс Company и зависит от этого класса.

Свойство CompanyId в классе User является внешним ключом, а свойство Company - навигационным свойством. По умолчанию название внешнего ключа должно принимать одно из следующих вариантов имени:

* Имя\_навигационного\_свойства+Имя ключа из связанной сущности - в нашем случае имя навигационного свойства Company, а ключа из модели Company - Id, поэтому в нашем случае нам надо обозвать свойство CompanyId, что собственно и было сделано в вышеприведенном коде.
* Имя\_класса\_связанной\_сущности+Имя ключа из связанной сущности - в нашем случае класс Company, а имя ключа из модели Company - Id, поэтому опять же в этом случае получается CompanyId

Свойство Users, представляющее список пользователей компании, в классе Company также является навигационным свойством.

В итоге после генерации базы данных в случае с SQLite таблицы будут иметь следующее определение:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyId" INTEGER NOT NULL,

CONSTRAINT "FK\_Users\_Companies\_CompanyId" FOREIGN KEY("CompanyId") REFERENCES "Companies"("Id") ON DELETE CASCADE,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

CREATE TABLE "Companies" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Companies" PRIMARY KEY("Id" AUTOINCREMENT)

);

### Установка главной сущности по навигационному свойству зависимой сущности

Причем при использовании классов нам достаточно установить либо одно навигационное свойство, либо свойство-внешний ключ. Например, укажем значение только для навигационного свойства:

### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

Company company1 = new Company { Name = "Google" };

Company company2 = new Company { Name = "Microsoft" };

User user1 = new User { Name = "Tom", Company = company1 };

User user2 = new User { Name = "Bob", Company = company2 };

User user3 = new User { Name = "Sam", Company = company2 };

db.Companies.AddRange(company1, company2); // добавление компаний

db.Users.AddRange(user1, user2, user3); // добавление пользователей

db.SaveChanges();

foreach (var user in db.Users.ToList())

{

Console.WriteLine($"{user.Name} работает в {user.Company?.Name}");

}

}

Консольный вывод программы:
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### Установка главной сущности по свойству-внешнему ключу зависимой сущности

Также можно использовать свойство-внешний ключ для установки связи:

using (ApplicationContext db = new ApplicationContext())

{

Company company1 = new Company { Name = "Google" };

Company company2 = new Company { Name = "Microsoft" };

db.Companies.AddRange(company1, company2); // добавление компаний

db.SaveChanges();

User user1 = new User { Name = "Tom", CompanyId = company1.Id };

User user2 = new User { Name = "Bob", CompanyId = company1.Id };

User user3 = new User { Name = "Sam", CompanyId = company2.Id };

db.Users.AddRange(user1, user2, user3); // добавление пользователей

db.SaveChanges();

foreach (var user in db.Users.ToList())

{

Console.WriteLine($"{user.Name} работает в {user.Company?.Name}");

}

}

Здесь надо отметить один момент: для устновки свойства внешнего ключа CompanyId нам необходимо знать его значение. Однако посколько оно связано со свойством Id класса Company, значение которого генерируется при добавление объекта в БД, соответственно в данном случае необходимо сначала добавить объект Company в базу данных.

### Установка зависимой сущности через навигационное свойство главной сущности

Выше для установки связи применялась зависимая сущность - User. Но мы также можем зайти с другой стороны и установить набор зависимых сущностей через навигационное свойство главной сущности:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User { Name = "Tom" };

User user2 = new User { Name = "Bob" };

User user3 = new User { Name = "Sam" };

Company company1 = new Company { Name = "Google", Users = { user1, user2 } };

Company company2 = new Company { Name = "Microsoft", Users = { user3 } };

db.Companies.AddRange(company1, company2); // добавление компаний

db.Users.AddRange(user1, user2, user3); // добавление пользователей

db.SaveChanges();

foreach (var user in db.Users.ToList())

{

Console.WriteLine($"{user.Name} работает в {user.Company?.Name}");

}

}

### Отсутствие свойства внешнего ключа и навигационного свойства

Нам необязательно определять внешний ключ в зависимой сущности. Его можно опустить:

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public Company? Company { get; set; } // навигационное свойство

}

В этом случае Entity Framework сам автоматически сгенерирует столбец для внешнего ключа в таблице Users.

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyId" INTEGER,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "FK\_Users\_Companies\_CompanyId" FOREIGN KEY("CompanyId") REFERENCES "Companies"("Id")

);

Преимущество определения внешнего ключа в качестве свойства состоит в том, что в каких-то ситуациях нам может потребоваться только id связанной сущности. Тем более столбец для внешнего ключа в таблице в любом случае создается.

Более того, мы можем вовсе опустить навигационное свойство в классе User:

public class User

{

public int Id { get; set; }

public string Name { get; set; }

}

Но за счет того, что в классе Company также определено навигационное свойство Users все равно будет создаваться внешний ключ и связь таблицы Users и таблицы Companies. В частности, тогда в случае БД SQLite определение таблицы Users будет выглядеть следующим образом:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyId" INTEGER,

CONSTRAINT "FK\_Users\_Companies\_CompanyId" FOREIGN KEY("CompanyId") REFERENCES "Companies"("Id"),

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

В отличие от первой версии таблицы здесь не добавляется каскадное удаление.

## Настройка внешнего ключа через аннотации данных и Fluent API

### Настройка ключа с помощью аннотаций данных

В принципе название свойства - внешнего ключа необязательно должно следовать выше описанным условностям. Чтобы установить свойство в качестве внешнего ключа, применяется атрибут [ForeignKey]:

#### Company.cs

using System.ComponentModel.DataAnnotations.Schema;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; } // название компании

public List<User> Users { get; set; } = new();

}

#### User.cs

using System.ComponentModel.DataAnnotations.Schema;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyInfoKey { get; set; }

[ForeignKey("CompanyInfoKey")]

public Company? Company { get; set; }

}

И пусть будет следующий контекст данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В случае БД SQLite будут генерироваться следующие таблицы:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyInfoKey" INTEGER,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "FK\_Users\_Companies\_CompanyInfoKey" FOREIGN KEY("CompanyInfoKey") REFERENCES "Companies"("Id")

);

CREATE TABLE "Companies" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Companies" PRIMARY KEY("Id" AUTOINCREMENT)

);

### Настройка ключа с помощью Fluent API

Для настройки отношений между моделями с помощью Fluent API применяются специальные методы: HasOne / HasMany / WithOne / WithMany. Методы HasOne и HasMany устанавливают навигационное свойство для сущности, для которой производится конфигурация. Далее могут идти вызовы методов WithOne и WithMany, который идентифицируют навигационное свойство на стороне связанной сущности. Методы HasOne/WithOne применяются для обычного навигационного свойства, представляющего одиночный объект, а методы HasMany/WithMany используются для навигационных свойств, представляющих коллекции. Сам же внешний ключ устанавливается с помощью метода HasForeignKey:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyInfoKey { get; set; }

public Company? Company { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; } // название компании

public List<User> Users { get; set; } = new();

}

В этом случе будут сгенерированы такие же таблицы, как и в предыдущем примере.

### Установка в качестве внешнего ключа произвольного свойства

Кроме того, с помощью Fluent API мы можем связь внешнего ключа не только с первичными ключами связанных сущностей, но и с другими свойствами. Например:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasOne(u => u.Company)

.WithMany(c => c.Users)

.HasForeignKey(u => u.CompanyName)

.HasPrincipalKey(c => c.Name);

}

}

Метод HasPrincipalKey указывает на свойство связанной сущности, на которую будет ссылаться свойство-внешний ключ CompanyName. Кроме того, для свойства, указанного в HasPrincipalKey(), будет создавать альтернативный ключ.

Определение таблицы Users в SQLite будет выглядеть следующим образом:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyName" TEXT,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "FK\_Users\_Companies\_CompanyName" FOREIGN KEY("CompanyName") REFERENCES "Companies"("Name")

);

В программе при добавлении объектов в БД в этом случае можно установить как навигационное свойство, так и свойство внешнего ключа:

using (ApplicationContext db = new ApplicationContext())

{

Company company1 = new Company { Name = "Google" };

Company company2 = new Company { Name = "Microsoft" };

User user1 = new User { Name = "Tom", Company = company1 };

User user2 = new User { Name = "Bob", CompanyName = "Microsoft" };

User user3 = new User { Name = "Sam", CompanyName = company2.Name };

db.Companies.AddRange(company1, company2);

db.Users.AddRange(user1, user2, user3);

db.SaveChanges();

foreach (var user in db.Users.ToList())

{

Console.WriteLine($"{user.Name} работает в {user.Company?.Name}");

}

}

Результат работы будет тот же самый.

## Каскадное удаление

Каскадное удаление представляет автоматическое удаление зависимой сущности после удаления главной.

По умолчанию для сущностей применяется каскадное удаление, если наличие связанной сущности обязательно. Например:

#### Company.cs

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Здесь свойство внешнего ключа имеет тип int, оно не допускает значения null и требует наличия конкретного значения - id связанного объекта Company (При этом то, что навигационное свойство Company допускает null, не имеет значения). То есть для объекта User обязательно необходимо наличия связанного объекта Company. Поэтому сгенерированная таблица Users будет иметь код:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"CompanyId" INTEGER NOT NULL,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "FK\_Users\_Companies\_CompanyId" FOREIGN KEY("CompanyId") REFERENCES "Companies"("Id") ON DELETE CASCADE

);

В определении внешнего ключа устанавливается каскадное удаление: ON DELETE CASCADE

Аналогичная связь будет устанавливаться, если свойство-внешний ключа отсутствует, а навигационное свойство НЕ представляет nullable-тип:

#### User.cs

public class User

{

Company? company;

public int Id { get; set; }

public string? Name { get; set; }

public Company Company

{

set => company = value;

get => company ?? throw new InvalidOperationException("Uninitialized property: Company");

}

}

Такая же таблица создается, если навигационное свойство представляет nullable-тип, но оно определено как обязательное, например, с помощью атрибута Required:

#### User.cs

using System.ComponentModel.DataAnnotations;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

[Required]

public Company? Company { get; set; }

}

Например, добавим в базу данных 2 компании и 4 связанных с ними пользователей и затем удалим одну из компаний:

using (ApplicationContext db = new ApplicationContext())

{

// добавляем начальные данные

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

db.SaveChanges();

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

// получаем пользователей

var users = db.Users.ToList();

foreach (var user in users) Console.WriteLine(user.Name);

// Удаляем первую компанию

var comp = db.Companies.FirstOrDefault();

if (comp != null) db.Companies.Remove(comp);

db.SaveChanges();

Console.WriteLine("\nСписок пользователей после удаления компании");

// снова получаем пользователей

users = db.Users.ToList();

foreach (var user in users) Console.WriteLine(user.Name);

}

Консольный вывод программы:
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Удаление главной сущности - компании привело к удалению двух зависимых сущностей - пользователей.

Теперь изменим модели, указав необязательность наличия объекта Company:

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public Company? Company { get; set; }

}

Теперь внешний ключ имеет тип Nullable<int>, то есть он допускает значение null. Когда пользователь не будет принадлежать ни одной компании, это свойство будет иметь значение null. И в этом случае скрипт таблицы Users будет выглядеть следующим образом:

CREATE TABLE "Users" (

    "Id"    INTEGER NOT NULL,

    "Name"  TEXT,

    "CompanyId" INTEGER,

    CONSTRAINT "FK\_Users\_Companies\_CompanyId" FOREIGN KEY("CompanyId") REFERENCES "Companies"("Id"),

    CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Аналогичная связь будет устанавливаться, если свойство-внешний ключа отсутствует, а навигационное свойство представляет nullable-тип:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public Company? Company { get; set; }

}

Если мы запустим ту же самую программу, то получим уже другой консольный вывод:
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### Настройка каскадного удаления с помощью Fluent API

В Fluent API доступны три разных сценария, которые управляют поведением зависимой сущности в случае удаления главной сущности:

* Cascade: зависимая сущность удаляется вместе с главной
* SetNull: свойство-внешний ключ в зависимой сущности получает значение null
* Restrict: зависимая сущность никак не изменяется при удалении главной сущности

Например, установим каскадное удаление, даже если по умолчанию оно не предусматривается:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasOne(u => u.Company)

.WithMany(c => c.Users)

.OnDelete(DeleteBehavior.Cascade);

}

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public Company? Company { get; set; }

}

Соответственно чтобы отключить каскадное удаление, нам надо использовать вызов OnDelete(DeleteBehavior.SetNull).

## Загрузка связанных данных. Метод Include

Через навигационные свойства мы можем загружать связанные данные. И здесь у нас три стратегии загрузки:

* Eager loading (жадная загрузка)
* Explicit loading (явная загрузка)
* Lazy loading (ленивая загрузка)

В начале рассмотрим, что предствляет собой eager loading или жадная загрузка. Она позволяет загружать связанные данные с помощью метода Include(), в который передается навигационное свойство.

Например, пусть у нас есть следующие модели:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public Company? Company { get; set; }

}

Добавим некоторые начальные данные и загрузим их из базы данных:

#### Program.cs

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// добавляем начальные данные

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

// получаем пользователей

var users = db.Users

.Include(u => u.Company) // подгружаем данные по компаниям

.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

}

Для загрузки связанных данных используется метод Include:

var users = db.Users.Include(u => u.Company).ToList();

Поскольку свойство Company в классе User является навигационным свойством, через которое мы можем получить связанную с пользователем компанию, то мы можем использовать это свойство в методе Include. На уровне базы данных это выражение будет транслироваться в следующий SQL-запрос:

SELECT "u"."Id", "u"."CompanyId", "u"."Name", "c"."Id", "c"."Name"

FROM "Users" AS "u"

LEFT JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

То есть на уровне базы данных это будет означать использование выражения LEFT JOIN, который присоединяет данные из другой таблицы.

Консольный вывод программы:
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Стоит отметить, что если данные уже ранее были загружены в контекст данных или просто ранее были в него добавлены, то можно не использовать метод Include для их получения, так как они уже в контексте. Например, возьмем выше приведенный пример:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

var users = db.Users.ToList(); // метод Include не используется

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

}

Здесь не использован метод Include, но в итоге мы получим тот же самый результат. Почему? Потому что мы уже добавили все объекты в контекст при их создании с помощью методов db.Users.AddRange() и db.Companies.AddRange() и последующего сохранения с помощью вызова db.SaveChanges(). Объекты уже в контексте, нет смысла их притягивать с помощью метода Include. То же самое относится к ситуации, если ранее данные уже были загружены:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

var companies = db.Companies.ToList();

// получаем пользователей

var users = db.Users

//.Include(u => u.Company) // подгружаем данные по компаниям

.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

}

Здесь к моменту получения пользователей компании уже загружены в констекст, поэтому нет смысла использоваться метод Include.

Теперь рассмотрим другую ситуацию:

using Microsoft.EntityFrameworkCore;

public static void Main(string[] args)

{

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users

.Include(u => u.Company) // добавляем данные по компаниям

.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

}

}

Здесь программа логически разделена на две части: добавление объектов и их получение. Для каждой части создается свой объект ApplicationContext. В итоге при получении объект ApplicationContext не будет ничего знать об объектах, которые были добавлены в области действия другого объекта ApplicationContext. Поэтому в этом случае, если мы хотим получить связанные данные, нам необходимо использовать метод Include.

Подобным образом мы можем получить компании и подгрузить к ним связанных с ними пользователей через навигационное свойство Users в классе Company:

var companies = db.Companies

.Include(c => c.Users) // добавляем данные по пользователям

.ToList();

foreach (var company in companies)

{

Console.WriteLine(company.Name);

// выводим сотрудников компании

foreach (var user in company.Users)

Console.WriteLine(user.Name);

Console.WriteLine("----------------------"); // для красоты

}

Консольный вывод:
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### Загрузка сущностей со сложной многоуровневой структурой

В примере выше структура моделей довольна простая - главная сущность связана с другой простой сущностью. Рассмотрим более сложную структуру моделей. Допустим, у каждой компании есть связанная сущность - страна, где находится компания:

#### Country.cs

public class Country

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Company> Companies { get; set; } = new();

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public int CountryId { get; set; }

public Country? Country { get; set; }

public List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public Company? Company { get; set; }

}

И пусть есть следующий контекст данных

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public DbSet<Country> Countries { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### ThenInclude

Допустим, вместе с пользователями мы хотим загрузить и страны, в которых базируются компании пользователей. То есть получается, что нам нужно спуститься еще на уровень ниже: User - Company - Country. Для этого нам надо применить метод ThenInclude(), который работает похожим образом, что и Include:

#### Program.cs

using Microsoft.EntityFrameworkCore;

// добавление данных

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Country usa = new Country { Name = "USA" };

Country japan = new Country { Name = "Japan" };

db.Countries.AddRange(usa, japan);

// добавляем начальные данные

Company microsoft = new Company { Name = "Microsoft", Country = usa };

Company sony = new Company { Name = "Sony", Country = japan };

db.Companies.AddRange(microsoft, sony);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = sony };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = sony };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

// получение данных

using (ApplicationContext db = new ApplicationContext())

{

// получаем пользователей

var users = db.Users

.Include(u => u.Company) // подгружаем данные по компаниям

.ThenInclude(c => c!.Country) // к компаниям подгружаем данные по странам

.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name} - {user.Company?.Country?.Name}");

}

Вначале загружаются данные пользователям. Затем загружаются связанные данные по компании. И чтобы пойти дальше по цепочке навигационных свойств, надо использовать метод ThenInclude(), через который затем подгружаются страны компаний.

При загрузке связанных данных EF Core гарантирует, что если связанная сущность не установлена (например, свойство CompanyId в объекте User равно null) то данное навигационное свойство просто будет игнорироваться. Соответственно никакой ошибки в процессе получения данных не произойдет. Но поскольку компилятор не знает об этом, то он выдает предупреждение, например, в следующем случае:

.ThenInclude(c => c.Country)    // 'c' may be null here

В этом случае мы можем использовать оператор ! (null-forgiving оператор), чтобы указать, что значение null в данной ситуации невоможно.

.ThenInclude(c => c!.Country)    // норм, компилятор доволен

В итоге на уровне базы данных это выльется в следующий код SQL:

SELECT "u"."Id", "u"."CompanyId", "u"."Name", "c"."Id", "c"."CountryId", "c"."Name", "c0"."Id", "c0"."Name"

FROM "Users" AS "u"

LEFT JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

LEFT JOIN "Countries" AS "c0" ON "c"."CountryId" = "c0"."Id"

В итоге мы получим следующий консольный вывод:
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#### Include

Также мы можем использовать тот же метод Include для загрузки данных далее по цепочке:

#### Program.cs

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users

.Include(u => u.Company!.Country)

.ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name} - {user.Company?.Country!.Name}");

}

В этом случае будет формироваться такой же sql-запрос, и мы получим аналогичный результат.

### Многоуровневая система данных

И в конце рассмотрим более сложную многоуровневую структуру сущностей:

#### City.cs

// столица страны

public class City

{

public int Id { get; set; }

public string? Name { get; set; }

}

#### Country.cs

// страна компании

using static Microsoft.EntityFrameworkCore.DbLoggerCategory.Database;

public class Country

{

public int Id { get; set; }

public string? Name { get; set; }

public int CapitalId { get; set; }

public City? Capital { get; set; } // столица страны

public List<Company> Companies { get; set; } = new();

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public int CountryId { get; set; }

public Country? Country { get; set; }

public List<User> Users { get; set; } = new();

}

#### Position.cs

// должность пользователя

public class Position

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public Company? Company { get; set; }

public int? PositionId { get; set; }

public Position? Position { get; set; }

}

Теперь у каждого пользователя также есть ссылка на должность, представленную классом Position. Компания хранит ссылку на страну Country, которая хранит ссылку на столицу в виде объекта City.

Для взаимодействия с бд определим следующий контекст данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public DbSet<City> Cities { get; set; } = null!;

public DbSet<Country> Countries { get; set; } = null!;

public DbSet<Position> Positions { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Теперь добавим начальные и данные и загрузим пользователей с детальными данными:

#### Program.cs

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Position manager = new Position { Name = "Manager" };

Position developer = new Position { Name = "Developer" };

db.Positions.AddRange(manager, developer);

City washington = new City { Name = "Washington" };

db.Cities.Add(washington);

Country usa = new Country { Name = "USA", Capital = washington };

db.Countries.Add(usa);

Company microsoft = new Company { Name = "Microsoft", Country = usa };

Company google = new Company { Name = "Google", Country = usa };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft, Position = manager };

User bob = new User { Name = "Bob", Company = google, Position = developer };

User alice = new User { Name = "Alice", Company = microsoft, Position = developer };

User kate = new User { Name = "Kate", Company = google, Position = manager };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

// получаем пользователей

var users = db.Users

.Include(u => u.Company) // добавляем данные по компаниям

.ThenInclude(comp => comp!.Country) // к компании добавляем страну

.ThenInclude(count => count!.Capital) // к стране добавляем столицу

.Include(u => u.Position) // добавляем данные по должностям

.ToList();

foreach (var user in users)

{

Console.WriteLine($"{user.Name} - {user.Position?.Name}");

Console.WriteLine($"{user.Company?.Name} - {user.Company?.Country?.Name} - {user.Company?.Country?.Capital?.Name}");

Console.WriteLine("----------------------"); // для красоты

}

}

На уровне базы данных это будет транслироваться в следующий SQL-запрос:

SELECT u.Id, u.CompanyId, u.Name, u.PositionId, c.Id, c.CountryId, c.Name, c0.Id, c0.CapitalId, c0.Name, c1.Id, c1.Name, p.Id, p.Name

FROM Users AS u

LEFT JOIN Companies AS c ON u.CompanyId == c.Id

LEFT JOIN Countries AS c0 ON c.CountryId == c0.Id

LEFT JOIN Cities AS c1 ON c0.CapitalId == c1.Id

LEFT JOIN Positions AS p ON u.PositionId == p.Id)

В итоге мы получим следующий консольный вывод:
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## Explicit loading

Стратегия Explicit loading предполагает явную загрузку данных с помощью метода Load(). Допустим, у нас имеются следующие сущности и контекст данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public Company? Company { get; set; }

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

Загрузим данные по первой компании:

#### Program.cs

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// добавляем начальные данные

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

Company? company = db.Companies.FirstOrDefault();

if (company != null)

{

db.Users.Where(u => u.CompanyId == company.Id).Load();

Console.WriteLine($"Company: {company.Name}");

foreach (var u in company.Users)

Console.WriteLine($"User: {u.Name}");

}

}

Выражение db.Users.Where(p=>p.CompanyId==company.Id).Load() загружает пользователей в контекст. Подвыражение Where(p=>p.CompanyId==company.Id) означает, что загружаются только те пользователи, у которых свойство CompanyId соответствует свойству Id ранее полученной компании. После этого нам не надо подгружать связанные данные, так как они уже есть в контексте.

Консольный вывод программы:
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Важно, что здесь подгружаются только те пользователи, которые непосредственно связаны с компанией. Если нам надо загрузить в контекст вообще все объекты из таблицы Users, то можно было бы использовать следующее выражение db.Users.Load()

Для загрузки связанных данных мы также можем использовать методы Collection() и Reference. Метод Collection применяется, если навигационное свойство представляет коллекцию:

using (ApplicationContext db = new ApplicationContext())

{

Company? company = db.Companies.FirstOrDefault();

if (company != null)

{

db.Entry(company).Collection(c => c.Users).Load();

Console.WriteLine($"Company: {company.Name}");

foreach (var u in company.Users)

Console.WriteLine($"User: {u.Name}");

}

}

На уровне базы данных вызов db.Entry(company).Collection(t=>t.Users).Load() будет трансформироваться в следующую команду SQL:

SELECT "u"."Id", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."CompanyId" = @\_\_p\_0

@\_\_p\_0 в данном случае это параметр, который представляет id компании и который автоматически передается инфаструктурой EF Core.

Если навигационное свойство представляет одиночный объект, то можно применять метод Reference:

using (ApplicationContext db = new ApplicationContext())

{

User? user = db.Users.FirstOrDefault(); // получаем первого пользователя

if (user != null)

{

db.Entry(user).Reference(u => u.Company).Load();

Console.WriteLine($"{user.Name} - {user.Company?.Name}"); // Tom - Microsoft

}

}

На уровне базы данных этот запрос будет транслироваться в следующую команду sql:

SELECT "c"."Id", "c"."Name"

FROM "Companies" AS "c"

WHERE "c"."Id" = @\_\_p\_0

где @\_\_p\_0 в данном случае это автоматически передаваемый параметр, который представляет свойство CompanyId выбранного пользователя.

## Lazy loading

Lazy loading или ленивая загрузка предполагает неявную автоматическую загрузку связанных данных при обращении к навигационному свойству. Однако здесь есть ряд условий:

* При конфигурации контекста данных вызвать метод UseLazyLoadingProxies()
* Все навигационные свойства должны быть определены как виртуальные (то есть с модификатором virtual), при этом сами классы моделей должны быть открыты для наследования

Далее определим следующие модели и контекст данных:

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder

.UseLazyLoadingProxies() // подключение lazy loading

.UseSqlite("Data Source=helloapp.db");

}

}

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public virtual List<User> Users { get; set; } = new();

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int? CompanyId { get; set; }

public virtual Company? Company { get; set; }

}

Прежде всего в методе OnConfiguring у объекта DbContextOptionsBuilder вызывается метод UseLazyLoadingProxies(), который делает доступной ленивую загрузку.

Также навигационное свойство Users в классе Company и навигационное свойство Company в классе User определены как виртуальные, то есть имеют модификатор virtual.

После этого мы можем загрузить пользователей и связанные с ними компании следующим образом:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// добавляем начальные данные

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = google };

User alice = new User { Name = "Alice", Company = microsoft };

User kate = new User { Name = "Kate", Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.ToList();

foreach (User user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

}

Консольный вывод:

![](data:image/png;base64,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)

Теперь посмотрим, что происходит на уровне базы данныx. Вначале получаем пользователей:

var users = db.Users.ToList();

В базе данных выполняется sql-команда:

SELECT "u"."Id", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

Далее в цикле перебираем всех полученных пользователей и обращаемся к навигационному свойству Company для получения связанной компании:

foreach (User user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

Поскольку идет обращение к навигационному свойству Company, то автоматически подтягиваются связанные с ним данные - объекты Company. В данном случае у нас выше было добавлено только 2 компании и обе эти компании ссвязанные с перебираемыми пользователями: два пользователя связаны с одной компанией, а два других пользователя - с другой. Поэтому будут выполняться два запроса:

SELECT "c"."Id", "c"."Name"

FROM "Companies" AS "c"

WHERE "c"."Id" = @\_\_p\_0

@\_\_p\_0 в данном случае это параметр, который хранит значения свойства CompanyId пользователя, для которого надо получить компанию.

Перебираются четыре пользователя, но выполняются только два запроса, так как после того как объект загружен в контекст, в дальнейшем он берется из контекста.

То есть если совместить консольный вывод и выполняемые выражения SQL, то получится следующим образом:

// получение всех пользователей

SELECT "u"."Id", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

// идет обращение к свойству Company, его компании нет в контексте

// поэтому выполняется sql-запрос

SELECT "c"."Id", "c"."Name"

FROM "Companies" AS "c"

WHERE "c"."Id" = @\_\_p\_0

Tom - Microsoft

// компания этого пользователя уже в контексте, не надо выполнять новый запрос

Alice - Microsoft

// компании следующего пользователя нет в контексте

// поэтому выполняется sql-запрос

SELECT "c"."Id", "c"."Name"

FROM "Companies" AS "c"

WHERE "c"."Id" = @\_\_p\_0

Bob - Google

// компания этого пользователя уже в контексте, не надо выполнять новый запрос

Kate – Google

Таким же образом можно загрузить компании и связанных с ними пользователей:

using (ApplicationContext db = new ApplicationContext())

{

var companies = db.Companies.ToList();

foreach (Company company in companies)

{

Console.Write($"{company.Name}:");

foreach (User user in company.Users)

Console.Write($"{user.Name} ");

Console.WriteLine();

}

}

Однако при использовании lazy loading следует учитывать что если в базе данных произошли какие-нибудь изменения, например, другой пользователь изменил данные, то данные не перезагужаются, контекст продолжает использовать те данные, которые были ранее загружены, как собственно было показано выше.

## Отношение один к одному

Отношение один к одному предполагает, что главная сущность может ссылаться только на один объект зависимой сущности. В свою очередь, зависимая сущность может ссылаться только на один объект главной сущности.

Рассмотрим стандартный пример подобных отношений: есть класс пользователя User, который хранит логин и пароль, то есть данные учетных записей. А все данные профиля, такие как имя, возраст и так далее, выделяются в класс профиля UserProfile.

#### User.cs

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

public UserProfile? Profile { get; set; }

}

#### UserProfile.cs

public class UserProfile

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int UserId { get; set; }

public User? User { get; set; }

}

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<UserProfile> UserProfiles { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В этой связи между классами сущность UserProfile является зависимой по отношению к сущности User. И чтобы установить связь один к одному, у зависимой сущности устанавливается свойство внешний ключ: public int UserId { get; set; }. Благодаря этому Entity Framework узнает, что UserProfile является зависимой сущностью. К примеру, в классе User также есть навигационное свойство - ссылка на объект UserProfile, но при этом внешний ключ отсутствует.

В итоге для сущности UserProfile в случае с SQLite будет создана следующая таблица в базе данных:

CREATE TABLE "UserProfiles" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Age" INTEGER NOT NULL,

"UserId" INTEGER NOT NULL,

CONSTRAINT "PK\_UserProfiles" PRIMARY KEY("Id" AUTOINCREMENT),

CONSTRAINT "FK\_UserProfiles\_Users\_UserId" FOREIGN KEY("UserId") REFERENCES "Users"("Id") ON DELETE CASCADE

);

Внешне эта таблица не отличается от таблицы, которая создается для зависимой сущности при связи один-ко-многим. Однако также стоит добавить, что для этой таблицы для столбца, который представляет внешний ключ (в данном случае UserId), создается уникальный индекс. И этот индекс гарантирует, что только одна зависимая сущность (здесь UserProfile) может быть связана с одной главной сущностью (здесь сущность User):

CREATE UNIQUE INDEX "IX\_UserProfiles\_UserId" ON "UserProfiles" ("UserId")

Посмотрим, как работать с моделями с такой связью. Добавление:using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

User user1 = new User { Login = "login1", Password = "pass1234" };

User user2 = new User { Login = "login2", Password = "5678word2" };

db.Users.AddRange(user1, user2);

UserProfile profile1 = new UserProfile { Age = 22, Name = "Tom", User = user1 };

UserProfile profile2 = new UserProfile { Age = 27, Name = "Alice", User = user2 };

db.UserProfiles.AddRange(profile1, profile2);

db.SaveChanges();

}

Получение данных:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

foreach (User user in db.Users.Include(u => u.Profile).ToList())

{

Console.WriteLine($"Name: {user.Profile?.Name} Age: {user.Profile?.Age}");

Console.WriteLine($"Login: {user.Login} Password: {user.Password} \n");

}

}

Редактирование:

using (ApplicationContext db = new ApplicationContext())

{

User? user = db.Users.FirstOrDefault();

// получаем первый объект User

if (user != null)

{

user.Password = "dsfvbggg";

db.SaveChanges();

}

// получаем объект UserProfile для пользователя с логином "login2"

UserProfile? profile = db.UserProfiles.FirstOrDefault(p => p.User.Login == "login2");

if (profile != null)

{

profile.Name = "Alice II";

db.SaveChanges();

}

}

При удалении надо учитывать следующее: так как объект UserProfile требует наличие объекта User и зависит от этого объекта, то при удалении связанного объекта User также будет удален и связанный с ним объект UserProfile. Если же будет удален объект UserProfile, на объект User это никак не повлияет:

using (ApplicationContext db = new ApplicationContext())

{

// удаляем первый объект User

User? user = db.Users.FirstOrDefault();

if (user != null)

{

db.Users.Remove(user);

db.SaveChanges();

}

// удаляем объект UserProfile c логином login2

UserProfile? profile = db.UserProfiles.FirstOrDefault(p => p.User.Login == "login2");

if (profile != null)

{

db.UserProfiles.Remove(profile);

db.SaveChanges();

}

}

### Настройка отношения с помощью Fluent API

Для настройки подобного отношения с помощью Fluent API применяются методы HasOne() и WithOne():

#### ApplicationContext.cs

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<UserProfile> UserProfiles { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder

.Entity<User>()

.HasOne(u => u.Profile)

.WithOne(p => p.User)

.HasForeignKey<UserProfile>(p => p.UserKey);

}

}

#### UserProfile.cs

public class UserProfile

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int UserKey { get; set; }

public User? User { get; set; }

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

public UserProfile? Profile { get; set; }

### }

### Объединение таблиц

Entity Framework Core позволяет хранить данные сущностей, которые связаны отношением один-к-одному, в одной таблице. Например, возьмем те же модели User и UserProfile и определим для них одну таблицу Users:

using Microsoft.EntityFrameworkCore;

#### User.cs

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

public UserProfile? Profile { get; set; }

}

#### UserProfile.cs

public class UserProfile

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public User? User { get; set; }

}

#### ApplicationContext.cs

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<UserProfile> UserProfiles { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>()

.HasOne(u => u.Profile).WithOne(p => p.User)

.HasForeignKey<UserProfile>(up => up.Id);

modelBuilder.Entity<User>().ToTable("Users");

modelBuilder.Entity<UserProfile>().ToTable("Users");

}

}

В этом случае в БД SQLite будет создаваться одна таблица Users:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Login" TEXT,

"Password" TEXT,

"Name" TEXT,

"Age" INTEGER,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Например, добавление и получение обеих моделей:

#### Program.cs

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

User user1 = new User { Login = "login1", Password = "pass1234" };

User user2 = new User { Login = "login2", Password = "5678word2" };

db.Users.AddRange(user1, user2);

UserProfile profile1 = new UserProfile { Age = 22, Name = "Tom", User = user1 };

UserProfile profile2 = new UserProfile { Age = 27, Name = "Alice", User = user2 };

db.UserProfiles.AddRange(profile1, profile2);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

// получим данные

foreach (var u in db.Users.Include(u => u.Profile).ToList())

{

Console.WriteLine($"Name: {u.Profile?.Name} Age: {u.Profile?.Age}");

Console.WriteLine($"Login: {u.Login} Password: {u.Password} \n");

}

}

Однако несмотря на то, что данные хранятся в одной таблице, мы по прежнему с ними можем работать по отдельности через db.UserProfiles и db.Users.

## Отношение один ко многим

Отношение один-ко-многим (one-to-many) представляет ситуацию, когда одна сущность хранит ссылку на один объект другой сущности, а вторая сущность может ссылаться на коллекцию объектов первой сущности. Например, в одной компании может работать несколько сотрудников, а каждый сотрудник в свою очередь может официально работать только в одной компании:v

#### Company.cs

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new(); // сотрудники компании

}

#### User.cs

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; } // компания пользователя

}

#### ApplicationContext.cs

public class ApplicationContext : DbContext

{

public DbSet<Company> Companies { get; set; } = null!;

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Добавление данных:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// создание и добавление моделей

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Company = microsoft };

User bob = new User { Name = "Bob", Company = microsoft };

User alice = new User { Name = "Alice", Company = google };

db.Users.AddRange(tom, bob, alice);

db.SaveChanges();

}

Получение данных:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// вывод пользователей

var users = db.Users.Include(u => u.Company).ToList();

foreach (User user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

// вывод компаний

var companies = db.Companies.Include(c => c.Users).ToList();

foreach (Company comp in companies)

{

Console.WriteLine($"\n Компания: {comp.Name}");

foreach (User user in comp.Users)

{

Console.WriteLine($"{user.Name}");

}

}

}

Редактирование:

using (ApplicationContext db = new ApplicationContext())

{

// изменение имени пользователя

User? user1 = db.Users.FirstOrDefault(p => p.Name == "Tom");

if (user1 != null)

{

user1.Name = "Tomek";

db.SaveChanges();

}

// изменение названия компании

Company? comp = db.Companies.FirstOrDefault(p => p.Name == "Google");

if (comp != null)

{

comp.Name = "Alphabet";

db.SaveChanges();

}

// смена компании сотрудника

User? user2 = db.Users.FirstOrDefault(p => p.Name == "Bob");

if (user2 != null && comp != null)

{

user2.Company = comp;

db.SaveChanges();

}

}

Удаление:

using System.Xml.Linq;

using (ApplicationContext db = new ApplicationContext())

{

User? user = db.Users.FirstOrDefault(u => u.Name == "Bob");

if (user != null)

{

db.Users.Remove(user);

db.SaveChanges();

}

Company? comp = db.Companies.FirstOrDefault();

if (comp != null)

{

db.Companies.Remove(comp);

db.SaveChanges();

}

}

Следует учитывать, что если зависимая сущность (в данном случае User) требует обязательного наличия главной сущности (в данном случае Company), то на уровне базы данных при удалении главной сущности с помощью каскадного удаления будут удалены и связанные с ней зависимые сущности. Так, в данном случае для объекта User установлено обязательное наличие объекта Company:

public int CompanyId { get; set; }

public Company? Company { get; set; } // компания пользователя

Соответственно при удалении компании будут удалены и все связанные с ней пользователи.

## Отношение многие ко многим

Отношение многие-ко-многим (many-to-many) представляет связь, при которой объект одной сущности может ссылаться на множество объектов второй сущности, а объект второй сущности, в свою очередь, может ссылаться на множество объектов первой сущности. Примером подобного отношения может служить посещение студентами университетских курсов. Один студент может посещать сразу несколько курсов, и, в свою очередь, один курс может посещаться множеством студентов.

Например, определим следующие классы моделей и контекста:

#### Course.cs

public class Course

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Student> Students { get; set; } = new();

}

#### Student.cs

public class Student

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Course> Courses { get; set; } = new();

}

#### ApplicationContext.cs

public class ApplicationContext : DbContext

{

public DbSet<Course> Courses { get; set; } = null!;

public DbSet<Student> Students { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В данном случае все студенты, поступившие на курс, будут помещаться в свойство Students класса Course. Аналогично, все курсы студента будут храниться в свойстве Courses класса Student. То есть стандартная связь многие ко многие. Однако, при создании базы данных в ней будет три таблицы. Например, в случае с SQLite они будут выглядеть следующим образом:

CREATE TABLE "Courses" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Courses" PRIMARY KEY("Id" AUTOINCREMENT)

);

CREATE TABLE "Students" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Students" PRIMARY KEY("Id" AUTOINCREMENT)

);

CREATE TABLE "CourseStudent" (

"CoursesId" INTEGER NOT NULL,

"StudentsId" INTEGER NOT NULL,

CONSTRAINT "FK\_CourseStudent\_Courses\_CoursesId" FOREIGN KEY("CoursesId") REFERENCES "Courses"("Id") ON DELETE CASCADE,

CONSTRAINT "FK\_CourseStudent\_Students\_StudentsId" FOREIGN KEY("StudentsId") REFERENCES "Students"("Id") ON DELETE CASCADE,

CONSTRAINT "PK\_CourseStudent" PRIMARY KEY("CoursesId","StudentsId")

);

То есть в реальности на уровне базы данных создается промежуточная таблица, которая хранит связи между студентами и курсами. Тем не менее на уровне кода C# нам не надо создавать промежуточную сущность, Entity Framework Core начиная с версии 5.0 умеет управлять подобной связью.

Рассмотрим, как мы можем работать с моделями в связи многие ко многим. Добавление:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// создание и добавление моделей

Student tom = new Student { Name = "Tom" };

Student alice = new Student { Name = "Alice" };

Student bob = new Student { Name = "Bob" };

db.Students.AddRange(tom, alice, bob);

Course algorithms = new Course { Name = "Алгоритмы" };

Course basics = new Course { Name = "Основы программирования" };

db.Courses.AddRange(algorithms, basics);

// добавляем к студентам курсы

tom.Courses.Add(algorithms);

tom.Courses.Add(basics);

alice.Courses.Add(algorithms);

bob.Courses.Add(basics);

db.SaveChanges();

}

Стоит отметить, что здесь мы добавляем курсы к студентам, но также можем сделать и наоборот - добавить студентов к курсам:

algorithms.Students.AddRange(new List<Student>() { tom, bob });

Вывод данных:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var courses = db.Courses.Include(c => c.Students).ToList();

// выводим все курсы

foreach (var c in courses)

{

Console.WriteLine($"Course: {c.Name}");

// выводим всех студентов для данного кура

foreach (Student s in c.Students)

Console.WriteLine($"Name: {s.Name}");

Console.WriteLine("-------------------");

}

}

Консольный вывод:
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Обновление данных (например, удалим у студента один курс и добавим другой):

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

Student? alice = db.Students.Include(s => s.Courses).FirstOrDefault(s => s.Name == "Alice");

Course? algorithms = db.Courses.FirstOrDefault(c => c.Name == "Алгоритмы");

Course? basics = db.Courses.FirstOrDefault(c => c.Name == "Основы программирования");

if (alice != null && algorithms != null && basics != null)

{

// удаление курса у студента

alice.Courses.Remove(algorithms);

// добавление нового курса студенту

alice.Courses.Add(basics);

db.SaveChanges();

}

}

Удаление же студента или курса из базы данных приведет к тому, что все строки из промежуточной таблицы, которые связаны с удаляемым объектом, также будут удалены:

Student? student = db.Students.FirstOrDefault();

db.Students.Remove(student);

db.SaveChanges();

### Конфигурация связи

EF Core позволяет сконфигурировать отношение многие ко многие. Обычно подобная конфигурация требуется для настройки промежуточной таблицы. Например, мы хотим переопределить название таблицы, которая создается для промежуточной сущности.

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<Course> Courses { get; set; } = null!;

public DbSet<Student> Students { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<Course>()

.HasMany(c => c.Students)

.WithMany(s => s.Courses)

.UsingEntity(j => j.ToTable("Enrollments"));

}

}

Последний метод в цепочке - UsingEntity позволяет настроить промежуточную таблицу. Фактически объект, представленный буквой j как раз представляет условную промежуточную сущность, для которой создается таблица. Так, в данном случае промежуточная таблица будет называться "Enrollments".

### Добавление столбцов в промежуточную таблицу

EF Core автоматически создает промежуточную таблицу с двумя столбцами, через которые она связана с двумя другими таблицами. Однако иногда может потребоваться добавить в промежуточную таблицу еще какие-то данные. Например, в случае со студентами и курсами мы бы могли хранить в промежуточной таблице также дату поступления студента на выбранный курс. В этом случае на уровне кода C# лучше создать помежуточную сущность, которая будет содержать описание данных, которые мы хотим определить. Например:

public class Course

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Student> Students { get; set; } = new();

public List<Enrollment> Enrollments { get; set; } = new();

}

public class Student

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Course> Courses { get; set; } = new();

public List<Enrollment> Enrollments { get; set; } = new();

}

public class Enrollment

{

public int StudentId { get; set; }

public Student? Student { get; set; }

public int CourseId { get; set; }

public Course? Course { get; set; }

public int Mark { get; set; } // оценка студента

}

Для определения данных, которые будут храниться в промежуточной таблице, здесь определена промежуточная сущность Enrollment, которая содержит навигационные свойства на сущности Student и Course, а также содержит дополнительное свойство Mark (оценка студента).

Для настройки связи определим следующий контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<Course> Courses { get; set; } = null!;

public DbSet<Student> Students { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder

.Entity<Course>()

.HasMany(c => c.Students)

.WithMany(s => s.Courses)

.UsingEntity<Enrollment>(

j => j

.HasOne(pt => pt.Student)

.WithMany(t => t.Enrollments)

.HasForeignKey(pt => pt.StudentId),

j => j

.HasOne(pt => pt.Course)

.WithMany(p => p.Enrollments)

.HasForeignKey(pt => pt.CourseId),

j =>

{

j.Property(pt => pt.Mark).HasDefaultValue(3);

j.HasKey(t => new { t.CourseId, t.StudentId });

j.ToTable("Enrollments");

});

}

}

Для конфигурации промежуточной сущности Enrollment также используется метод UsingEntity>Enrollment<(). Вначале настраиваются внешние ключи таблиц:

j => j

.HasOne(pt => pt.Student)

.WithMany(t => t.Enrollments)

.HasForeignKey(pt => pt.StudentId), // связь с таблицей Students через StudentId

j => j

.HasOne(pt => pt.Course)

.WithMany(p => p.Enrollments)

.HasForeignKey(pt => pt.CourseId), // связь с таблицей Courses через CourseId

В последней части настраиваем свойства сущности Enrollment, а также имя соответствующей таблицы и ее ключи:

j =>

{

j.Property(pt => pt.Mark).HasDefaultValue(3);

j.HasKey(t => new { t.CourseId, t.StudentId });

j.ToTable("Enrollments");

});

Здесь для конфигурации таблицы и столбцов мы можем применять все ранее рассмотренные методы, например, HasDefaultValue, который для столбца Mark устанавливает значение по умолчанию - число 3.

На уровне базы данных в случае с SQLite для промежуточной сущности будет создаваться следующая таблица:

CREATE TABLE "Enrollments" (

"StudentId" INTEGER NOT NULL,

"CourseId" INTEGER NOT NULL,

"Mark" INTEGER NOT NULL DEFAULT 3,

CONSTRAINT "FK\_Enrollments\_Courses\_CourseId" FOREIGN KEY("CourseId") REFERENCES "Courses"("Id") ON DELETE CASCADE,

CONSTRAINT "FK\_Enrollments\_Students\_StudentId" FOREIGN KEY("StudentId") REFERENCES "Students"("Id") ON DELETE CASCADE,

CONSTRAINT "PK\_Enrollments" PRIMARY KEY("CourseId","StudentId")

);

Теперь рассмотрим некоторые операции. Добавление:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// создание и добавление моделей

Student tom = new Student { Name = "Tom" };

Student alice = new Student { Name = "Alice" };

Student bob = new Student { Name = "Bob" };

db.Students.AddRange(tom, alice, bob);

Course algorithms = new Course { Name = "Алгоритмы" };

Course basics = new Course { Name = "Основы программирования" };

db.Courses.AddRange(algorithms, basics);

// добавляем к студентам курсы

tom.Enrollments.Add(new Enrollment { Course = algorithms });

tom.Courses.Add(basics);

alice.Enrollments.Add(new Enrollment { Course = algorithms, Mark = 4 });

bob.Enrollments.Add(new Enrollment { Course = basics });

db.SaveChanges();

}

Особенностью работы с данными в данном случае будет то, что мы можем использовать два способа для установки связи одной сущности с другой:

tom.Enrollments.Add(new Enrollment { Course = algorithms });

tom.Courses.Add(basics);

В первом случае устанавливаем связь студента с курсом через добавление объекта Enrollment, который обеспечивает эту связь. Во втором случае добавляем курс напрямую в коллекцию курсов студента, что в сою очередь также автоматически добавить данные в связующую таблицу Enrollments.

Вывод данных:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var courses = db.Courses.Include(c => c.Students).ToList();

// выводим все курсы

foreach (var c in courses)

{

Console.WriteLine($"Course: {c.Name}");

// выводим всех студентов для данного кура

foreach (Student s in c.Students)

Console.WriteLine($"Name: {s.Name}");

Console.WriteLine("-------------------");

}

}

Консольный вывод:
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Либо задействуем промежуточную сущность:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var courses = db.Courses.Include(c => c.Students).ToList();

// выводим все курсы

foreach (var c in courses)

{

Console.WriteLine($"Course: {c.Name}");

// выводим всех студентов для данного кура

foreach (var s in c.Enrollments)

Console.WriteLine($"Name: {s.Student?.Name} Mark: {s.Mark}");

Console.WriteLine("-------------------");

}

}

Консольный вывод:
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## Комплексные типы

Обычно Entity Framework Core сопоставляет каждый класс с отдельной таблицей. Однако бывают случаи, когда определенный класс существует не сам по себе, а несет некоторую дополнительную информацию по отношению к другой главной модели. Данная функциональность предполагает, что у нас есть несколько типов, но один из них является владельцем (owner). Другие же зависимые или собственные типы (owned entity types) являются частью типа-владельца и без него существовать не могут.

Для создания связки "главный тип - зависимые типы" можно использовать либо атрибут OwnedAttribute, либо настройки Fluent API.

### OwnedAttribute

Атрибут OwnedAttribute позволяет установить зависимый тип. Например:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

public UserProfile? Profile { get; set; }

}

[Owned]

public class UserProfile

{

public string? Name { get; set; }

public int Age { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В данном случае есть тип-владелец User и есть владеемый им тип UserProfile. Класс User определяет основные настройки учетной записи - логин и пароль, а UserProfile - всторостепенные данные - имя, возраст и т.д. Чтобы указать, что User владеет типом UserProfile, над UserProfile указывается атрибут OwnedAttribute. Кроме того, UserProfile не содержит ключа.

В итоге при создании базы данных данные обоих типов будут содержаться в одной таблице:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Login" TEXT,

"Password" TEXT,

"Profile\_Name" TEXT,

"Profile\_Age" INTEGER,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Использование типов:

// добавление данных

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User

{

Login = "login1",

Password = "pass1234",

Profile = new UserProfile { Age = 23, Name = "Tom" }

};

User user2 = new User

{

Login = "login2",

Password = "5678word2",

Profile = new UserProfile { Age = 27, Name = "Alice" }

};

db.Users.AddRange(user1, user2);

db.SaveChanges();

// добавление данных

var users = db.Users.ToList();

foreach (User u in users)

Console.WriteLine($"Name: {u.Profile?.Name} Age: {u.Profile?.Age} Login: { u.Login} Password: { u.Password} ");

}

### Fluent API

Также для настройки связи можно использовать Fluent API, в частности, метод OwnsOne():

using System.ComponentModel.DataAnnotations;

using System.ComponentModel.DataAnnotations.Schema;

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

public UserProfile? Profile { get; set; }

}

public class UserProfile

{

public string? Name { get; set; }

public int Age { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().OwnsOne(u => u.Profile);

}

}

В методе OwnsOne() указывается навигационное свойство, которое представляет зависимый тип.

### Приватные типы

Вполне возможно, что мы захотим сделать навигационное свойство Profile приватным. В этом случае понадобится дополнительная настройка:

using Microsoft.EntityFrameworkCore;

public class User

{

private User() { }

public User(string login, string password, UserProfile profile)

{

Login = login; Password = password; Profile = profile;

}

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

private UserProfile? Profile { get; set; }

public override string ToString()

{

return $"Name: {Profile?.Name} Age: {Profile?.Age} Login: {Login} Password: {Password}";

}

}

public class UserProfile

{

public string? Name { get; set; }

public int Age { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().OwnsOne(typeof(UserProfile), "Profile");

}

}

В этом случае в метод OwnsOne передается тип навигационного свойства и само имя навигационного свойства. Применение:

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User("login1", "pass1234", new UserProfile { Age = 23, Name = "Tom" });

User user2 = new User("login2", "5678word2", new UserProfile { Age = 27, Name = "Alice" });

db.Users.AddRange(user1, user2);

db.SaveChanges();

var users = db.Users.ToList();

foreach (User user in users)

Console.WriteLine(user.ToString());

}

### Вложенные собственные типы

Одни собственные типы могут иметь другие собственные типы, увеличивая сложность структуры классов. Например, определим следующие классы:

using System.ComponentModel.DataAnnotations;

public class User

{

public int Id { get; set; }

public string? Login { get; set; }

public string? Password { get; set; }

[Required]

public UserProfile? Profile { get; set; }

}

public class UserProfile

{

public Claim? Name { get; set; }

public Claim? Age { get; set; }

}

public class Claim

{

public string? Key { get; set; }

public string? Value { get; set; }

}

Главной сущностью здесь является класс User, который содержит объект класса UserProfile. Класс UserProfile, в свою очередь, также содержит объекты еще одного класса - Claim, который представляет отдельные данные по принципу ключ-значение. Обратите внимание, что свойство Profile является обязательным.

Теперь определим контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().OwnsOne(u => u.Profile, p =>

{

p.OwnsOne(c => c.Name);

p.OwnsOne(c => c.Age);

});

}

}

С помощью метода OwnsOne() устанавливается включение через свойства собственных типов. И после создания базы данных мы получим следующую таблицу User, которая будет содержать данные, представленные собственными типами.

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Login" TEXT,

"Password" TEXT,

"Profile\_Name\_Key" TEXT,

"Profile\_Name\_Value" TEXT,

"Profile\_Age\_Key" TEXT,

"Profile\_Age\_Value" TEXT,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Для работы с собственными типами определим следующий код:

using System.Security.Claims;

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User

{

Login = "login1",

Password = "pass1234",

Profile = new UserProfile

{

Age = new Claim { Key = "Age", Value = "23" },

Name = new Claim { Key = "Name", Value = "Tom" }

}

};

User user2 = new User

{

Login = "login2",

Password = "5678word2",

Profile = new UserProfile

{

Age = new Claim { Key = "Age", Value = "27" },

Name = new Claim { Key = "Name", Value = "Alice" }

}

};

db.Users.AddRange(user1, user2);

db.SaveChanges();

var users = db.Users.ToList();

foreach (User user in users)

Console.WriteLine($"Name: {user.Profile?.Name?.Value} Age: {user.Profile?.Age?.Value} Login: {user.Login} Password: {user.Password}");

}

## Иерархические данные

Некоторые данные представляют иерархическую структуру по типу деревьев, например, меню, где один пункт меню может иметь подменю. Или файловая система, где в каталоге могут быть другие каталоги. Рассмотрим, как в Entity Framework мы можем создать и использовать подобную иерархическую структуру.

Определим следующую сущность MenuItem:

public class MenuItem

{

public int Id { get; set; }

public string? Title { get; set; }

public int? ParentId { get; set; }

public MenuItem? Parent { get; set; }

public List<MenuItem> Children { get; set; } = new();

}

MenuItem представляет пункт меню, который может иметь подменю. Свойство Title представляет некоторый текст пункта меню. Свойство Parent хранит ссылку на родительский пункт меню при его наличии, а ParentId - id родительского пункта меню. Причем поскольку у пунктов меню верхнего уровня не может быть родительских меню, то свойства ParentId и Parent определены как необязательные. А свойство Children представляет пункты подменю.

И определим следующий контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<MenuItem> MenuItems { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В итоге при создании базы данных будет генерироваться следующая таблица:

CREATE TABLE "MenuItems" (

"Id" INTEGER NOT NULL,

"Title" TEXT,

"ParentId" INTEGER,

CONSTRAINT "FK\_MenuItems\_MenuItems\_ParentId" FOREIGN KEY("ParentId") REFERENCES "MenuItems"("Id"),

CONSTRAINT "PK\_MenuItems" PRIMARY KEY("Id" AUTOINCREMENT)

);

Использование MenuItem:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем бд

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// добавляем начальные данные

MenuItem file = new MenuItem { Title = "File" };

MenuItem edit = new MenuItem { Title = "Edit" };

MenuItem open = new MenuItem { Title = "Open", Parent = file };

MenuItem save = new MenuItem { Title = "Save", Parent = file };

MenuItem copy = new MenuItem { Title = "Copy", Parent = edit };

MenuItem paste = new MenuItem { Title = "Paste", Parent = edit };

db.MenuItems.AddRange(file, edit, open, save, copy, paste);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

// получаем все пункты меню из бд

var menuItems = db.MenuItems.ToList();

Console.WriteLine("All Menu:");

foreach (MenuItem m in menuItems)

{

Console.WriteLine(m.Title);

}

Console.WriteLine();

// получаем определенный пункт меню с подменю

var fileMenu = db.MenuItems.FirstOrDefault(m => m.Title == "File");

if (fileMenu != null)

{

Console.WriteLine(fileMenu.Title);

foreach (var m in fileMenu.Children)

{

Console.WriteLine($"---{m.Title}");

}

}

}

Консольный вывод программы:
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# Наследование

## Подход TPH - Table Per Hierarchy

По умолчанию при работе с цепочками наследования классов Entity Framework Core использует подход TPH (Table Per Hierarchy / Таблица на одну иерархию классов). При использовании данного подхода TPH для всех классов из одной иерархии в базе данных создается одна таблица. А чтобы определить, к какому именно классу относится строка в таблице, в этой же таблице создается дополнительный столбец - дискриминатор.

Например, у нас есть следующая иерархия классов:

По умолчанию при работе с цепочками наследования классов Entity Framework Core использует подход TPH (Table Per Hierarchy / Таблица на одну иерархию классов). При использовании данного подхода TPH для всех классов из одной иерархии в базе данных создается одна таблица. А чтобы определить, к какому именно классу относится строка в таблице, в этой же таблице создается дополнительный столбец - дискриминатор.

Например, у нас есть следующая иерархия классов:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class Employee : User

{

public int Salary { get; set; }

}

public class Manager : User

{

public string? Departament { get; set; }

}

Есть базовый класс User, который представляет пользователя и от которого наследуются класс Employee - класс работника и Manager - класс управляющего.

Определим контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Employee> Employees { get; set; } = null!;

public DbSet<Manager> Managers { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Чтобы включить все классы из иерархии наследования в базу данных, в контексте данных для каждого типа должен быть определен набор DbSet.

Сгенерированная база данных будет содержать для всех типов одну таблицу Users. Кроме всех свойств классов User, Employee и Manager здесь также появляется еще один столбец - Discriminator. Он имеет тип nvarchar (то есть строка), а в качестве значения он принимает название класса, к которому относится строка в таблице. В итоге в бд будет создаваться следующая таблица:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

"Discriminator" TEXT NOT NULL,

"Salary" INTEGER,

"Departament" TEXT,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

Пример использования:

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User { Name = "Tom" };

User user2 = new User { Name = "Bob" };

db.Users.Add(user1);

db.Users.Add(user2);

Employee employee = new Employee { Name = "Sam", Salary = 500 };

db.Employees.Add(employee);

Manager manager = new Manager { Name = "Robert", Departament = "IT" };

db.Managers.Add(manager);

db.SaveChanges();

var users = db.Users.ToList();

Console.WriteLine("Все пользователи");

foreach (var user in users)

{

Console.WriteLine(user.Name);

}

Console.WriteLine("\n Все работники");

foreach (var emp in db.Employees.ToList())

{

Console.WriteLine(emp.Name);

}

Console.WriteLine("\nВсе менеджеры");

foreach (var man in db.Managers.ToList())

{

Console.WriteLine(man.Name);

}

}

Консольный вывод:
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И в итоге данные таблицы Users в бд будут выглядеть следующим образом:
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При необходимости мы даже можем добавить в класс User свойство Discriminator:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public string? Discriminator { get; set; }

}

Однако надо учитывать, что на уровне базы данных соответствующий столбец установлен как readonly, то есть только для чтения. Поэтому мы сможем только получать его значения, но не изменять.

## Подход TPT - Table Per Type

В прошлой статье был рассмотрен подход TPH - одна таблица для всей иерархии наследования классов. Но также EntityFramework Core позволяет использовать другой подход - TPT или Table Per Type, который предполагает создание отдельной таблицы для каждого класса из иерархии. Для реализации подхода TPT можно использовать два способа: атрибуты или Fluent API.

### Применение TPT на основе атрибутов

С помощью атрибута [Table] мы можем указать для каждого класса свою таблицу:

using System.ComponentModel.DataAnnotations.Schema;

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

[Table("Employees")]

public class Employee : User

{

public int Salary { get; set; }

}

[Table("Managers")]

public class Manager : User

{

public string? Departament { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Employee> Employees { get; set; } = null!;

public DbSet<Manager> Managers { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В этом случае в бд будут создаваться следующие три таблицы:

CREATE TABLE "Users" (

"Id" INTEGER NOT NULL,

"Name" TEXT,

CONSTRAINT "PK\_Users" PRIMARY KEY("Id" AUTOINCREMENT)

);

CREATE TABLE "Employees" (

"Id" INTEGER NOT NULL,

"Salary" INTEGER NOT NULL,

CONSTRAINT "FK\_Employees\_Users\_Id" FOREIGN KEY("Id") REFERENCES "Users"("Id") ON DELETE CASCADE,

CONSTRAINT "PK\_Employees" PRIMARY KEY("Id" AUTOINCREMENT)

);

CREATE TABLE "Managers" (

"Id" INTEGER NOT NULL,

"Departament" TEXT,

CONSTRAINT "FK\_Managers\_Users\_Id" FOREIGN KEY("Id") REFERENCES "Users"("Id") ON DELETE CASCADE,

CONSTRAINT "PK\_Managers" PRIMARY KEY("Id" AUTOINCREMENT)

);

Здесь мы видим, что все свойства базового класса User будут храниться в одной таблице, а те данные, которые относятся только к производным классам, хранятся в отдельных таблицах.

Пример использования:

#### Program.cs

using (ApplicationContext db = new ApplicationContext())

{

User user1 = new User { Name = "Tom" };

User user2 = new User { Name = "Bob" };

db.Users.Add(user1);

db.Users.Add(user2);

Employee employee = new Employee { Name = "Sam", Salary = 500 };

db.Employees.Add(employee);

Manager manager = new Manager { Name = "Robert", Departament = "IT" };

db.Managers.Add(manager);

db.SaveChanges();

var users = db.Users.ToList();

Console.WriteLine("Все пользователи");

foreach (var user in users)

{

Console.WriteLine(user.Name);

}

Console.WriteLine("\n Все работники");

foreach (var emp in db.Employees.ToList())

{

Console.WriteLine(emp.Name);

}

Console.WriteLine("\nВсе менеджеры");

foreach (var man in db.Managers.ToList())

{

Console.WriteLine(man.Name);

}

}

Консольный вывод:

![](data:image/png;base64,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)

### Применение TPT на основе Fluent API

Также мы можем настроить TPT с помощью метода ToTable() во Fluent API:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class Employee : User

{

public int Salary { get; set; }

}

public class Manager : User

{

public string? Departament { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Employee> Employees { get; set; } = null!;

public DbSet<Manager> Managers { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<Employee>().ToTable("Employees");

modelBuilder.Entity<Manager>().ToTable("Managers");

}

}

В остальном применение классов будет аналогично примеру с атрибутом [Table].

# Запросы LINQ to Entities

## Введение в LINQ to Entities

Для извлечения данных из базы данных Entity Framework Core использует технологию LINQ to Entities. В основе данной технологии лежит язык интегрированных запросов LINQ (Language Integrated Query). LINQ предлагает простой и интуитивно понятный подход для получения данных с помощью выражений, которые по форме близки выражениям языка SQL.

Хотя при работе с базой данных мы оперируем запросами LINQ, но, реляционные базы данных как MS SQL Server или SQLite, понимают только запросы на языке SQL. Поэтому Entity Framework Core, используя выражения LINQ to Entities, транслирует их в определенные запросы, понятные для используемого источника данных.

### Построение запросов

Создавать запросы мы можем двумя способами: через операторы LINQ и через методы расширения. Пусть для рассмотрения основных запросов в LINQ to Entities у нас будут следующие модели со связью один-ко-многим:

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

И пусть будет следующий контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Вначале используем некоторые операторы LINQ:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Age = 36, Company = microsoft };

User bob = new User { Name = "Bob", Age = 39, Company = google };

User alice = new User { Name = "Alice", Age = 28, Company = microsoft };

User kate = new User { Name = "Kate", Age = 25, Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

var users = (from user in db.Users.Include(p => p.Company)

where user.CompanyId == 1

select user).ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} ({user.Age}) - {user.Company?.Name}");

}

Вначале здесь происходит добавление данных, если они отсутствуют. Далее примяются Linq-операторы:

var users = (from user in db.Users.Include(p => p.Company)

where user.CompanyId == 1

select user).ToList();

Данный запрос говорит, что из набора db.Users надо выбрать каждый объект в переменную user. Далее с помощью оператора where проводится фильтрация объектов, и если объект соответствует критерию (в данном случае id компании должно равняться 1), то этот объект передается дальше. И в конце оператор select передает выбранные значения в результирующую выборку, которая возвращается LINQ-выражением.

В итоге мы получим следующий консольный вывод:
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Теперь для получения данных используем методы расширения LINQ:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Include(p => p.Company).Where(p => p.CompanyId == 1);

}

Оба запроса в итоге транслируются в одно и то же выражение sql:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name", "c"."Id", "c"."Name"

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

WHERE "u"."CompanyId" = 1

Основные методы, которые мы можем использовать для создания запросов в Entity Framework Core:

* All / AllAsync: возвращает true, если все элементы набора удовлятворяют определенному условию, иначе возвращает false
* Any / AnyAsync: возвращает true, если хотя бы один элемент набора определенному условию
* Average / AverageAsync: подсчитывает cреднее значение числовых значений в наборе
* Contains / ContainsAsync: определяет, содержит ли набор определенный элемент
* Count / CountAsync: подсчитывает количество элементов в наборе
* First / FirstAsync: выбирает первый элемент коллекции
* FirstOrDefault / FirstOrDefaultAsync: выбирает первый элемент коллекции или возвращает значение по умолчанию
* Single / SingleAsync: выбирает единственный элемент коллекции, если коллекция содердит больше или меньше одного элемента, то генерируется исключение
* SingleOrDefault / SingleOrDefaultAsync: выбирает первый элемент коллекции или возвращает значение по умолчанию
* Select: определяет проекцию выбранных значений
* Where: определяет фильтр выборки
* OrderBy: упорядочивает элементы по возрастанию
* OrderByDescending: упорядочивает элементы по убыванию
* ThenBy: задает дополнительные критерии для упорядочивания элементов возрастанию
* ThenByDescending: задает дополнительные критерии для упорядочивания элементов по убыванию
* Join: соединяет два набора по определенному признаку
* GroupBy: группирует элементы по ключу
* Except: возвращает разность двух наборов, то есть те элементы, которые содератся только в одном наборе
* Union: объединяет два однородных набора
* Intersect: возвращает пересечение двух наборов, то есть те элементы, которые встречаются в обоих наборах элементов
* Sum / SumAsync: подсчитывает сумму числовых значений в коллекции
* Min / MinAsync: находит минимальное значение
* Max / MaxAsync: находит максимальное значение
* Take: выбирает определенное количество элементов с начала последовательности
* TakeLast: выбирает определенное количество элементов с конца последовательности
* Skip: пропускает определенное количество элементов с начала последовательности
* SkipLast: пропускает определенное количество элементов с конца последовательности
* TakeWhile: возвращает цепочку элементов последовательности, до тех пор, пока условие истинно
* SkipWhile: пропускает элементы в последовательности, пока они удовлетворяют заданному условию, и затем возвращает оставшиеся элементы
* ToList / ToListAsync: получения списка объектов

Для большинства методов определены асинхронные версии, при необходимости получать данные в асинхронном режиме, мы можем их задействовать:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var users = await db.Users

.Include(p => p.Company)

.Where(p => p.CompanyId == 1)

.ToListAsync(); // асинхронное получение данных

foreach (var user in users)

Console.WriteLine($"{user.Name} ({user.Age}) - {user.Company?.Name}");

}

## Выборка и фильтрация

Рассмотрим, как в EF Core выполнять фильтрацию. Для этого используем модели из прошлой темы:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

### Where

Если необходимо отфильтровать получаемые данные, то для этого можно использовать метод Where. Например, выберем из бд всех пользователей, которые работают в компании "Google":

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Where(p => p.Company!.Name == "Google");

foreach (User user in users)

Console.WriteLine($"{user.Name} ({user.Age})");

}

Аналогичный запос с помощью операторов LINQ:

using (ApplicationContext db = new ApplicationContext())

{

var users = (from user in db.Users

where user.Company!.Name == "Google"

select user).ToList();

foreach (User user in users)

Console.WriteLine($"{user.Name} ({user.Age})");

}

### EF.Functions.Like

С помощью метода EF.Functions.Like() можно задать условие запроса, которое транслируется в Entity Framework Core в выражение с оператором LIKE. Метод принимает два параметра - оцениваемое выражение и шаблон, с которым сравнивается его значение. Например, найдем всех пользователей, в имени которых присутствует подстрока "Tom" (это могут быть "Tom", "Tomas", "Tomek", "Smith Tom"):

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Where(p => EF.Functions.Like(p.Name!, "%Tom%"));

foreach (User user in users)

Console.WriteLine($"{user.Name} ({user.Age})");

}

Выражение EF.Functions.Like(p.Name!, "%Tom%")) означает, что мы ищем строки, где в свойстве Name содержиться подстрока "Tom". Поскольку Name представляет nullable-тип, то после названия свойства указывается оператор !.

На стороне БД этот запрос будет транслироваться в следующую SQL-команду:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Name" LIKE '%Tom%'

Для определения шаблона могут применяться ряд специальных символов подстановки:

* %: соответствует любой подстроке, которая может иметь любое количество символов, при этом подстрока может и не содержать ни одного символа
* \_: соответствует любому одиночному символу
* [ ]: соответствует одному символу, который указан в квадратных скобках
* [ - ]: соответствует одному символу из определенного диапазона
* [ ^ ]: соответствует одному символу, который не указан после символа ^

Стоит отметить, что в качестве первого параметра метод принимает оцениваемое выражение в виде строки. В случае со свойством Name все просто, так как оно представляет тип string. Но если нам необходимо использовать в качестве оцеениваемого выражения другие свойства, то их следует привести к строке. Например, найдем всех пользователей у которых возраст (свойство Age) в диапазоне от 20 до 29:

Например, следующее выражение:

using Microsoft.EntityFrameworkCore;

var users = db.Users.Where(u => EF.Functions.Like(u.Age.ToString(), "2%"));

Подобным образом метод EF.Functions.Like() можно использовать с операторами LINQ:

using Microsoft.EntityFrameworkCore;

var users = from u in db.Users

where EF.Functions.Like(u.Age.ToString(), "2%")

select u;

### Find/FindAsync

Для выборки одного объекта мы можем использовать метод Find()/FindAsync(). Данный метод не является методом Linq, он определен у класса DbSet:

User? user = db.Users.Find(3); // выберем элемент с id=3

// асинхронная версия

// User? user = await db.Users.FindAsync(3); // выберем элемент с id=3

if (user != null) Console.WriteLine($"{user.Name} ({user.Age})");

При выполнении запроса он будет трансформироваться в следующее выражение SQL:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Id" = @\_\_p\_0

LIMIT 1

### First/FirstOrDefault/FirstAsync/FirstOrDefaultAsync

Но в качестве альтернативы мы можем использовать методы Linq First()/FirstOrDefault() и их асинхронные версии FirstAsync()/FirstOrDefaultAsync(). Они получают первый элемент выборки, который соответствует определенному условию или набору условий. Использование метода FirstOrDefault() является более гибким, так как если выборка пуста, то он вернет значение null. А метод First() в той же ситуации выбросит ошибку.

С помощью данных методов можно просто получить первый объект из выборки:

User? user = db.Users.FirstOrDefault();

// асинхронная версия

// User? user = await db.Users.FirstOrDefaultAsync();

if (user != null) Console.WriteLine(user.Name);

Но в качестве параметра также можно передать условие. Тогда в выборку попадают только те объекты, которые соответствуют условию:

User? user = db.Users.FirstOrDefault(p => p.Id == 3);

// асинхронная версия

// User? user = await db.Users.FirstOrDefaultAsync(p=>p.Id==3);

if (user != null) Console.WriteLine(user.Name);

По тому же принципу работают пары методов Single/SingleOrDefault и Last/LastOrDefault, которые извлекают соответственно любой единственный элемент и последний элемент последовательности.

## Cортировка и проекция из базы данных

### Проекция

Проекция позволяет получить из набора объектов одного типа набор объектов другого типа.

Пусть у нас есть те же классы, что и в прошлой теме:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Допустим, нам надо добавить в результат выборки название компании. Мы можем использовать метод Include для подсоединения к объекту связанных данных из другой таблицы: var users = db.Users.Include(p=>p.Company). Но не всегда нужны все свойства выбираемых объектов. В этом случае мы можем применить метод Select для проекции извлеченных данных на новый тип:

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Select(p => new

{

Name = p.Name,

Age = p.Age,

Company = p.Company!.Name

});

foreach (var user in users)

Console.WriteLine($"{user.Name} ({user.Age}) - {user.Company}");

}

В итоге метод Select из полученных данных спроецирует новый тип. При выполнении этот запрос будет трансформироваться в следующее выражение SQL:

SELECT "u"."Name", "u"."Age", "c"."Name" AS "Company"

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

В даном случае мы получим данные анонимного типа, но это также может быть определенный пользователем тип. Например:

public class UserModel

{

public string? Name { get; set; }

public string? Company { get; set; }

public int Age { get; set; }

}

И спроецируем выборку на этот тип:

var users = db.Users.Select(p => new UserModel

{

Name = p.Name,

Age = p.Age,

Company = p.Company!.Name

});

foreach (UserModel user in users)

Console.WriteLine($"{user.Name} ({user.Age}) - {user.Company}");

### Сортировка

Чтобы отсортировать полученные из бд данных по определенному критерию по возрастанию применяется метод OrderBy, либо оператор orderby. Например, отсортируем объекты по возрастанию по свойству Name:

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.OrderBy(p => p.Name);

foreach (var user in users)

Console.WriteLine($"{user.Id}.{user.Name} ({user.Age})");

}

В результате Entity Framework будет генерировать следующее выражение SQL, которое будет упорядочивать данные:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

ORDER BY "u"."Name"

В качестве альтернативы методу OrderBy можно использовать оператор orderby:

var users = from u in db.Users

orderby u.Name

select u;

foreach (User user in users)

Console.WriteLine($"{user.Id}.{user.Name} ({user.Age})");

Для сортировки по убыванию применяется метод OrderByDescending():

var users = db.Users.OrderByDescending(u => u.Name);

В этом случае к выражению SQL будет добавляться оператор DESC:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

ORDER BY "u"."Name" DESC

При необходимости упорядочить данные сразу по нескольким критериям можно использовать методы ThenBy()(для сортировки по возрастанию) и ThenByDescending(). Например, отсортируем по двум значениям:

var users = db.Users.OrderBy(u => u.Age).ThenBy(u => u.Company!.Name);

## Соединение и группировка таблиц

### Соединение таблиц

Для объединения таблиц по определенному критерию в Entity Framework Core используется метод Join. Для примера возьмем модели из прошлой темы:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Например, в нашем случае таблица пользователей и таблица компаний имеет общий критерий - id компании, по которому можно провести объединение таблиц:

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Join(db.Companies, // второй набор

u => u.CompanyId, // свойство-селектор объекта из первого набора

c => c.Id, // свойство-селектор объекта из второго набора

(u, c) => new // результат

{

Name = u.Name,

Company = c.Name,

Age = u.Age

});

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Company}) - {u.Age}");

}

Метод Join принимает четыре параметра:

* вторую таблицу, которая соединяется с текущей
* свойство объекта - столбец из первой таблицы, по которому идет соединение
* свойство объекта - столбец из второй таблицы, по которому идет соединение
* новый объект, который получается в результате соединения

В итоге данный запрос будет транслироваться в следующее выражение SQL:

SELECT "u"."Name", "c"."Name" AS "Company", "u"."Age"

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

Аналогичного результата мы могли бы достигнуть, если бы использовали оператор join:

var users = from u in db.Users

join c in db.Companies on u.CompanyId equals c.Id

select new { Name = u.Name, Company = c.Name, Age = u.Age };

### Соединение трех таблиц

Допустим, у нас есть три таблицы, которые связаны между собой и которые описываются следующими моделями:

using Microsoft.EntityFrameworkCore;

public class Country

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public int CountryId { get; set; }

public Country? Country { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<Country> Countries { get; set; } = null!;

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Объединим три таблицы в один набор:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Country usa = new Country { Name = "USA" };

Company microsoft = new Company { Name = "Microsoft", Country = usa };

Company google = new Company { Name = "Google", Country = usa };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Age = 36, Company = microsoft };

User bob = new User { Name = "Bob", Age = 39, Company = google };

User alice = new User { Name = "Alice", Age = 28, Company = microsoft };

User kate = new User { Name = "Kate", Age = 25, Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

var users = from user in db.Users

join company in db.Companies on user.CompanyId equals company.Id

join country in db.Countries on company.CountryId equals country.Id

select new

{

Name = user.Name,

Company = company.Name,

Age = user.Age,

Country = country.Name

};

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Company} - {u.Country}) - {u.Age}");

}

### Группировка

Для группировки данных по определенным критериям применяется оператор group by, либо метод GroupBy(). Например, сгруппируем пользователей по компаниям:

using (ApplicationContext db = new ApplicationContext())

{

var groups = from u in db.Users

group u by u.Company!.Name into g

select new

{

g.Key,

Count = g.Count()

};

foreach (var group in groups)

{

Console.WriteLine($"{group.Key} - {group.Count}");

}

}

В данном случае критерием для объединения групп служит название компании, то есть столбец Name из связанной таблицы Companies. Критерий, по которому проводится группировка, является ключом. Ключ мы можем получить через свойство Key, которое есть у группы. Кроме того, у группы есть метод Count(), с помощью которого можно получить количество объектов в группе.

При выполнении запроса будет создаваться следующее SQL-выражение:

SELECT "c"."Name" AS "Key", COUNT(\*) AS "Count"

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

GROUP BY "c"."Name"

В итоге мы получим несколько групп, каждая из которых будет содержать несколько элементов. Например, в моем случае вывод будет следующим:
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Аналогично работает метод GroupBy():

var groups = db.Users.GroupBy(u => u.Company!.Name).Select(g => new

{

g.Key,

Count = g.Count()

});

## Операции с множествами: объединение, пересечение, разность

Ряд методов Linq позволяют работать с результатами выборки как со множествами, производя операции на объединение, пересечение, разность двух выборок.

Но перед использованием данных методов надо учитывать, что они проводятся над однородными выборками с одинаковым определением строк, то есть которые совпадают по составу столбцов.

Для примеров возьмем модели из прошлых тем:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

На примере следующих данных:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Age = 36, Company = microsoft };

User bob = new User { Name = "Bob", Age = 39, Company = google };

User alice = new User { Name = "Alice", Age = 28, Company = microsoft };

User kate = new User { Name = "Kate", Age = 25, Company = google };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

### Объединение

Для объединения двух выборок используется метод Union():

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Where(u => u.Age < 30)

.Union(db.Users.Where(u => u.Name!.Contains("Tom")));

foreach (var user in users)

Console.WriteLine(user.Name);

}

Консольный вывод:
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Метод Union в качестве параметра принимает результаты второй выборки и объединяет ее с исходной. В результате мы получим два подзапроса SQL, результаты которых объединяются в общий набор:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Age" < 30

UNION

SELECT "u0"."Id", "u0"."Age", "u0"."CompanyId", "u0"."Name"

FROM "Users" AS "u0"

WHERE ('Tom' = '') OR(instr("u0"."Name", 'Tom') > 0)

При этом мы не можем объединить две разнородные выборки, например, таблицу, пользователей и таблицу компаний. Однако уместна следующая запись:

var result = db.Users.Select(p => new { Name = p.Name })

.Union(db.Companies.Select(c => new { Name = c.Name }));

Первая выборка после метода Select будет формировать набор элементов с одним столбцом Name. Вторая выборка из таблицы компаний после метода Select также будет формировать набор элементов с одним столбцом Name. Поэтому строки в обоих выборках будут однородны, и мы их сможем объединять.

### Пересечение

Чтобы найти пересечение выборок, то есть те элементы, которые присутствуют сразу в двух выборках, используется метод Intersect(). Например, выберем все пользователей, у которых возраст больше 30 и в имени содержится подстрока "Tom":

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.Where(u => u.Age > 30)

.Intersect(db.Users.Where(u => u.Name!.Contains("Tom")));

foreach (var user in users)

Console.WriteLine(user.Name);

}

Консольный вывод:
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Несмотря на то, что операция пересечения не равна операции объединения, рассмотренной выше, но при выполнении пересечение будет выполнять те же SQL-выражения:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Age" > 30

INTERSECT

SELECT "u0"."Id", "u0"."Age", "u0"."CompanyId", "u0"."Name"

FROM "Users" AS "u0"

WHERE ('Tom' = '') OR(instr("u0"."Name", 'Tom') > 0)

### Разность

Если нам надо найти элементы первой выборки, которые отсутствуют во второй выборке, то мы можем использовать метод Except:

using (ApplicationContext db = new ApplicationContext())

{

var selector1 = db.Users.Where(u => u.Age > 30); //

var selector2 = db.Users.Where(u => u.Name!.Contains("Tom"));

var users = selector1.Except(selector2);

foreach (var user in users)

Console.WriteLine(user.Name);

}
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В результате будет формироваться следующий SQL-запрос:

SELECT "u"."Id", "u"."Age", "u"."CompanyId", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Age" > 30

EXCEPT

SELECT "u0"."Id", "u0"."Age", "u0"."CompanyId", "u0"."Name"

FROM "Users" AS "u0"

WHERE ('Tom' = '') OR(instr("u0"."Name", 'Tom') > 0)

## Агрегатные операции

Entity Framework Core поддерживает ряд агрегатных операций, например, нахождение суммы по столбцу, количества элементов в выборке и т.д. Эти операции представлены такими методами как All, Any, Count, Sum, Min, Max, Average. Для рассмотрения агрегатных операций возьмем модели из прошлой темы:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

### Наличие элементов

Метод Any() позволяет проверить, есть ли в базе данных элемент с определенными признаками, и если есть, то метод возвратит значение true. Например, проверим, есть ли в базе данных пользователи, которые работают в компании Google:

bool result = db.Users.Any(u => u.Company!.Name == "Google");

При выполнении это выражение преобразуется в следующий SQL-запрос:

SELECT EXISTS(

SELECT 1

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

WHERE "c"."Name" = 'Google')

Метод All() позволяет проверит, удовлетворяют ли все элементы в базе данных определенному критерию. Например, проверим, все ли пользователи работают в компании Microsoft:

bool result = db.Users.All(u => u.Company!.Name == "Microsoft");

При вызове будет выполняться следующий SQL-запрос:

SELECT NOT EXISTS (

SELECT 1

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

WHERE ("c"."Name" <> 'Microsoft') OR "c"."Name" IS NULL)

### Количество элементов в выборке

Метод Count() позволяет найти количество элементов в выборке:

using (ApplicationContext db = new ApplicationContext())

{

int number1 = db.Users.Count();

// найдем кол-во пользователей, которые в имени содержат подстроку Tom

int number2 = db.Users.Count(u => u.Name!.Contains("Tom"));

Console.WriteLine(number1);

Console.WriteLine(number2);

}

В результате будут выполняться варажения SQL наподобие:

SELECT COUNT(\*)

FROM "Users" AS "u"

SELECT COUNT(\*)

FROM Users AS u

WHERE ('Tom' == '') || (instr(u.Name, 'Tom') > 0))

### Минимальное, максимальное и среднее значения

Для нахождения минимального, максимального и среднего значений по выборке применяются функции Min(), Max() и Average() соответственно. Найдем минимальный, максимальный и средний возраст пользователей:

using (ApplicationContext db = new ApplicationContext())

{

// минимальный возраст

int minAge = db.Users.Min(u => u.Age);

// максимальный возраст

int maxAge = db.Users.Max(u => u.Age);

// средний возраст пользователей, которые работают в Microsoft

double avgAge = db.Users.Where(u => u.Company!.Name == "Microsoft")

.Average(p => p.Age);

Console.WriteLine(minAge);

Console.WriteLine(maxAge);

Console.WriteLine(avgAge);

}

Эти запросы трансформируются в SQLite в следующие SQL-выражения:

SELECT MIN("u"."Age")

FROM "Users" AS "u"

SELECT MAX("u"."Age")

FROM "Users" AS "u"

SELECT AVG(CAST("u"."Age" AS REAL))

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

WHERE "c"."Name" = 'Microsoft'

### Сумма значений

Для получения суммы значений используется метод Sum():

using (ApplicationContext db = new ApplicationContext())

{

// суммарный возраст всех пользователей

int sum1 = db.Users.Sum(u => u.Age);

// суммарный возраст тех, кто работает в Microsoft

int sum2 = db.Users.Where(u => u.Company!.Name == "Microsoft")

.Sum(u => u.Age);

Console.WriteLine(sum1);

Console.WriteLine(sum2);

}

Во втором случае будет выполняться следующее SQL-выражение:

SELECT COALESCE(SUM("u"."Age"), 0)

FROM "Users" AS "u"

INNER JOIN "Companies" AS "c" ON "u"."CompanyId" = "c"."Id"

WHERE "c"."Name" = 'Microsoft'

## Отслеживание объектов и AsNoTracking

Запросы могут быть отслеживаемыми и неотслеживаемыми. По умолчанию все запросы, которые возвращают объекты классов моделей являются отслеживаемыми. Когда контекст данных извлекает данные из базы данных, Entity Framework Core помещает извлеченные объекты в кэш и отслеживает изменения, которые происходят с этими объектами вплоть до использования метода SaveChanges()/SaveChangesAsync(), который фиксирует все изменения в базе данных. Но нам не всегда необходимо отслеживать изменения. Например, нам надо просто вывести данные для просмотра.

Чтобы данные не помещались в кэш, применяется метод AsNoTracking(). Этот метод применяется к объекту IQueryable. При его применении возвращаемые из запроса данные не кэшируются. То есть запрос является неотслеживаемым. А это означает, что Entity Framework Core не производит какую-то дополнительную обработку и не выделяет дополнительное место для хранения извлеченных из БД объектов. И поэтому такие запросы работают быстрее.

Небольшой пример. Допустим, у нас есть следующие модели и контекст данных:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Пусть в базе данных есть есть несколько объектов User:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

User tom = new User { Name = "Tom", Age = 36 };

User bob = new User { Name = "Bob", Age = 39 };

User alice = new User { Name = "Alice", Age = 28 };

User kate = new User { Name = "Kate", Age = 25 };

db.Users.AddRange(tom, bob, alice, kate);

db.SaveChanges();

}

При обычном выполнении:

using (ApplicationContext db = new ApplicationContext())

{

var user = db.Users.FirstOrDefault();

if (user != null)

{

user.Age = 18;

db.SaveChanges();

}

var users = db.Users.ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Age})");

}

Консольный вывод:

![](data:image/png;base64,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)

Мы видим, что в наборе users первый элемент имеет у свойства Age значение 18.

Причем в данном случае мы можем и не вызывать метод SaveChanges, элемент уже и так будет закэширован. Метод SaveChanges необходим, чтобы применить все изменения с объектами в базе данных.

Но если бы мы использовали метод AsNoTracking(), то результат был бы другой:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var user = db.Users.AsNoTracking().FirstOrDefault();

if (user != null)

{

user.Age = 22;

db.SaveChanges();

}

var users = db.Users.AsNoTracking().ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Age})");

}

Консольный вывод будет тот же, что и в предыдущем случае:
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Так как при получении первого элемента используется AsNoTracking, он не будет отслеживаться, и поэтому вызов db.SaveChanges() никак не повлияет на базу данных, а первый элемент сохранит свое первоначальное значение у свойства Age.

### Свойство ChangeTracker

Кроме использования метода AsNoTracking, можно отключить отслеживание в целом для объекта контекста. Для этого надо установить значение QueryTrackingBehavior.NoTracking для свойства db.ChangeTracker.QueryTrackingBehavior:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

db.ChangeTracker.QueryTrackingBehavior = QueryTrackingBehavior.NoTracking;

var user = db.Users.FirstOrDefault();

if (user != null)

{

user.Age = 8;

db.SaveChanges();

}

var users = db.Users.ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Age})");

}

Также можно отключить отслеживание на уровне всего контекста данных, например, в его конструкторе

public ApplicationContext()

{

ChangeTracker.QueryTrackingBehavior = QueryTrackingBehavior.NoTracking;

}

Вобще через свойство ChangeTracker мы можем управлять отслеживанием объектом и получать разнообразную информацию. Например, мы можем узнать, сколько объектов отслеживается в текущий момент:

using (ApplicationContext db = new ApplicationContext())

{

var users = db.Users.ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} ({u.Age})");

int count = db.ChangeTracker.Entries().Count();

Console.WriteLine($"{count}");

}

## Выполнение запросов

Рассмотрим, как EF обрабатывает запросы на получение данных из БД. Вначале выражения LINQ обрабатываются Entity Framework Core, и на их основе создается объект запроса в той форме, в которой он может обрабатываться провайдером базы данных. Созданный объект запроса кэшируется, что позволяет не пересоздавать его при повторном его выполнении.

Затем этот объект запроса передается провайдеру базы данных, который транслирует его на язык, понятный для базы данных (например, SQL). База данных обрабатывает запрос и возвращает определенный результат.

EF Core получает результат обработки, и дальше его действия зависят от того, отслеживаются ли результаты запроса или нет.

Если запрос является отслеживаемым, то десь есть два альтернативных варианта:

* Если данные, полученные из бд, представляют объекты, которые уже отслеживаются, то есть они уже есть в контексте, то EF возвращает те объекты, которые уже есть в контексте.
* Если данные, полученные из бд, представляют объекты, которые еще не отслеживатся, их нет в контексте, то EF создает по этим данным новые объекты, добавляет в контекст, начинает их отслеживать и возвращает их пользователю.

Если запрос является не отслеживаемым, то есть отслеживание отключено с помощью метода AsNoTracking() или установки свойства ChangeTracker.QueryTrackingBehavior = QueryTrackingBehavior.NoTracking, то EF создает по этим данным новые объекты и возвращает их пользователю. В отличие от отслеживаемых запросов созданные объекты не добавляются в контекст и не отслеживаются.

Рассмотрим несколько примеров. Для этого возьмем следующую модель User и контекст данных:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

// добавляем один объект

modelBuilder.Entity<User>().HasData(new User { Id = 1, Name = "Tom" });

}

}

Отслеживаемые запросы:

using (ApplicationContext db = new ApplicationContext())

{

var user1 = db.Users.FirstOrDefault();

var user2 = db.Users.FirstOrDefault();

if (user1 != null && user2 != null)

{

Console.WriteLine($"Before User1: {user1.Name} User2: {user2.Name}");

user1.Name = "Bob";

Console.WriteLine($"After User1: {user1.Name} User2: {user2.Name}");

}

}

Консольный вывод:

![](data:image/png;base64,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)

Так как запрос db.Users.FirstOrDefault() является отслеживаемым, то при получении данных, по ним будет создаваться объект user1, который добавляется в контекст и начинает отслеживаться.

Далее повторно вызывается данный запрос для получения объекта user2. Этот запрос то же является отслеживаемым, поэтому EF увидит, что такой объект уже есть в контексте, он уже отслеживается, и возвратит ссылку на тот же объект. Поэтому все изменения с переменной user1 затронут и переменную user2.

Рассмотрим другой пример:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var user1 = db.Users.FirstOrDefault();

var user2 = db.Users.AsNoTracking().FirstOrDefault();

if (user1 != null && user2 != null)

{

Console.WriteLine($"Before User1: {user1.Name} User2: {user2.Name}");

user1.Name = "Bob";

Console.WriteLine($"After User1: {user1.Name} User2: {user2.Name}");

}

}

Консольный вывод:

![](data:image/png;base64,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)

С первым объектом user1 все по прежнему: он также попадает в контекст и отслеживается. А вот второй запрос теперь является неотслеживаемым, так как использует метод AsNoTracking. Поэтому для данных, полученных в результате этого запроса, будет создаваться новый объект, который никак не будет связан с объектом user1. И изменения одного из этих объектов никак не повлияют на второй объект.

## IEnumerable и IQueryable

При вызове методов LINQ мы только создаем запрос. Его непосредственное выполнение происходит, когда мы начинаем потреблять результаты этого запроса. Нередко это происходит при переборе результата запроса в цикле for или при применении к нему ряда методов - ToList или ToArray, а также если запрос представляет скалярное значение, например, метод Count.

В процессе выполнения запросов LINQ to Entities мы может получать два объекта, которые предоставляют наборы данных: IEnumerable и IQueryable. С одной стороны, интерфейс IQueryable наследуется от IEnumerable, поэтому по идее объект IQueryable это и есть также объект IEnumerable. Но реальность несколько сложнее. Между объектами этих интерфейсов есть разница в плане функциональности, поэтому они не взаимозаменяемы.

Интерфейс IEnumerable находится в пространстве имен System.Collections и System.Collections.Generic (обобщенная версия). Объект IEnumerable представляет набор данных в памяти и может перемещаться по этим данным только вперед. Запрос, представленный объектом IEnumerable, выполняется немедленно и полностью, поэтому получение данных приложением происходит быстро.

При выполнении запроса IEnumerable загружает все данные, и если нам надо выполнить их фильтрацию, то сама фильтрация происходит на стороне клиента.

Интерфейс IQueryable располагается в пространстве имен System.Linq. Объект IQueryable предоставляет удаленный доступ к базе данных и позволяет перемещаться по данным как в прямом порядке от начала до конца, так и в обратном порядке. В процессе создания запроса, возвращаемым объектом которого является IQueryable, происходит оптимизация запроса. В итоге в процессе его выполнения тратится меньше памяти, меньше пропускной способности сети, но в то же время он может обрабатываться чуть медленнее, чем запрос, возвращающий объект IEnumerable.

Для примера используем следующую модель и контекст данных:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

// добавляем один объект

modelBuilder.Entity<User>().HasData(new User { Id = 1, Name = "Tom" });

}

}

Возьмем два вроде бы идентичных выражения. Объект IEnumerable:

using (ApplicationContext db = new ApplicationContext())

{

IEnumerable<User> userIEnum = db.Users;

var users = userIEnum.Where(p => p.Id < 10).ToList();

foreach (var user in users) Console.WriteLine(user.Name);

}

Для примера здесь получаем всех пользователей, у которых id меньше 10.

Здесь запрос будет иметь следующий вид:

SELECT "u"."Id", "u"."Name"

FROM "Users" AS "u"

Фильтрация результата, обозначенная с помощью метода Where(p => p.Id > id) будет идти уже после выборки из бд в самом приложении.

Чтобы совместить фильтры, нам надо было сразу применить метод Where: db.Users.Where(p => p.Id < 10);

Объект IQueryable:

using (ApplicationContext db = new ApplicationContext())

{

IQueryable<User> userIQuer = db.Users;

var users = userIQuer.Where(p => p.Id < 10).ToList();

foreach (var user in users) Console.WriteLine(user.Name);

}

Здесь запрос будет иметь следующий вид:

SELECT "u"."Id", "u"."Name"

FROM "Users" AS "u"

WHERE "u"."Id" < 10

Таким образом, все методы суммируются, запрос оптимизируется, и только потом, когда идет обращеие к методу ToList(), происходит выборка из базы данных.

Это позволяет динамически создавать сложные запросы. Например, мы можем последовательно наслаивать в зависимости от условий выражения для фильтрации:

IQueryable<User> userIQuer = db.Users;

userIQuer = userIQuer.Where(p => p.Id < 10);

userIQuer = userIQuer.Where(p => p.Name == "Tom");

var users = userIQuer.ToList();

В данном случае будет создаваться следующий SQL-запрос:

SELECT "u"."Id", "u"."Name"

FROM "Users" AS "u"

WHERE("u"."Id" < 10) AND("u"."Name" = 'Tom')

Что же лучше использовать? Все зависит от конкретной ситуации. Если разработчику нужен весь набор возвращаемых данных, то лучше использовать IEnumerable, предоставляющий максимальную скорость. Если же нам не нужен весь набор, а то только некоторые отфильтрованные данные, то лучше применять IQueryable.

## Фильтры запросов уровня модели

Фильтры запросов уровня модели (Model-level query filters) позволяют определить предикат запроса LINQ непосредственно в метаданных модели (обычно в методе OnModelCreating контекста данных). Такие фильтры автоматически применяются к любым запросам LINQ, в которых используются классы, для которых определен фильтр.

Пусть у нас определены следующие классы:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int RoleId { get; set; }

public Role? Role { get; set; }

}

public class Role

{

public int Id { get; set; }

public string? Name { get; set; }

}

Здесь класс пользователя имеет ссылку на класс роли, к которой он принадлежит. И также определим контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Role> Roles { get; set; } = null!;

public int RoleId { get; set; }

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasQueryFilter(u => u.Age > 17 && u.RoleId == RoleId);

}

}

В метод HasQueryFilter() передается предикат, которому должен удовлетворять объект User, чтобы быть извлеченным из базы данных. То есть в результате запросов будут извлекаться только те объекты User, у которых значение свойства Age больше 17, а свойство RoleId равно значению свойства RoleId их контекста данных.

Используем данные классы:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

// пересоздадим базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Role adminRole = new Role { Name = "admin" };

Role userRole = new Role { Name = "user" };

User user1 = new User { Name = "Tom", Age = 17, Role = userRole };

User user2 = new User { Name = "Bob", Age = 18, Role = userRole };

User user3 = new User { Name = "Alice", Age = 19, Role = adminRole };

User user4 = new User { Name = "Sam", Age = 20, Role = adminRole };

db.Roles.AddRange(userRole, adminRole);

db.Users.AddRange(user1, user2, user3, user4);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext() { RoleId = 2 })

{

var users = db.Users.Include(u => u.Role).ToList();

foreach (User user in users)

Console.WriteLine($"Name: {user.Name} Age: {user.Age} Role: {user.Role?.Name}");

}

Результатом будет следующий консольный вывод:
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То есть только два объекта из добавленных четырех соответствуют тому предикату, который был передан в HasQueryFilter. И данный фильтр будет действовать для всех запросов к базе данных, которые извлекают данные из таблицы Users. Например, нахождение минимального возраста:

using (ApplicationContext db = new ApplicationContext() { RoleId = 2 })

{

int minAge = db.Users.Min(x => x.Age);

Console.WriteLine(minAge); // 19

}

Несмотря на то, что минимальный возраст по всем 4 объектам составляет 17, но так как действует фильтр, при запросе будут учитываться только те объекты в бд, которые соответствуют фильтру.

Если необходимо во время запроса отключить фильтр, то применяется метод IgnoreQueryFilters():

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext() { RoleId = 2 })

{

int minAge = db.Users.IgnoreQueryFilters().Min(x => x.Age);

Console.WriteLine(minAge); // 17

}

# SQL в Entity Framework Core

## Выполнение SQL-запросов

Кроме использования инфраструктуры LINQ to Entities для создания запросов Entity Framework Core также позволяет писать запросы к базе данных сразу на языке SQL. Это может быть удобно, если запрос очень сложный по своей структуре или если Entity Framework Core на основе Linq to Entities создает не очень оптимальный sql-запрос.

### FromSqlRaw

Для получения данных из БД у объектов DbSet определен метод FromSqlRaw(), который принимает в качестве параметра sql-выражение и набор параметров. В качестве результата FromSqlRaw возвращает набор полученных из бд объектов.

При этом надо учитывать, что передаваемое в метод FromSqlRaw SQL-выражение не должно извлекать связанные данные, а полученные значения должны соответствовать определению какого-либо класса.

Для примера возьмем следующие модели и контекст данных:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Пусть ранее у нас были добавлены следующие данные:

using (ApplicationContext db = new ApplicationContext())

{

    // пересоздаем базу данных

    db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Age = 36, Company = microsoft };

User bob = new User { Name = "Bob", Age = 39, Company = google };

User alice = new User { Name = "Alice", Age = 28, Company = microsoft };

User kate = new User { Name = "Kate", Age = 25, Company = google };

User tomas = new User { Name = "Tomas", Age = 22, Company = microsoft };

User tomek = new User { Name = "Tomek", Age = 42, Company = google };

db.Users.AddRange(tom, bob, alice, kate, tomas, tomek);

db.SaveChanges();

}

Например, получим все объекты из таблицы Companies:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var comps = db.Companies.FromSqlRaw("SELECT \* FROM Companies").ToList();

foreach (var company in comps)

Console.WriteLine(company.Name);

}

Выражение SELECT извлекает данные из таблицы. Так как эта таблица сопоставляется с моделью Company и хранит объекты этой модели, то в результате мы получим набор объектов класса Company.

При этом мы можем добавлять к методу другие методы LINQ, которые все вместе будут конкатенироваться в одно общее SQL-выражение:

var comps = db.Companies.FromSqlRaw("SELECT \* FROM Companies").OrderBy(x => x.Name).ToList();

foreach (var company in comps)

Console.WriteLine(company.Name);

В итоге будет выполняться следующее SQL-выражение:

SELECT "c"."Id", "c"."Name"

FROM(

SELECT \* FROM Companies

) AS "c"

ORDER BY "c"."Name"

Также можно использовать метод Include для подгрузки связанных данных:

var users = db.Users.FromSqlRaw("SELECT \* FROM Users")

.Include(c => c.Company).ToList();

foreach (var user in users)

Console.WriteLine($"{user.Name} - {user.Company?.Name}");

**Параметры**

Другая версия метода FromSqlRaw() позволяет использовать параметры. Например, выберем из бд все модели, в названии которых есть подстрока "Tom":

using Microsoft.Data.Sqlite;

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

SqliteParameter param = new SqliteParameter("@name", "%Tom%");

var users = db.Users.FromSqlRaw("SELECT \* FROM Users WHERE Name LIKE @name", param).ToList();

foreach (var user in users)

Console.WriteLine(user.Name);

}

Поскольку выше приведенный контекст данных подключается к бд SQLite, то для представления параметров применяется тип SqliteParameter из пространства имен Microsoft.Data.Sqlite. Конструктор SqliteParameter имеет ряд версий. В данном случае в конструктор передается два параметра. Первый параметр - название параметра, через который на него можно ссылаться в строке запроса - в данном случае "@name". Второй параметр - значение параметра.

Если бы подключение шло к бд MS SQL Server, то для представления параметров применялся бы класс SqlParameter из пространства имен Microsoft.Data.SqlClient:

using Microsoft.Data.SqlClient;

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

SqlParameter param = new SqlParameter("@name", "%Tom%");

var users = db.Users.FromSqlRaw("SELECT \* FROM Users WHERE Name LIKE @name", param).ToList();

foreach (var user in users)

Console.WriteLine(user.Name);

}

Также мы можем определять параметры как простые переменные:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var name = "%Tom%";

var users = db.Users.FromSqlRaw("SELECT \* FROM Users WHERE Name LIKE {0}", name).ToList();

foreach (var user in users)

Console.WriteLine(user.Name);

var age = 30;

users = db.Users.FromSqlRaw("SELECT \* FROM Users WHERE Age > {0}", age).ToList();

foreach (var user in users)

Console.WriteLine(user.Name);

}

### ExecuteSqlRaw

Метод FromSqlRaw() осуществляет выборку из БД, но кроме выборки нам, возможно, придется удалять, обновлять уже существующие или вставлять новые записи. Для этой цели применяется метод ExecuteSqlRaw() и его асинхронная версия - ExecuteSqlRawAsync(), которые возвращают количество затронутых командой строк. Для его вызова у контекста данных используется свойство Database:

// вставка

string newComp = "Apple";

int numberOfRowInserted = db.Database.ExecuteSqlRaw("INSERT INTO Companies (Name) VALUES ({0})", newComp);

// асинхронная версия

// int numberOfRowInserted2 = await db.Database.ExecuteSqlRawAsync("INSERT INTO Companies (Name) VALUES ({0})", newComp);

// обновление

string appleInc = "Apple Inc.";

string apple = "Apple";

int numberOfRowUpdated = db.Database.ExecuteSqlRaw("UPDATE Companies SET Name={0} WHERE Name={1}", appleInc, apple);

// удаление

int numberOfRowDeleted = db.Database.ExecuteSqlRaw("DELETE FROM Companies WHERE Name={0}", appleInc);

### Интерполяция строк

Для методов FromSqlRaw и ExecuteSqlRaw в EF Core определены их двойники - методы FromSqlInterpolated() и ExecuteSqlInterpolated() (асинхронная версия - ExecuteSqlInterpolatedAsync()), которые позволяют использовать интерполяцию строк для передачи параметров. Пример с FromSqlInterpolated:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var name = "%Tom%";

var age = 30;

var users = db.Users.FromSqlInterpolated($"SELECT \* FROM Users WHERE Name LIKE {name} AND Age > {age}").ToList();

foreach (var user in users)

Console.WriteLine(user.Name);

}

В этом случае на стороне сервера также будут создаваться параметры для передачи значений name и age наподобие:

@p0 = '%Tom%'

@p1 = 30

SELECT\* FROM Users WHERE Name LIKE @p0 AND Age > @p1

Использование ExecuteSqlInterpolated()/ExecuteSqlInterpolatedAsync():

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

string jetbrains = "JetBrains";

db.Database.ExecuteSqlInterpolated($"INSERT INTO Companies (Name) VALUES ({jetbrains})");

// асинхронная версия

// await db.Database.ExecuteSqlInterpolatedAsync($"INSERT INTO Companies (Name) VALUES ({jetbrains})");

foreach (var comp in db.Companies.ToList())

Console.WriteLine(comp.Name);

}

## Хранимые функции

Вместе с обычными sql-запросами Entity Framework Core также позволяет выполнять хранимые функции, которые созданы в базе данных. Рассмотрим вызов хранимой функции в приложении на C# на примере БД MS SQL Server.

Пусть наша база данных описывается следующим контекстом данных и сущностями:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb;Trusted\_Connection=True;");

}

}

### Обращение к функции в запросе SQL

Первый подход предполагает обращение к хранимой функции в запросе SQL, который отправляется из кода C#:

using Microsoft.Data.SqlClient;

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

SqlParameter param = new SqlParameter("@age", 30);

var users = db.Users.FromSqlRaw("SELECT \* FROM GetUsersByAge (@age)", param).ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} - {u.Age}");

}

В данном случае в запросе вместо таблицы указываем имя вызов функции с переданными ей параметрами: GetUsersByAge (@age)

В итоге результат данного запроса будет таким же, что и при выполнении скрипта выше.

### Проецирование хранимой функции на метод класса

Второй подход предполагает определение в классе контекста метода, который проецируется на хранимую функцию и через который можно вызывать данную функцию.

Например, выше была определена хранимая табличная функция GetUsersByAge, которая в качестве параметра принимает некоторое число - возраст и возвращает набор пользователей (по сути набор объектов User). Создадим для этой функции метод. Для этого изменим класс контекста следующим образом:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<Company> Companies { get; set; } = null!;

public DbSet<User> Users { get; set; } = null!;

public IQueryable<User> GetUsersByAge(int age) => FromExpression(() => GetUsersByAge(age));

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb;Trusted\_Connection=True;");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.HasDbFunction(() => GetUsersByAge(default));

}

}

Здесь добавлен метод GetUsersByAge(), который соответствует хранимой функции в БД. Он принимает параметр типа int и возвращает объект IQueryable<User>. Этот метод с помощью встроенного в классе DbContext метода FromExpression вызывает GetUsersByAge(age).

public IQueryable<User> GetUsersByAge(int age) => FromExpression(() => GetUsersByAge(age));

Далее в переопрепределенном методе OnModelCreating() класса контекста нам надо зарегистрировать метод GetUsersByAge с помощью вызова HasDbFunction():

modelBuilder.HasDbFunction(() => GetUsersByAge(default));

Далее мы можем обратиться к хранимой функции GetUsersByAge в коде следующим образом:

using (ApplicationContext db = new ApplicationContext())

{

var users = db.GetUsersByAge(30); // обращение к хранимой функции

foreach (var u in users)

Console.WriteLine($"{u.Name} - {u.Age}");

}

## Хранимые процедуры

Рассмотрим, как вызывать хранимые процедуры из кода на C# через Entity Framework Core на примере БД MS SQL Server.

Пусть наша база данных, как и в прошлой теме, описывается следующим контекстом данных и сущностями:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb;Trusted\_Connection=True;");

}

}

Обратимся к процедуре в коде C#:

using Microsoft.Data.SqlClient;

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

SqlParameter param = new("@name", "Microsoft");

var users = db.Users.FromSqlRaw("GetUsersByCompany @name", param).ToList();

foreach (var p in users)

Console.WriteLine($"{p.Name} - {p.Age}");

}

Параметр в методе FromSqlRaw принимает название процедуры, после которого идет перечисление параметров: GetUsersByCompany @name

### Выходные параметры процедуры

В некоторых случаях процедура может возвращать не набор данных из таблиц, а какие-то отдельные данные. Как правило, для этого используются выходные параметры. Например, нам надо получить имя пользователя с максимальным возрастом. Для этого определим следующую хранимую процедуру:

using System.Xml.Linq;

CREATE PROCEDURE[dbo].[GetUserWithMaxAge]

@name varchar(50) OUTPUT

AS

SELECT @name = [Name] FROM Users WHERE Age = (SELECT MAX(Age) FROM Users)

RETURN 0

Параметр name здесь определен как выходной с ключевым словом OUTPUT. Через него будет передаваться имя пользователя.

Обратимся к этой процедуре в коде C#:

using Microsoft.Data.SqlClient;

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

SqlParameter param = new()

{

ParameterName = "@userName",

SqlDbType = System.Data.SqlDbType.VarChar,

Direction = System.Data.ParameterDirection.Output,

Size = 50

};

db.Database.ExecuteSqlRaw("GetUserWithMaxAge @userName OUT", param);

Console.WriteLine(param.Value);

}

Здесь параметр userName определен как выходной. Так как нам в данном случае не надо возвращать набор данных, который соответствует одной из моделей, то для выполнения запроса используется метод db.Database.ExecuteSqlRaw(). И после его выполнения через свойство param.Value мы сможем получить значение, переданное через параметр.

# Дополнительные статьи

## Параллелизм

В ситуации, когда множество пользователей одновременно имеют доступ к одинаковому набору данных и могут эти данные изменять, мы можем столкнуться с проблемой параллелизма. Например, два пользователя независимо друг от друга начнут редактировать один и тот же объект. И после сохранения объекта первым пользователем второй пользователь уже будет работать с неактуальными данными.

Для решения проблемы параллелизма Entity Framework Core предлагает использовать токены параллелизма или concurrency token.

Если свойство установлено в качестве concurrency token (токен параллелизма), Entity Framework перед сохранением изменений будет проверять его значение. Если значение отличается, то какой-то другой пользователь уже произвел изменения над данными. В этом случае EF Core применяет принцип оптимистичного параллелизма (optimistic concurrency), при котором, если сохраняемые данные уже были кем-то изменены, то выбрасывается ошибка.

### Атрибут ConcurrencyCheck

Атрибут ConcurrencyCheck позволяет решить проблему параллелизма, когда с одной и той же записью в таблице могут работать одновременно несколько пользователей. Например:

using System.ComponentModel.DataAnnotations;

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

[ConcurrencyCheck]

public string? Name { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloappc.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasData(new User { Id = 1, Name = "Tom" });

}

}

В обычном режиме Entity Framework Core при обновлении смотрит на Id и если Id записи в таблице совпадает с Id в передаваемой модели User, то строка в таблице обновляется. При использовании атрибута ConcurrencyCheck EF смотрит не только на Id, но и на исходное значение свойства Name. И если оно совпадает с тем, что имеется в таблице, то запись обновляется. Если же не совпадает (то есть кто-то уже успел обновить), то EF генерирует исключение DbUpdateConcurrencyException:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

try

{

User? user = db.Users.FirstOrDefault();

if (user != null)

{

user.Name = "Bob";

db.SaveChanges();

Console.WriteLine(user.Name);

}

}

catch (DbUpdateConcurrencyException ex)

{

Console.WriteLine(ex.Message);

}

}

### Метод IsConcurrencyToken

В Fluent API токен параллелизма настраивается с помощью метода IsConcurrencyToken():

using System.ComponentModel.DataAnnotations;

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloappc.db");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(b => b.Name).IsConcurrencyToken();

}

}

### Атрибут Timestamp

Другой механизм по отслеживанию изменений объекта в БД представляет атрибут Timestamp.

using System.ComponentModel.DataAnnotations;

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

[Timestamp]

public byte[]? Timestamp { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb2;Trusted\_Connection=True;");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().HasData(new User { Id = 1, Name = "Tom" });

}

}

Атрибут Timestamp указывает, что значение свойства Timestamp будет включаться в создаваемое Entity Frameworkом SQL-выражение WHERE при отправке в базу данных команд на обновление и удаление. То есть значение данного свойства генерируется при добавлении объекта, а также каждый раз, когда пользователь будет обновлять его. В качестве типа для свойства используется массив байтов.

И если два пользователя одновременно начнут редактировать одну и ту же строку, то после сохранения модели первым пользователем, второй пользователь получит исключение DbUpdateConcurrencyException, которое соответственно надо обработать.

Стоит отметить, что реализация этой функциональности зависит от провайдера БД. Так, для SQLite это не окажет никакого влияния, поэтому в примере выше подключение идет к MS SQL Server.

### Fluent API и метод IsRowVersion

Вместо атрибута Timestamp можно во Fluent API использовать метод IsRowVersion, который установит, что столбец представляет версию строки. Но опять же работа данной функциональности зависит от конкретного провайдера бд, например, для MS SQL Server эта функциональность работает:

using Microsoft.EntityFrameworkCore;

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public byte[]? Timestamp { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb2;Trusted\_Connection=True;");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<User>().Property(b => b.Timestamp).IsRowVersion();

}

}

## Провайдеры логгирования

Провайдеры логгирования собственно представляют те объекты, которые отвечают за логику логгирования. И в данном случае мы можем либо воспользоваться встроенными провайдерами, либо создать свой.

### Создание своего провайдера логгирования

Вначале рассмотрим, как создать свой провайдер логгирования. Это может быть полезно, если нас не устраивают встроенные средства логгирования, например, метод LogTo(), и мы хотим по своему настроить логику логгирования.

Для создания своего провайдера добавим в проект новый класс MyLoggerProvider:

using Microsoft.Extensions.Logging;

public class MyLoggerProvider : ILoggerProvider

{

public ILogger CreateLogger(string categoryName)

{

return new MyLogger();

}

public void Dispose() { }

private class MyLogger : ILogger, IDisposable

{

public IDisposable BeginScope<TState>(TState state)

{

return this;

}

public void Dispose() { }

public bool IsEnabled(LogLevel logLevel)

{

return true;

}

public void Log<TState>(LogLevel logLevel, EventId eventId,

TState state, Exception? exception, Func<TState, Exception?, string> formatter)

{

File.AppendAllText("log.txt", formatter(state, exception));

Console.WriteLine(formatter(state, exception));

}

}

}

Класс провайдера логгирования должен реализовать интерфейс ILoggerProvider. В этом интерфейсе определены два метода:

* CreateLogger: создает и возвращает объект логгера. Для создания логгера используется путь к файлу, который передается через конструктор
* Dispose: управляет освобождение ресурсов. В данном случае пустая реализация

Сам логгер представлен объектом ILogger. Этот интерфейс определяет три метода:

* BeginScope: этот метод возвращает объект IDisposable, который представляет некоторую область видимости для логгера. В данном случае класс MyLogger реализует интерфейс IDisposable, поэтому в этом методе возвращаем значение this - то есть текущий объект.
* IsEnabled: возвращает значения true или false, которые указывает, доступен ли логгер для использования. Здесь можно задать различную логику. В частности, в этот метод передается объект LogLevel, и мы можем, к примеру, задействовать логгер в зависимости от значения этого объекта. Но в данном случае просто возвращаем true, то есть логгер доступен всегда.
* Log: этот метод предназначен для выполнения логгирования. Он принимает пять параметров:
  + LogLevel: уровень детализации текущего сообщения
  + EventId: идентификатор события
  + TState: некоторый объект состояния, который хранит сообщение
  + Exception: информация об исключении
  + formatter: функция форматирования, которая с помощью двух предыдущих параметров позволяет получить собственно сообщение для логгирования

В текущей реализации производится запись в текстовый файл и вывод на консоль, но естественно действия по логгированию могут быть и другими.

В данной реализации класс логгера MyLogger определен как вложенный внутри класса провайдера логгирования, но так делать необязательно. Можно определить класс логгера отдельно.

Допустим, у нас будет следующая модель:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

}

И следующий контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

### Локальное применение провайдера

Теперь применим логгирование для контекста данных:

using Microsoft.EntityFrameworkCore.Infrastructure;

using Microsoft.Extensions.Logging;

using (ApplicationContext db = new ApplicationContext())

{

db.GetService<ILoggerFactory>().AddProvider(new MyLoggerProvider());

User user1 = new User { Name = "Tom", Age = 33 };

User user2 = new User { Name = "Alice", Age = 26 };

db.Users.Add(user1);

db.Users.Add(user2);

db.SaveChanges();

var users = db.Users.ToList();

Console.WriteLine("Список пользователей:");

foreach (User u in users)

{

Console.WriteLine($"{u.Id}.{u.Name} - {u.Age}");

}

}

С помощью метода GetService<ILoggerFactory>() получаем встроенный сервис ILoggerFactory, которому через метод AddProvider() передаем наш провайдер MyLoggerProvider.

### Глобальная установка логгирования в контексте данных

Выше логгирование устанавливалось локально - непосредственно при создании и использовании объкта контекста данных. Однако мы можем определить глобальную настройку логгирования непосредственно в контексте:

using Microsoft.EntityFrameworkCore;

using Microsoft.Extensions.Logging;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

optionsBuilder.UseLoggerFactory(MyLoggerFactory);

}

// устанавливаем фабрику логгера

public static readonly ILoggerFactory MyLoggerFactory = LoggerFactory.Create(builder =>

{

builder.AddProvider(new MyLoggerProvider()); // указываем наш провайдер логгирования

});

}

Чтобы установить провайдер логгирования, нам нужна фабрика логгера - объект ILoggerFactory. Для этого определяем статическую переменную MyLoggerFactory, которой присваивается результат метода LoggerFactory.Create. Данный метод устанавливает для использования ранее созданный провайдер MyLoggerProvider.

Затем в методе OnConfiguring устанавливаем данную фабрику логгера:

optionsBuilder.UseLoggerFactory(MyLoggerFactory);

В этом случае нам не надо при использовании контекста данных устанавливать провайдер, так как он уже установлен глобально в классе контекста:

using (ApplicationContext db = new ApplicationContext())

{

//db.GetService<ILoggerFactory>().AddProvider(new MyLoggerProvider()); // этот вызов больше не надо использовать

// операции с данными

}

### Настройка логгирования

Логгирование позволяет получить разнообразную информацию, связанную с операциями с данными, но не вся эта информация может быть нам нужна. В этом случае мы можем воспользоваться категориями логгирования, которые были рассмотрены в прошлой теме и которые представлены классом DbLoggerCategory. Например, мы хотим получать только данные о генерируемом и исполняемом SQL-коде. Для этого применим категорию Database.Command и изменим определение переменной MyLoggerFactory:

using Microsoft.Extensions.Logging;

public static readonly ILoggerFactory MyLoggerFactory = LoggerFactory.Create(builder =>

{

builder.AddFilter((category, level) => category == DbLoggerCategory.Database.Command.Name)

.AddProvider(new MyLoggerProvider());

});

Для установки категории применяется метод AddFilter. Он принимает делегат, который получает категорию и уровень сообщений лога. Уровень сообщений лога в данном случае не используется. В теле лямбда-выражения мы сравниванием категорию со значением DbLoggerCategory.Database.Command.Name. Если эта операция сравнивания возвращает true, то сообщение попадает в лог.

Также мы могли бы использовать уровни сообщений лога:

using Microsoft.Extensions.Logging;

public static readonly ILoggerFactory MyLoggerFactory = LoggerFactory.Create(builder =>

{

builder.AddFilter((category, level) => category == DbLoggerCategory.Database.Command.Name

&& level == LogLevel.Information)

.AddProvider(new MyLoggerProvider());

});

### Использование встроенного провайдера

Выше мы определили и использовали свой собственный провайдер. Но в реальности мы можем использовать и провайдер, который предоставляется Microsoft. Для этого нам надо через пакетный менеджер Nuget установить пакет Microsoft.Extensions.Logging.Console. После добавления этого пакета в проект мы сможем вызывать встроенный консольный логгер посредством метода AddConsole():

using Microsoft.EntityFrameworkCore;

using Microsoft.Extensions.Logging;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public ApplicationContext()

{

Database.EnsureDeleted();

Database.EnsureCreated();

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

optionsBuilder.UseLoggerFactory(MyLoggerFactory);

}

// устанавливаем фабрику логгера

public static readonly ILoggerFactory MyLoggerFactory = LoggerFactory.Create(builder =>

{

builder.AddConsole();

});

}

В этом случае нам не надо определять никаких своих консольных провайдеров логгирования. В то же время если нам понадобится более изощренная логика логгирования, то определение своего провайдера может быть выходом в подобной ситуации.

## Скомпилированные запросы

Функциональность скомпилированных запросов позволяют приложению кэшировать запрос в форму, понятную для источника данных. Поэтому достаточно один раз создать такой запрос и затем выполнять его много раз, что повышает производительность приложения.

Хотя EF Core может автоматически компилировать и кэшировать запросы на основании хэш-представления выражений LINQ, тем не менее компилируемые запросы позволяют хоть немножно но повысить производительность, так как в этом случае не вычисляется хэш-значение и не производится поиск в кэше, а приложение может использовать уже скомпилированные запросы через вызов делегатов.

Для компиляции запроса набор выражений LINQ передается в метод EF.CompileQuery(), а скомпилированный запрос затем присваивается делегату:

using Microsoft.EntityFrameworkCore;

делегат = EF.CompileQuery((параметры) => выражения\_LINQ)

Например, возьмем следующие сущности:

using Microsoft.EntityFrameworkCore;

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<User> Users { get; set; } = new();

}

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

public int Age { get; set; }

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

Создадим и используем пару скомпилированных запросов.

using Microsoft.EntityFrameworkCore;

Func<ApplicationContext, int, User?> userById =

EF.CompileQuery((ApplicationContext db, int id) =>

db.Users.Include(c => c.Company).FirstOrDefault(c => c.Id == id));

Func<ApplicationContext, string, int, IEnumerable<User>> usersByNameAndAge =

EF.CompileQuery((ApplicationContext db, string name, int age) =>

db.Users.Include(c => c.Company)

.Where(u => EF.Functions.Like(u.Name!, name) && u.Age > age));

// добавляем данные для тестирования

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем базу данных

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

Company microsoft = new Company { Name = "Microsoft" };

Company google = new Company { Name = "Google" };

db.Companies.AddRange(microsoft, google);

User tom = new User { Name = "Tom", Age = 36, Company = microsoft };

User bob = new User { Name = "Bob", Age = 39, Company = google };

User alice = new User { Name = "Alice", Age = 28, Company = microsoft };

User kate = new User { Name = "Kate", Age = 25, Company = google };

User tomas = new User { Name = "Tomas", Age = 30, Company = microsoft };

User tomek = new User { Name = "Tomek", Age = 42, Company = google };

db.Users.AddRange(tom, bob, alice, kate, tomas, tomek);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

var user = userById(db, 1);

if (user != null) Console.WriteLine($"{user.Name} - {user.Age} \n");

var users = usersByNameAndAge(db, "%Tom%", 30).ToList();

foreach (var u in users)

Console.WriteLine($"{u.Name} - {u.Age}");

}

Здесь определены два делегата, которые фактически представляют два запроса - userById (ищет пользователя по id) и usersByNameAndAge (ищет пользователей по имени и возрасту).

Делегат userById принимает два входных параметра - контекст данных и id объекта и выходной параметр - найденный объект User. В метод EF.CompileQuery для компиляции запроса передается лямбда-выражение, параметры которого - это входные параметры делегата, а тело которого - собственно набор выражений LINQ:

using Microsoft.EntityFrameworkCore;

Func<ApplicationContext, int, User?> userById =

EF.CompileQuery((ApplicationContext db, int id) =>

db.Users.Include(c => c.Company).FirstOrDefault(c => c.Id == id));

Делегат usersByNameAndAge принимает три входных параметра - контекст данных, часть имя пользователя и его возраст. Выходной параметр - набор объектов в виде типа IEnumerable<User>. Этот делегат также передает в EF.CompileQuery свои входные параметры и получает некоторый результат:

using Microsoft.EntityFrameworkCore;

Func<ApplicationContext, string, int, IEnumerable<User>> usersByNameAndAge =

EF.CompileQuery((ApplicationContext db, string name, int age) =>

db.Users.Include(c => c.Company)

.Where(u => EF.Functions.Like(u.Name!, name) && u.Age > age));

Затем через данные делегаты мы сможем многократно выполнять соответствующие запросы:

if (user != null) Console.WriteLine($"{user.Name} - {user.Age} \n");

var users = usersByNameAndAge(db, "%Tom%", 30).ToList();

В итоге в данном случае мы получим следующий консольный вывод:
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## Проекция запросов на представления

Обычно таблица в базе данных сопоставляется с определенным классом модели в Entity Framework. Но EF Core также позволяет сопоставлять наборы DbSet в контексте данных с представлениями в базе данных, а классы C# - с данными, которые возвращаются этими представлениями.

При определении классов, которые будут сопоставляться с данными представлений, следует учитывать следующие ограничения:

* Для них не надо определять первичный ключ
* Изменения в подобных типах не отлеживаются контекстом данных.
* Мы можем получать данные подобных типов. Но мы не можем добавлять, изменять или удалять объекты подобных типов.
* Классы сущностей не могут содержать навигационные свойства на подобные типы.

Рассмотрим простой пример. Допустим у нас есть следующие классы сущностей товара и производящей его компании:

public class Product

{

public int Id { get; set; }

public string? Name { get; set; }

public int Price { get; set; } // цена

public int TotalCount { get; set; } // количество единиц данного товара

public int CompanyId { get; set; }

public Company? Company { get; set; }

}

public class Company

{

public int Id { get; set; }

public string? Name { get; set; }

public List<Product> Products { get; set; } = new();

}

Каждая из этих сущностей будет сопоставляться с определенной таблицей в бд. Но, допустим, мы хотим группировать выборку по каждой компании и получать количество товаров компании и их полную сумму. Для этого мы можем использовать разные способы. Например, написать SQL-запрос и получать его результаты или написать представление в бд. В данном случае мы создадим представление. Но в начале определим следующий класс, который будет сопоставляться с представлением:

public class CompanyProductsGroup

{

public string? CompanyName { get; set; }

public int ProductCount { get; set; } // количество товаров

public int TotalSum { get; set; } // совокупная цена всех товаров компании

}

Данный класс и будет представлять тип, который будет сопоставляться не с таблицей, а с данными представления, которое мы создадим позже.

Далее определим контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<Product> Products { get; set; } = null!;

public DbSet<Company> Companies { get; set; } = null!;

public DbSet<CompanyProductsGroup> ProductsByCompany { get; set; } = null!;

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<CompanyProductsGroup>(pc =>

{

pc.HasNoKey();

pc.ToView("View\_ProductsByCompany");

});

}

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlite("Data Source=helloapp.db");

}

}

В классе контекста данных мы видим, что определено свойство public DbSet<CompanyProductsGroup> ProductsByCompany { get; set; }. Однако в отличие от других наборов DbSet оно будет сопоставляться с представлением. Для этого для этого типа в методе OnModelCreating() определяются две важные настройки.

Во-первых, указывается, что данная сущность (CompanyProductsGroup) не будет содержать ключа:

pc.HasNoKey();

Во-вторых, указывается, что данныя сущность будет сопоставляться с представлением БД:

pc.ToView("View\_ProductsByCompany");

В данном случае представление называется "View\_ProductsByCompany". Оно уже может существовать в базе данных, а может отсутствовать. Далее мы создадим это представление.

Теперь используем все это в программе:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

// создаем представление

db.Database.ExecuteSqlRaw(@"CREATE VIEW View\_ProductsByCompany AS

SELECT c.Name AS CompanyName, Count(p.Id) AS ProductCount, Sum(p.Price \* p.TotalCount) AS TotalSum

FROM Companies c

INNER JOIN Products p on p.CompanyId = c.Id

GROUP BY c.Name");

// добавляем начальные данные

Company c1 = new Company { Name = "Apple" };

Company c2 = new Company { Name = "Samsung" };

Company c3 = new Company { Name = "Huawei" };

db.Companies.AddRange(c1, c2, c3);

Product p1 = new Product { Name = "iPhone X", Company = c1, Price = 70000, TotalCount = 2 };

Product p2 = new Product { Name = "iPhone 8", Company = c1, Price = 40000, TotalCount = 4 };

Product p3 = new Product { Name = "Galaxy S9", Company = c2, Price = 42000, TotalCount = 3 };

Product p4 = new Product { Name = "Galaxy A7", Company = c2, Price = 14000, TotalCount = 5 };

Product p5 = new Product { Name = "Honor 9", Company = c3, Price = 17000, TotalCount = 7 };

db.Products.AddRange(p1, p2, p3, p4, p5);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

// обращаемся к представлению

var companyProducts = db.ProductsByCompany.ToList();

foreach (var item in companyProducts)

{

Console.WriteLine($"Company: {item.CompanyName} Models: {item.ProductCount} Sum: {item.TotalSum}");

}

}

Для ясности я разделил блок инициализации БД и блок выборки из БД. В первом блоке using, где происходить инициализация базы начальными данными, также добавляется представление с помощью команды CREATE VIEW. (Предсталение можно естественно создать и вручную непосредственно в самой базе данных). Это представление как раз и отвечает за группировку данных. Обратите внимание, что название представления - "View\_ProductsByCompany" совпадает с названием представления, с которым сопоставляется класс CompanyProductsGroup, а структура класса совпадает со структорой данных, которые возвращает представление.

db.Database.ExecuteSqlRaw(@"CREATE VIEW View\_ProductsByCompany AS

SELECT c.Name AS CompanyName, Count(p.Id) AS ProductCount, Sum(p.Price \* p.TotalCount) AS TotalSum

FROM Companies c

INNER JOIN Products p on p.CompanyId = c.Id

GROUP BY c.Name");

Далее мы можем получить данные через это представление также, как мы получаем данные из таблиц:

var companyProducts = db.ProductsByCompany.ToList();

Консольный вывод программы:
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## Хранение истории изменений

Начиная с версии 6.0 Entity Framework Core позволяет воспользоваться возможностями SQL Server по хранению истории изменений в таблице. То есть SQL Server может автоматически отслеживать все операции с данными в таблице благодаря созданию параллельной таблицы, которая хранит историю изменений. Благодаря этому мы можем извлечить те ранее измененные данные. Это может быть полезно для изучения истории изменений или восстановления данных в случае каких-то поломок или нежелательного изменения.

Допустим, у нас будет следующая сущность:

public class User

{

public int Id { get; set; }

public string? Name { get; set; }

}

Определим следующий контекст данных:

using Microsoft.EntityFrameworkCore;

public class ApplicationContext : DbContext

{

public DbSet<User> Users { get; set; } = null!;

protected override void OnConfiguring(DbContextOptionsBuilder optionsBuilder)

{

optionsBuilder.UseSqlServer(@"Server=(localdb)\mssqllocaldb;Database=helloappdb;Trusted\_Connection=True;");

}

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder

.Entity<User>()

.ToTable("Users", t => t.IsTemporal());

}

}

Для установки таблицы как временной в методе ToTable() в качестве второго параметра - делегата, который настраивает таблицу, передается выражение t => t.IsTemporal(). Метод IsTemporal() указывает, что для таблицы будет храниться история изменений.

В итоге на уровне MS SQL Server будет создана следующая таблица:

CREATE TABLE[dbo].[Users] (

[Id] INT IDENTITY(1, 1) NOT NULL,

[Name] NVARCHAR (MAX) NULL,

[PeriodEnd] DATETIME2 (7) GENERATED ALWAYS AS ROW END HIDDEN NOT NULL,

[PeriodStart] DATETIME2 (7) GENERATED ALWAYS AS ROW START HIDDEN NOT NULL,

PERIOD FOR SYSTEM\_TIME ([PeriodStart], [PeriodEnd])

)

WITH(SYSTEM\_VERSIONING = ON(HISTORY\_TABLE =[dbo].[UsersHistory], DATA\_CONSISTENCY\_CHECK = ON));

Здесь мы можем заметить, что SQL Server создает два дополнительных столбца PeriodEnd и PeriodStart, которые имеют тип datetime2. Эти столбцы устанавливают временной интервал, в течение которого существует строка.

Кроме того, здесь генерируется ассоциированная таблица "UsersHistory" для хранения истории изменений.

С подобной таблицей мы можем работать как с обычной таблицей. Например, добавление и получение данных:

using (ApplicationContext db = new ApplicationContext())

{

// пересоздаем бд

db.Database.EnsureDeleted();

db.Database.EnsureCreated();

User tom = new User { Name = "Tom" };

db.Users.Add(tom);

db.SaveChanges();

}

using (ApplicationContext db = new ApplicationContext())

{

// получаем объекты из бд

var users = db.Users.ToList();

foreach (User u in users)

{

Console.WriteLine(u.Name);

}

}

Теперь посмотрим, что произойдет, если мы изменим данные:

using (ApplicationContext db = new ApplicationContext())

{

// изменение

var user = db.Users.FirstOrDefault(u => u.Name == "Tom");

if (user != null)

{

user.Name = "Bob";

// сохраняем изменения

db.SaveChanges();

// еще раз изменяем

user.Name = "Sam";

// сохраняем изменения

db.SaveChanges();

Console.WriteLine(user.Name);

}

}

### Получение данных из таблицы истории

using (ApplicationContext db = new ApplicationContext())

{

// изменение

var user = db.Users.FirstOrDefault(u => u.Name == "Sam");

if (user != null)

{

var userEntry = db.Entry(user);

var createdAt = userEntry.Property<DateTime>("PeriodStart").CurrentValue;

var deletedAt = userEntry.Property<DateTime>("PeriodEnd").CurrentValue;

Console.WriteLine($"пользователь {user.Name}");

Console.WriteLine($"Дата создания: {createdAt}");

Console.WriteLine($"Дата удаления {deletedAt}");

}

}

Хотя в сущности User для столбцов PeriodEnd и PeriodStart нет соответствующих свойств, тем не менее мы можем сначала получить отслеживаемый объект через

var userEntry = db.Entry(user);

А затем через метод Property() получить значение столбцов в виде значения DateTime:

var createdAt = userEntry.Property<DateTime>("PeriodStart").CurrentValue;

var deletedAt = userEntry.Property<DateTime>("PeriodEnd").CurrentValue;

Стоит отметить, что поскольку строка еще существует, то столбец "PeriodEnd" будет содержать максимально возможное значение.

Кроме того, EF Core поддерживает ряд методов, которые позволяют получать данные истории:

* TemporalAsOf: возвращает строки, в которых хранится состояние объекта на определенную дату. Для каждого объекта возвращается одна строка.
* TemporalAll: возвращает все строки.
* TemporalFromTo: возвращает все строки, в которых сохранено состояние объекта между двумя датами.
* TemporalBetween: аналогично предыдущему варианту за тем исключением, что также возвращается строки с состоянием объекта непоседствнно в момент конечной даты.
* TemporalContainedIn: возвращает все строки с состоянием объекта, который существовал непосредственно на момент начальной и конечной дат.

Чтобы задействовать эти методы, необходимо подключить пространство имен using Microsoft.EntityFrameworkCore;

Например, получим всю историю по ранее измененому пользователю:

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var history = db.Users.TemporalAll()

.Where(u => u.Id == 1)

.OrderBy(e => EF.Property<DateTime>(e, "PeriodStart"))

.Select(u => new

{

User = u,

Start = EF.Property<DateTime>(u, "PeriodStart"),

End = EF.Property<DateTime>(u, "PeriodEnd")

}).ToList();

Console.WriteLine("История по пользователю с id=1");

foreach (var item in history)

{

Console.WriteLine($"{item.User.Name} from {item.Start} to {item.End}");

}

}

Консольный вывод в моем случае:
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Для методов TemporalFromTo, TemporalBetween и TemporalContainedIn передаются начальная и конечная даты

using Microsoft.EntityFrameworkCore;

var history = db.Users

.TemporalBetween(

new DateTime(2021, 11, 24, 12, 48, 48),

new DateTime(2021, 11, 24, 14, 35, 15))

.Where(u => u.Id == 1)

.OrderBy(e => EF.Property<DateTime>(e, "PeriodStart"))

.Select(u => new

{

User = u,

Start = EF.Property<DateTime>(u, "PeriodStart"),

End = EF.Property<DateTime>(u, "PeriodEnd")

}).ToList();

Для метода TemporalAsOf() передается одна дата:

var history = db.Users

.TemporalAsOf(new DateTime(2021, 11, 24, 12, 48, 48))

.Where(u => u.Id == 1)

.ToList();

### Восстановление данных

Получив состояние с помощью одного из выше описанных методов, мы можем сохранить данное состояние в бд:

// удаляем пользователя

using Microsoft.EntityFrameworkCore;

using (ApplicationContext db = new ApplicationContext())

{

var sam = db.Users.Find(1);

if (sam != null)

{

db.Users.Remove(sam);

db.SaveChanges();

Console.WriteLine("Пользователь удален");

}

}

// восстанавливаем пользователя

using (ApplicationContext db = new ApplicationContext())

{

// получаем состояние удаленного пользователя

var user = db.Users.TemporalAsOf(new DateTime(2021, 11, 24, 13, 0, 0))

.FirstOrDefault(u => u.Id == 1);

if (user != null)

{

// запускаем транзакцию

using (var transaction = db.Database.BeginTransaction())

{

// отключаем автоматогенерацию идентификатор по добавлению

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] ON");

db.Users.Add(user);

db.SaveChanges();

// включаем автогенерацию идентификаторов обратно

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] OFF");

db.Database.CommitTransaction();

Console.WriteLine("Пользователь восстановлен");

}

}

}

// проверяем наличие пользователя

using (ApplicationContext db = new ApplicationContext())

{

var tom = db.Users.Find(1);

if (tom != null)

{

Console.WriteLine($"Пользователь {tom.Name}");

}

}

Данный код делится на ти части. Вначале удаляем пользователя с id = 1:

db.Users.Remove(sam);

db.SaveChanges();

После этого объект User удален из таблицы Users. Однако в таблице истории UseHistoryTable данные о нем остались.

Во второй части кода восстанавливаем пользователя:

var user = db.Users.TemporalAsOf(new DateTime(2021, 11, 24, 13, 0, 0))

.FirstOrDefault(u => u.Id == 1);

То есть в данном случае я извлекаю из таблицы с историей состояние объекта с id =1 на момент 24/11/2021 13:00:00. В этот момент времени у удаленного пользователя свойство Name было равно.

Полученный объект также будет представлять класс User и поэтому мы его можем обратно добавить в таблицу:

db.Users.Add(user);

db.SaveChanges();

Однако в данном случае мы можем столкнуться с проблемой: для таблицы автоматически генерируется значение для свойства-иденификатора Id. А востановленный и заново добавляемый объект уже имет Id. В этом случае запускаем транзакцию, в которой выполняем три действия:

using (var transaction = db.Database.BeginTransaction())

{

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] ON");

db.Users.Add(user);

db.SaveChanges();

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] OFF");

db.Database.CommitTransaction();

}

Сначала отключаем автогенерацию иденификаторов для таблицы Users:

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] ON");

После этого мы сможем добавить объект с уже установленным Id:

db.Users.Add(user);

После добавления объекта заново включаем автогенерацию идентификаторов

db.Database.ExecuteSqlRaw("SET IDENTITY\_INSERT [dbo].[Users] OFF");

Но естественно, если используются дугую способы генерации id, то подобные махинации с отключением/включением автогенерации иденификаторов могут не понадобиться.

В третьей части кода проверяем наличие восстановленного объекта:

var tom = db.Users.Find(1);

### Настройка таблицы истории

Entity Framework также позволяет настроить таблицу, которая будет хранить историю изменений

using Microsoft.EntityFrameworkCore;

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder

.Entity<User>()

.ToTable("Users", t => t.IsTemporal(

h =>

{

h.HasPeriodStart("CreatedAt");

h.HasPeriodEnd("DeletedAt");

h.UseHistoryTable("PeopleDataHistory");

}));

}

В данном случае таблица для хранения истории будет называться PeopleDataHistory, а столбцы, которые задают временной интервал, - "CreatedAt" и "DeletedAt".