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##Prime Numbers

#this line will be executed first  
  
print("Numeros Primos")

## [1] "Numeros Primos"

for(i in 2:100){  
 cont <- 0  
 for (k in 1:i) {  
 if(i %% k == 0){  
 cont=cont+1  
   
 }  
 }  
 if(cont<=2){  
 print(i)  
 }  
}

## [1] 2  
## [1] 3  
## [1] 5  
## [1] 7  
## [1] 11  
## [1] 13  
## [1] 17  
## [1] 19  
## [1] 23  
## [1] 29  
## [1] 31  
## [1] 37  
## [1] 41  
## [1] 43  
## [1] 47  
## [1] 53  
## [1] 59  
## [1] 61  
## [1] 67  
## [1] 71  
## [1] 73  
## [1] 79  
## [1] 83  
## [1] 89  
## [1] 97

In the first line of code the range of numbers from 2 to 100 is traversed by means of a for loop, in the next line a variable is declared which is initialized to 0, in the third line of code with the help of another for loop and a new variable “K” which is in the range 1 to i, in the next line of code with the help of a conditional if the module between the operation of the variables i/k is taken, if the module is equal to 0, the variable cont will add +1, once this cycle is closed, with the help of a second conditional it is verified that the variable cont is not greater than 2, if it fulfills this condition the number is printed on the screen.

## First the library is loaded

library(nycflights13)  
library(tidyverse)

## ── Attaching packages ─────────────────────────────────────── tidyverse 1.3.2 ──  
## ✔ ggplot2 3.4.0 ✔ purrr 1.0.1  
## ✔ tibble 3.1.8 ✔ dplyr 1.1.0  
## ✔ tidyr 1.3.0 ✔ stringr 1.5.0  
## ✔ readr 2.1.3 ✔ forcats 1.0.0  
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

library(ggplot2)

These libraries are loaded into RStudio so that the functions and objects they contain can be used. For example, take the nycflights13 library, which contains a set of New York City flight data that can be used for analysis and visualization. By loading this library, you can access this data and use it in your code. The Tidyverse library is a collection of data analysis packages, including ggplot2 (for visualization), dplyr (for data processing), tidyr (for cleaning and transforming data) and others. By loading this library, the functions of these packages can be used more easily and the syntax between them is consistent. Finally, the ggplot2 library is one of the most widely used libraries for creating statistical plots in R. By loading this library, you can use the functions you need to create attractive and customized visualizations in R.

## We assign the dataset

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights

The dataframe is assigned to a new variable with the assignment operator “<-” the dataframe will be stored under the name “Bd”.

## First point 5.2.4

#Ítem 1 Flights that had an arrival delay of two or more hours.

#'Se crea una nueva funcion  
#'con el llamado a la función se extrae todos los vuelos con 2 horas o mas de retrasos  
#'@return Vuelos con 2 o mas horas de retraso  
#'@examples R2 <- RetrasoMas2Horas()  
RetrasoMas2Horas <- function(){  
 RetrasoM2Horas <- Bd %>%  
 filter(arr\_delay>=120, dep\_delay>=120)  
}

In this code, the nycflights13 library and dplyr are loaded and linked using the %>% function. In the second line, use the filter() function to filter out flights with a delay of two hours or more and store the result in the “RetrasoM2Horas” variable.

The following is a list of the new Dataset

R2 <- RetrasoMas2Horas()  
 ggplot(data = R2, aes(x = carrier)) +  
 geom\_bar() +  
 ggtitle("Aerolíneas con más vuelos retrasados") +  
 xlab("Aerolínea") +  
 ylab("Cantidad de vuelos retrasados")
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#ítem 2 Fly to Houston ( IAH o HOU)

#'Se realiza una nueva función para conocer los vuelos que salierón a Houston  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que salieron a Houston  
#'@examples Vh <- VuelosHouston()  
#'@return retorna los vuelos a Houston  
VuelosHouston <- function(){  
 VueloHouston <- Bd %>%  
 filter(dest=="IAH"| dest=="HOU")  
}

In this code, the “Bd” dataframe is used and linked to “VueloHouston” using the %>% function. In the second line, use the filter() function to filter the flights that were made to houston and store the result in the variable “VueloHouston.”

The following is a list of the new Dataset

Vh <- VuelosHouston()  
ggplot(data = Vh, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos a Houston") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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#ítem3 Flights that were operated by United, American or Delta

#'Se realiza una nueva función para conocer los vuelos que fueron operados por United, American y Delta  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que fueron operados por United, American y Delta  
#'@examples Op <- VoperadosUUAUDL()  
#'@return retorna los vuelos que fueron operados por United, American y Delta  
VoperadosUUAUDL <- function(){  
 OperadosAAUADL <- Bd %>%  
 filter(carrier=="AA" | carrier=="UA" | carrier=="DL")  
}

In this code, the dataframe Bd is used and linked to OperadosAAUADL using the function %>%. In the second line, use the filter() function to filter the flights operated by United, American and Delta airlines and store the result in the variable OperadosAAUADL.”

The following is a list of the new Dataset

Op <- VoperadosUUAUDL()  
ggplot(data = Op, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos operados por United, American y Delta") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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#Ítem 4 Flights departing in summer (July, August and September)

#'Se realiza una nueva función para conocer los vuelos que salierón en verano  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que salierón en verano  
#'@examples Sv <- SalidaVerano()  
#'@return retorna los vuelos que salierón en verano  
SalidaVerano <- function(){  
 SalidaVeranon <- Bd%>%  
 filter(month==7 | month==8 | month==9)  
}

In this code, the Bd dataframe is used and linked to the SalidaVerano function %>%. In the second line, use the filter() function to filter the flights that departed in summer and store the result in the variable SalidaVerano.

The following is a list of the new Dataset

Sv <- SalidaVerano()  
ggplot(data = Sv, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos que salieron en verano") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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#ítem 5 Flights that arrived more than two hours late, but did not leave late

#'Se realiza una nueva función para conocer los vuelos que se retrasaron al menos 1 hora  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que se retrasaron al menos 1 hora  
#'@examples R1h <- RetrasoAlM1hora()  
#'@return retorna los vuelos que se retrasaron al menos 1 hora  
RetrasoAlM1hora <- function(){  
 RetrasaronPr <- Bd %>%  
 filter(dep\_delay>=60)  
}

In this code, the dataframe “Bd” is used and linked to “LlegoTarde” with the function %>%. In the second line, use the filter() function to filter out flights that arrived late but left on time and store the result in the variable “LlegoTarde.”

The following is a list of the new Dataset

R1h <- RetrasoAlM1hora()  
ggplot(data = R1h, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos que se retrasaron al menos una hora") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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#Ítem 6

Flights that were delayed at least one hour, but made up more than 30 minutes in flight

#'Se realiza una nueva función para conocer los vuelos que se retrasaron al menos 1 hora  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que se retrasaron al menos 1 hora  
#'@examples R1h <- RetrasoAlM1hora()  
#'@return retorna los vuelos que se retrasaron al menos 1 hora  
RetrasoAlM1hora <- function(){  
 RetrasaronPr <- Bd %>%  
 filter(dep\_delay>=60)  
}

In this code, the dataframe Bd is used and linked to DelayedPr with the function %>%. In the second line, use the filter() function to filter out flights that arrived late but left on time and store the result in the DelayedPr variable.

The following is a list of the new Dataset

R1h <- RetrasoAlM1hora()  
ggplot(data = R1h, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos que se retrasaron al menos una hora") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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#ítem 7 Flights departing between midnight and 6 a.m. (included)

#'Se realiza una nueva función para conocer los vuelos que salieron entre la media noche hasta las 6 de la mañana  
#'Con el llamado a la funcion VuelosHouston se extrae todos los vuelos que salieron entre la media noche hasta las 6 de la mañana  
#'@examples Ve12To6 <- Vuelos12To6()  
#'@return retorna los vuelos que salieron entre la media noche hasta las 6 de la mañana  
Vuelos12To6 <- function(){  
 Salida12amto6am <- Bd %>%  
 filter(hour>=0 & hour<=6)  
}

In this code, the dataframe Bd is used and linked to RetDeparture12amto6pm with the function %>%. In the second line, use the filter() function to filter the flights that departed between midnight and 6am and store the result in the variable Depart12amto6pm.

The following is a list of the new Dataset

Ve12To6 <- Vuelos12To6()  
ggplot(data = Ve12To6, aes(x = carrier)) +  
geom\_bar() +  
ggtitle("Vuelos que salierón entre la medianoche y las 6 a. m.") +  
xlab("Aerolínea") +  
ylab("Cantidad de vuelos")
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##Second Point 5.2.4 #ítem 1 Another useful dplyr filtering helper is between(). What does it do? Can you use it to simplify the code needed to answer the above challenges?

#Example 1 We will select flights that departed between 6 and 8 am:

Between1 <- Bd %>%   
 filter(between(hour, 6, 8))

The new Dataset is as follows

Between1

## # A tibble: 76,014 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 554 600 -6 812 837 -25 DL   
## 2 2013 1 1 555 600 -5 913 854 19 B6   
## 3 2013 1 1 557 600 -3 709 723 -14 EV   
## 4 2013 1 1 557 600 -3 838 846 -8 B6   
## 5 2013 1 1 558 600 -2 753 745 8 AA   
## 6 2013 1 1 558 600 -2 849 851 -2 B6   
## 7 2013 1 1 558 600 -2 853 856 -3 B6   
## 8 2013 1 1 558 600 -2 924 917 7 UA   
## 9 2013 1 1 558 600 -2 923 937 -14 UA   
## 10 2013 1 1 559 600 -1 941 910 31 AA   
## # … with 76,004 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

#Example 2 We will select flights departing in May or June:

Between2 <- Bd%>%   
 filter(between(month, 5, 6))

The new Dataset is as follows

Between2

## # A tibble: 57,039 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 5 1 9 1655 434 308 2020 408 VX   
## 2 2013 5 1 451 500 -9 641 640 1 US   
## 3 2013 5 1 537 540 -3 836 840 -4 AA   
## 4 2013 5 1 544 545 -1 818 827 -9 UA   
## 5 2013 5 1 548 600 -12 831 854 -23 B6   
## 6 2013 5 1 549 600 -11 804 810 -6 MQ   
## 7 2013 5 1 553 600 -7 700 712 -12 EV   
## 8 2013 5 1 553 600 -7 655 701 -6 US   
## 9 2013 5 1 554 600 -6 731 756 -25 DL   
## 10 2013 5 1 554 600 -6 707 725 -18 UA   
## # … with 57,029 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

#Example 3 We will select flights that arrived on time (i.e. no delays):

Between3 <- Bd %>%   
 filter(between(arr\_delay, -1, 0))

The new Dataset is as follows

Between3

## # A tibble: 10,855 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 627 630 -3 1018 1018 0 US   
## 2 2013 1 1 732 735 -3 857 858 -1 B6   
## 3 2013 1 1 758 800 -2 1053 1054 -1 B6   
## 4 2013 1 1 807 810 -3 1043 1043 0 DL   
## 5 2013 1 1 931 930 1 1237 1238 -1 B6   
## 6 2013 1 1 956 1000 -4 1241 1241 0 DL   
## 7 2013 1 1 1042 1040 2 1325 1326 -1 B6   
## 8 2013 1 1 1124 1125 -1 1445 1445 0 DL   
## 9 2013 1 1 1219 1220 -1 1415 1415 0 AA   
## 10 2013 1 1 1240 1235 5 1415 1415 0 MQ   
## # … with 10,845 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

#Example 4 We will select flights that arrived on time (i.e. no delays):

Between4 <- Bd %>%   
 filter(between(dep\_delay, 1, 30) & between(arr\_delay, 31, Inf))

The new Dataset is as follows

Between4

## # A tibble: 8,032 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 542 540 2 923 850 33 AA   
## 2 2013 1 1 608 600 8 807 735 32 MQ   
## 3 2013 1 1 702 700 2 1058 1014 44 B6   
## 4 2013 1 1 933 904 29 1252 1210 42 B6   
## 5 2013 1 1 1003 959 4 1408 1329 39 US   
## 6 2013 1 1 1123 1110 13 1410 1336 34 UA   
## 7 2013 1 1 1208 1158 10 1540 1502 38 B6   
## 8 2013 1 1 1222 1159 23 1512 1429 43 EV   
## 9 2013 1 1 1246 1225 21 1424 1348 36 B6   
## 10 2013 1 1 1252 1245 7 1624 1550 34 AA   
## # … with 8,022 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

#Example 5 We will select flights that arrived on time (i.e. no delays):

Between4 <- Bd %>%   
 filter(between(dep\_delay, 1, 30) & between(arr\_delay, 31, Inf))

The new Dataset is as follows

Between4

## # A tibble: 8,032 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 542 540 2 923 850 33 AA   
## 2 2013 1 1 608 600 8 807 735 32 MQ   
## 3 2013 1 1 702 700 2 1058 1014 44 B6   
## 4 2013 1 1 933 904 29 1252 1210 42 B6   
## 5 2013 1 1 1003 959 4 1408 1329 39 US   
## 6 2013 1 1 1123 1110 13 1410 1336 34 UA   
## 7 2013 1 1 1208 1158 10 1540 1502 38 B6   
## 8 2013 1 1 1222 1159 23 1512 1429 43 EV   
## 9 2013 1 1 1246 1225 21 1424 1348 36 B6   
## 10 2013 1 1 1252 1245 7 1624 1550 34 AA   
## # … with 8,022 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

## Point 5.3.1

## Point 5.3.1

#1 Point

-The function “arrange()” its a function that can be used to organice treams of data for 1 or more variables

-The function na.rom its used to erase trash data, o skip N/A

## 2 Point A

* Now we are going to add the code of the 2nd point:

library(nycflights13)  
library(tidyverse)  
  
nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
latest\_flights <- Bd%>%  
 filter(arr\_delay>120)  
  
latest\_flights

## # A tibble: 10,034 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 811 630 101 1047 830 137 MQ   
## 2 2013 1 1 848 1835 853 1001 1950 851 MQ   
## 3 2013 1 1 957 733 144 1056 853 123 UA   
## 4 2013 1 1 1114 900 134 1447 1222 145 UA   
## 5 2013 1 1 1505 1310 115 1638 1431 127 EV   
## 6 2013 1 1 1525 1340 105 1831 1626 125 B6   
## 7 2013 1 1 1549 1445 64 1912 1656 136 EV   
## 8 2013 1 1 1558 1359 119 1718 1515 123 EV   
## 9 2013 1 1 1732 1630 62 2028 1825 123 EV   
## 10 2013 1 1 1803 1620 103 2008 1750 138 MQ   
## # … with 10,024 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

-You have to declare the variable ‘lated\_flights’ and then we call the package Bd that contains each one of the variables from the flights

-With the operator “<-”, we create a filter with the function filter to the variable “lated\_flights”

## 2 Point B

You can also embed plots, for example:

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
earliest\_flights <- Bd%>%  
 filter(dep\_delay< -10)   
earliest\_flights

## # A tibble: 6,578 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 839 850 -11 1027 1035 -8 MQ   
## 2 2013 1 1 940 955 -15 1226 1220 6 MQ   
## 3 2013 1 1 946 959 -13 1146 1202 -16 EV   
## 4 2013 1 1 1716 1730 -14 1947 1953 -6 F9   
## 5 2013 1 1 1849 1900 -11 2131 2129 2 FL   
## 6 2013 1 1 2030 2045 -15 2150 2225 -35 AA   
## 7 2013 1 1 2217 2229 -12 249 315 -26 B6   
## 8 2013 1 2 1102 1115 -13 1430 1425 5 AA   
## 9 2013 1 2 1416 1429 -13 1736 1803 -27 UA   
## 10 2013 1 2 1444 1455 -11 1607 1628 -21 B6   
## # … with 6,568 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

-We declare the variable ‘earliest\_flights’ and then we call the package Bd that contains each variable of the flights

-With the operator “<-”, we create a filter with the function filter to the variable “earliest\_flights”

##3 Point

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
fastest\_flights <- Bd%>%  
 filter(hour>1)  
fastest\_flights

## # A tibble: 336,775 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,765 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

-We declare the variable ‘fastest\_flights’ and then we call the package Bd that contains each variable of the flights

-With the operator “<-”, we create a filter with the function filter to the variable “fastest\_flights”

##4 Point A

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
fartest\_flights <- Bd%>%  
 filter(distance>=4000)  
fartest\_flights

## # A tibble: 707 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 857 900 -3 1516 1530 -14 HA   
## 2 2013 1 1 1344 1344 0 2005 1944 21 UA   
## 3 2013 1 2 909 900 9 1525 1530 -5 HA   
## 4 2013 1 2 1344 1344 0 1940 1944 -4 UA   
## 5 2013 1 3 914 900 14 1504 1530 -26 HA   
## 6 2013 1 3 1418 1341 37 2006 1935 31 UA   
## 7 2013 1 4 900 900 0 1516 1530 -14 HA   
## 8 2013 1 4 1343 1341 2 1932 1935 -3 UA   
## 9 2013 1 5 858 900 -2 1519 1530 -11 HA   
## 10 2013 1 5 1329 1335 -6 1850 1935 -45 UA   
## # … with 697 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

-We declare the variable ‘fartest\_flights’ and then we call the package Bd that contains each variable of the flights

-With the operator “<-”, we create a filter with the function filter to the variable “fartest\_flights”

##4 Point B

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
shortest <- Bd%>%  
 filter(distance<90)  
shortest

## # A tibble: 50 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 3 2127 2129 -2 2222 2224 -2 EV   
## 2 2013 1 4 1240 1200 40 1333 1306 27 EV   
## 3 2013 1 4 1829 1615 134 1937 1721 136 EV   
## 4 2013 1 4 2128 2129 -1 2218 2224 -6 EV   
## 5 2013 1 5 1155 1200 -5 1241 1306 -25 EV   
## 6 2013 1 6 2125 2129 -4 2224 2224 0 EV   
## 7 2013 1 7 2124 2129 -5 2212 2224 -12 EV   
## 8 2013 1 8 2127 2130 -3 2304 2225 39 EV   
## 9 2013 1 9 2126 2129 -3 2217 2224 -7 EV   
## 10 2013 1 10 2133 2129 4 2223 2224 -1 EV   
## # … with 40 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

-We declare the variable ‘shortest’ and then we call the package Bd that contains each variable of the flights

-With the operator “<-”, we create a filter with the function filter to the variable “shortest”

## Solution 5.5.2

# ítem1

Bd <- nycflights13::flights  
Solucion1 <- Bd %>%  
 mutate(dep\_time\_mins = (dep\_time %/% 100) \* 60 + (dep\_time %% 100),  
 sched\_dep\_time\_mins = (sched\_dep\_time %/% 100) \* 60 + (sched\_dep\_time %% 100))  
##head(flights[, c("dep\_time", "dep\_time\_mins", "sched\_dep\_time", "sched\_dep\_time\_mins")])

En esta expresión, usamos el operador %/% para obtener la parte entera de una hora y el operador %% para obtener la parte fraccionaria de una hora, luego multiplicamos la parte entera por 60 para convertirla en minutos y sumamos un decimal. a minutos para que podamos expresar más convenientemente dev\_time y sched\_dev\_time en variables minutos desde la medianoche, la función mutate() se usa para agregar nuevas variables al conjunto de datos original.

The new Dataset is as follows

Solucion1

## # A tibble: 336,776 × 21  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 11 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, dep\_time\_mins <dbl>,  
## # sched\_dep\_time\_mins <dbl>, and abbreviated variable names ¹​sched\_dep\_time,  
## # ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

# Ítem 2

When comparing air\_time with arr\_time - dep\_time, we expect a linear relationship between the two variables. air\_time is the actual flight time and arr\_time - dep\_time is the time from departure to arrival, including the actual flight time plus any delays en route. We can compare two variables using a scatter plot to see if there is a linear relationship. In the ggplot2 library, we can create scatter plots by plotting points using the ggplot() function and the geom\_point() function:

## Warning: Removed 9430 rows containing missing values (`geom\_point()`).

![](data:image/png;base64,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)

What we see is a massive diffuse point cloud. Although we can see a linear trend in the cloud, there are many points that do not follow this trend. This can be due to several factors, such as weather changes or air traffic. To avoid this, we can consider filtering the data to eliminate flights with severe arrival delays, as this can significantly affect the total flight time. We can also consider other variables that may cause data variability, such as airlines or departure/destination airports.

## Point 5.6.7

* A continuacion se adjunta el codigo del 1er punto:

## 1st form (Calculation of the percentage of delayed flights)

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
X<-mean(Bd$dep\_delay, na.rm = TRUE)  
view(X)

* With this code we can calculate the average of de delay from the departure of every flight in the dataframe nycflights13.

## 2nd form (Calculation of the percentage of on-time flights)

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
sum(Bd$dep\_delay > 0, na.rm = TRUE) / nrow(Bd) \* 100

## [1] 38.13573

* With this code we can calculate the average of the puntual flights in the dataframe nycflights13.

## 3rd form (Distribution analysis)

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
Porcentaje<- sum(Bd$dep\_delay > 0, na.rm = TRUE) / nrow(Bd) \* 100  
view(Porcentaje)

* With this code we can calculate the the distribution analisis of the of every flight in the dataframe nycflights13.

##4th form (Trend analysis)

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
Distribucion<- summary(Bd$dep\_delay)  
view(Distribucion)

* This codes provide us information about the distribution of the times of delay in the dataframe nycflights13, including the medium, the standar deviation and other stadistic descriptive data

## 5th form (Root cause analysis)

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
sd(Bd$dep\_delay, na.rm = TRUE)

## [1] 40.21006

* This code can calculate the average of delay on the departure of every flight in the dataframe nycflights13.

## Point 5.7.1

## 2nd Point

* Now we are going to add the code of the 2do point:

nycflights13::flights

## # A tibble: 336,776 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 517 515 2 830 819 11 UA   
## 2 2013 1 1 533 529 4 850 830 20 UA   
## 3 2013 1 1 542 540 2 923 850 33 AA   
## 4 2013 1 1 544 545 -1 1004 1022 -18 B6   
## 5 2013 1 1 554 600 -6 812 837 -25 DL   
## 6 2013 1 1 554 558 -4 740 728 12 UA   
## 7 2013 1 1 555 600 -5 913 854 19 B6   
## 8 2013 1 1 557 600 -3 709 723 -14 EV   
## 9 2013 1 1 557 600 -3 838 846 -8 B6   
## 10 2013 1 1 558 600 -2 753 745 8 AA   
## # … with 336,766 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay

Bd <- nycflights13::flights  
  
worst\_arrive\_score <- Bd%>%  
 filter(arr\_delay==430)

-We declare the variable ‘worst\_arrive\_score’ and then we call the package Bd that contains each variable of the flights

-With the operator “<-”, we create a filter with the function filter to the variable “worst\_arrive\_score”
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where x is the value to test, left is the left boundary of the range and right is the right boundary of the range. The function returns TRUE if the value of x is between the left and right limits; otherwise, it returns FALSE. The between function is useful to perform filtering or data selection operations, here is an example performed during the execution of the assigned points where you want to know the flights that had departed between 6 and 8 o’clock.
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insertando imagen

#para asignar el nombre al chunk dejamos un espacio   
#si lo configuramos como setup se ejecutara ese chunk de primero  
#child NULL A character vector of filenames. Knitr will knit the files and place them into the ma  
#engine 'R' Knitr will evaluate the chunk in the named language, e.g. engine = 'python'. Run #names(knitr::knit\_engines$get()) to  
#see supported languages.  
#purl TRUE If FALSE, knitr will not include the chunk when running purl() to extract the source code.  
#error TRUE If FALSE, knitr will not display any error messages generated by the code.  
#comment '##' A character string. Knitr will append the string to the start of each line of results in the final document

## Point 4

A repository is created where the codes of the development of the first deliverable are found, the documentation of several functions that were included among which are functions such as: find the planes that had a delay of more than 1 hour. planes that departed during the summer flights that departed between midnight and 6 a.m. flights operated by united, delta and american the url of this repository is the following: <https://github.com/AndresFelipe120320/ProyectoR>

In the R folder the file 5.2.4 is where you can find the development of the activity points.

In the man folder you will find the documentation of the different functions created, with some examples of use.

Next you will see the function “retrieve\_answer” which according to the parameter from 1 to 6 returns the answer of point 5.2.4 item 1.

retrieve\_answer <- function(v){  
  
 if(v==1){  
 R2 <- RetrasoMas2Horas()  
 print("Vuelos retrasado mas de 2 horas")  
 return(R2)  
  
 }else if(v==2){  
 Vh <- VuelosHouston()  
 print("Vuelos a houston")  
 return(Vh)  
 }  
 else if(v==3){  
 Op <- VoperadosUUAUDL()  
 print("operados por united, america, delta")  
 return(Op)  
 }  
 else if(v==4){  
 Sv <- SalidaVerano()  
 print("Vuelos que salieron en verano")  
 return(Op)  
 }  
 else if(v==5){  
 R1h <- RetrasoAlM1hora()  
 print("Retraso de al menos 1 hora")  
 return(R1h)  
 }  
 else if(v==6){  
 Ve12To6 <- Vuelos12To6()  
 print("Vuelos de media noche a 6 de la mañana")  
 return(Ve12To6)  
 }else{  
 print("Valor no encontrado")  
 }  
}

some examples # Exmples

Retrasos <- retrieve\_answer(1)

## [1] "Vuelos retrasado mas de 2 horas"

Retrasos

## # A tibble: 8,482 × 19  
## year month day dep\_time sched\_de…¹ dep\_d…² arr\_t…³ sched…⁴ arr\_d…⁵ carrier  
## <int> <int> <int> <int> <int> <dbl> <int> <int> <dbl> <chr>   
## 1 2013 1 1 848 1835 853 1001 1950 851 MQ   
## 2 2013 1 1 957 733 144 1056 853 123 UA   
## 3 2013 1 1 1114 900 134 1447 1222 145 UA   
## 4 2013 1 1 1815 1325 290 2120 1542 338 EV   
## 5 2013 1 1 1842 1422 260 1958 1535 263 EV   
## 6 2013 1 1 1856 1645 131 2212 2005 127 AA   
## 7 2013 1 1 1934 1725 129 2126 1855 151 MQ   
## 8 2013 1 1 1938 1703 155 2109 1823 166 EV   
## 9 2013 1 1 1942 1705 157 2124 1830 174 MQ   
## 10 2013 1 1 2006 1630 216 2230 1848 222 EV   
## # … with 8,472 more rows, 9 more variables: flight <int>, tailnum <chr>,  
## # origin <chr>, dest <chr>, air\_time <dbl>, distance <dbl>, hour <dbl>,  
## # minute <dbl>, time\_hour <dttm>, and abbreviated variable names  
## # ¹​sched\_dep\_time, ²​dep\_delay, ³​arr\_time, ⁴​sched\_arr\_time, ⁵​arr\_delay