**![C:\Users\Wei Kian Chen\Desktop\champlain logo 2.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/4RB+RXhpZgAATU0AKgAAAAgAAwESAAMAAAABAAEAAIdpAAQAAAABAAAIPuocAAcAAAgMAAAAMgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADoAIABAAAAAEAAAPYoAMABAAAAAEAAAJc6hwABwAACAwAAAhoAAAAABzqAAAACAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD/4QjdaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLwA8P3hwYWNrZXQgYmVnaW49J++7vycgaWQ9J1c1TTBNcENlaGlIenJlU3pOVGN6a2M5ZCc/Pg0KPHg6eG1wbWV0YSB4bWxuczp4PSJhZG9iZTpuczptZXRhLyI+PHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIi8+PC94OnhtcG1ldGE+DQogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9J3cnPz7/2wBDAAsHCAoIBwsKCQoMDAsNEBsSEA8PECEYGRQbJyMpKScjJiUsMT81LC47LyUmNko3O0FDRkdGKjRNUkxEUj9FRkP/2wBDAQwMDBAOECASEiBDLSYtQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0NDQ0P/wAARCAEtAO4DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD1ykqjqes6fpSb7+8hg4zh25P0HU1yt78T9PEnk6XaXV/MfuhV2qf5n9KpQlLZEucY7ncUhrz8an471nmz06HTYm6NMAGH13ZP5LS/8IJrmpDOteI5WU/eihyyn8yAPyqvZpbyI9o38KOxvda02wz9rv7WEj+F5VB/KsO8+I3h62yFunnYdoomP6nA/WoLL4ZaDbkGdbm6I/56SYH/AI6B/OtmDw5oWmxhl06yjC/xvGCR/wACbJ/Wj92t7sLzZzT/ABQgnYrp2kXty3YHC5/LNJ/wlviy8P8AoXhlogennox/U7a6W48T6DYLtfUrNQv8MbhsfguTWVdfEnQIf9XJcT4/55wkf+hYp88FtEhyS3kUPO+Il3yLeztM+mzj8y1B0Xx7c8za5axA9l4/klMufivZLn7Pptw/p5jhP5ZqhN8V7kk+TpcSf70xb+gpe1fRIhzp9ZM0v+EL8TS8zeKp1/3Gk/8AihSj4dag/wDrvFN65/3T/wDF1z8nxS1lvuW9gg/65sT/AOhVWf4k+IH+7LAn+7CD/Oj20+gnUpeZ1P8AwrLd/rddvW/D/Emj/hVtqfvaten8q5BviF4kPS/VfpBH/wDE1GfHviQ9dSb8IYx/7LT9tU7k+0o9js/+FV2f/QUvh+VH/Crbcfd1e9FcWPHfiT/oJt/36j/+Jp3/AAn3iRf+Ykf+/MZ/9lo9tPuHtaPY7L/hWki/6vX71P8AgP8A9ek/4V/q8f8AqfFd6v0Dj+T1yKfETxGOt6jfWCP/AAqxH8S9fTq9s/8AvQ4/wo9tPuP2lLzOl/4RHxZCf3PiiR/+ujv/APXpf7K+IFt/q9Ys5QO2AT/48n9awo/iprI+/bWDD2Rgf/Q6tw/Ficf67S43/wByYr/Q0vavsvuK9pT7s0vtfxDtetlZ3QHc7OfycUn/AAl/iq0P+m+F3kA6mFXH6/NTYPitZMf3+nXKevluG/nitG2+JegTH95JcwZ/56Qk4/75zR7RdYopSj0mUV+KEUBA1DR7y2PfBBx+e2tG1+JPh6fHmXE1ufSWE/8Asuf51oW/i/w/eLhdTtiD2lOzP/fWKlbSPD+qqW+xadcA9XREJ/MUXpvdFrm6SuOtPEujXgH2fU7RmPRTIFP5HmtRGDLlSCD3Brlrv4c+HrnOy2lt2PeKZv5EkfpWY/wzezbdo+uXlqewP+Kkfyo5ab6jvNbo76gV5/8A2d4+0vBt7+31BB/A5BJ+pYA/rR/wnOv6Wca34elVR96WEMEH4nI/8eo9k38LTD2lt0eg0CuR074kaBe4WSaW0c9poz/MZFdNY3ltfRebaXEVxH/ficMPzFQ4yW6LUk9meeXelWmsfFe7tr+LzYfJV9hYgEhE9K7uK303RbYtFHa2UA6kBY1/E1yFp/yWG8/69h/6AlZHxjP/ABN7EE8fZzx/wI1pUb09DDmUIuXmdVqfxE0GxJWOd7px2t0yP++jgfrXMX/xUvHyLCwiiHZpnLn8hivPqUZrI55Yib2djfv/ABt4gvchtRkjX0hAjx+QzWJcXM90++4mklb+9I24/malsdPvdQfbZWs9wf8ApmhbH1wOK6XT/htr13hp0gtF/wCmr7j+S5/XFMm1SZyFFeoWPwotUAN9qE0jdxCgQfrmt2y8AeHrUA/YvOcfxSyM2fwzj9KRccPN7nidWLfT7y6/497S4lz/AM84i38q99tdI06zx9msLWLHQxxKD/KroHtQaLC92eCQ+E9em+5pN2P9+Pb/ADxV2PwB4kfH/Ev2g+s0Y/rXt2KBQWsLE8aT4beIGHMdun+9MP6CpF+GGut/HZD6yH+i17FRQP6tA8f/AOFXa7/z2sf+/rf/ABNNb4Ya6P47I/SVv/ia9iooD6tA8Yf4b+IF6QwN9Jh/hVaTwD4kj/5hxYf7M0Z/9mr3CkNAvq0DwSbwnrsP39Juz/ux7v5ZqhPp17bZNxZ3EXr5kRX+dfRWKMCgl4VdGfNlLxX0RdaZZXeftFnbzZ7SRBv51kXfgfw/dE79NijJ/wCeTFP0BxQQ8LLozw7FKjGNgysVI6EHBFesXnws0qXJtbq6gY9MkOo/DAP61hX3wq1CHJs723nHo4MZP86CHQqI5mz8Ua1ZEeRql2AOitJuH5NkVuWXxM1y3wJxbXQ7l49pP4rgfpWRf+Dte08EzabOyj+KECUfof51isrRsVcFWHUHtTJ5qkO56fYfFa0fAv8AT5oj3aJg4/of510en+M9B1DAi1CJGP8ADN+7P/j39K8LopFxxE1ue+aj4e0fV4y91YW024f6wLhj/wACHNcx8HQFsdUAGALnGPTitH4WD/ikYv8ArrJ/Os/4P/8AHlqn/XyP5VrFtwkdK1cXYS0/5LDef9ew/wDQErI+Mf8AyGLL/r3P/oRrXtP+Sw3n/XsP/QErI+Mf/IZsf+vc/wDoRoqdPQyn/DfqcJEvmSKhONxAz6V7No/gDQ9OAeS3N3MDndOdw/756fpXjVt/x8xf74/nX0eKzFhop3bGQQxwII4kVEXoqgAD8KkoopHYlYKKKKBhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUABqlqGl2OoptvbSC4GMfvIwSKu0GgTSe55t468EaVpui3OpWKywyRbcR79yHLBf4ue/rXmvpXtvxL/5ErUfpH/6MWvEv/r0HBiIqMtD2X4W/wDInxf9dZP51n/B/wD48tU/6+R/KtD4W/8AInxf9dZP51n/AAf/AOPLVP8Ar5H8q1j8Ejph9n0EtP8AksN5/wBew/8AQErI+Mn/ACGbH/r3P/oRrXtP+Sw3n/XsP/QErI+Mn/IZsf8Ar3P/AKEaKnT0Mp/w36nC23/HzF/vr/Ovo9elfOFt/wAfMX++v86+j16VmGE6i0UGsy/8QaVp2fteoW0bD+HzAW/75HNI620tzTqOeaOBDJLIsaAcs7YA/GuC174n2kMbx6NE08p4Esi7UHvjqf0rzrVdX1DV5TJqF1JOeoUn5R9B2oMJ4iMdj2K98eeHrJyjX4lYdoUZx+YGP1rPb4n6GDwl6fcRD/GvIOKM0GDxMnsj2mx+IegXkqxm5aAtwPOQqPz6CumhljlQPE6ujchlOQfxr5v71Ytb67s2BtLmeAjvG5U/oaCo4p9T6Morw6y8d+ILPAF+0yjtOofP1OM/rXQWPxXuVAF9p8T+rQOVP5HNBqsRB7nqNFclp3xF0G9wss8lq57ToQPzGR+ZrprO8tr2PzLWeKaP+9G4YfpQaxnGWzJ6DRRQWFFMlkSNCzsqqOpY4ArE1Hxloeng+dqMLMP4IiZG/wDHQaCXJLc3qK8+uvivYo5Ftp9xKB3d1TP5ZqFfizCT+80qRR/szgn+VBHtodz0eiuW0Xx9o2rOsZnNpM3ASfC5+h6V1CsGGQciguMlLZi0Gig0FHM/Er/kStR/7Z/+jFrxHua9u+JX/Ilaj/2z/wDRi14j3NBwYr4/kezfC3/kT4v+usn86z/g/wD8eWqf9fI/lWh8Lf8AkT4v+usn86z/AIP/APHlqn/XyP5VrH4JHRD7PoJaf8lhvP8Ar2H/AKAlZHxj/wCQzY/9e5/9CNa9p/yWG8/69h/6AlZHxk/5DNj/ANe5/wDQjRU6ehlP+G/U4WAhZ42JwAw5r0LxF8TX3NDoaADGPtEi5P8AwFfT615zRWZzRqSirI0NQ1vU9SJN7f3EwPVS52/kOBVA0lFBLbe7CiiigkKKKKACiirVhpt5qUnl2NrLcP3CISB9T2oGk2VhzRjHeuysvh1dLEJ9bvrbTYP4t7hmHt12j65NaEdz4H8OE+TE+q3KkgswDjP1OE/EZNBqqT6uxyWi+GdU1th9itGMRP8ArnBWMfiev4ZNdzpXhDS/CwS+1zVzHMBkCOYwr9Bghm+nH0rD1j4k6peqY7COOwiIxlPnk/MjH5DNcjcTzXMzTXMryyseXdizH6k0Fc0Ibas9P1X4pWNuDHpltLdOOBJLlE/qx/IVymo/ELX74kJcJbIf4YEAP5nJ/KuXzSUEyrTluWLu+u71t13czTt/00csf1NQGkooMm2wooooAO3/ANauh0HxrrGiRiGGZJoF6RTjcB7Ag5H0rnqKClJx2PS7T4sKQBd6Y4I6tHLnP4Ef1rUt/ihokpxJHeQ+7RBh/wCOkn9K8hpKRosRNdT17xprmn6z4J1B9Pu4pwPKJVThl/er1B5FeQjtSgkcA4zR3psmpU53c9l+Fv8AyJ8X/XWT+dZ/wf8A+PLVP+vkfyrQ+Fv/ACJ8X/XWT+dZ/wAH/wDjy1T/AK+R/KtI/BI7YfZ9BLU4+MN5/wBew/8AQEq/438GTeJryCeK8SDyoym1kLZ5zng1QtP+SxXn/XsP/QErvqKnT0HGKkmn3PKJfhVqY/1d7Zt/vbh/SqU/w01+EHYttN/uS4z+YFey4pKyJ+rwPCbrwb4gthmTS5yP+meJP/QTWTdWdzZttubaaE+kkZU/rX0ZSOiupVlBB7EZFBDwq6M+buKQ175e+FtEvs/aNNtiT1ZE2H81wa57UPhdpM+42lxc2rHoNwdR+B5/WgzeFktjySlUjcN2cZycV2mpfDDV7bLWc0F2o6AHY35Hj9a5fUdI1DTG231nNb84y6HB+h6H8KZjKnKO6LVtqmm2YBt9GjmmBzvvJjKv/fChQf1qzc+NdbmjMMNylpB/DFaxiMKPYjkfnXP0uaBczWxJc3E11KZbiaSaQ9XkYsx/E1FRRQS3cKKKKBBRRRQAUUUUAFFFFABRRRQAUUUUAFA60UDrQxns3wt/5E+L/rrJ/Os/4P8A/Hlqn/XyP5VofC3/AJE+L/rrJ/Os/wCD/wDx5ap/18j+VaR+CR6MPs+glp/yWK8/69h/6Ald+K4C0/5LFef9ew/9ASu/FKp09CqfX1CiiiszUKKKKACiiigApsiK6lXUMpGCCMg06igDmNW8BaHqYZvsotpD/HbnZ+nT9K4vWfhfqNrufTZo7xOyN8j/AOH6ivW6DQZSoxkfOd7ZXNhMYbyCWCQfwyLg1Xr6L1CwtdQgMN5BFNGf4ZFyK4bXvhdbTbpdGmNu/XyZSWT8D1H60HNPDNbHltFaWsaHqOhybNQtXiBPyvjcrfQ1m0zmaa3CiiigkKKKKACiiigAooooAKKKKACgdaKB1oYz2b4W/wDInxf9dZP51n/B/wD48tU/6+R/KtD4W/8AInxf9dZP51n/AAf/AOPLVP8Ar5H8q0j8Ej0YfZ9BLT/ksV5/17D/ANASu+FcDanHxhvP+vYf+gJR448dX/h7WfsVpb2zqYlfdKGJyc+hHpVSg5tJdgjJQTb7nf0V443xS11ukViv0ib+rUz/AIWfr+elp/36P+NH1aoH1iB7NRXjifFLXR/yzsW+sTf0arEXxX1UEeZY2b+u3ev9TR9WqB7eB63RXmdv8XOR9o0g47lLj+hWtO1+KejSnE0F5AfUorAfkc/pUuhUXQtVoPqdzQK5+x8a+H73Ai1OFWPaXMf/AKEBW5bzxXEYeGRJEPRkbIP41m4tbotST2ZJRRRSGFFFFAEVzbxXMTRTxpJGwwyOuQfwrhPEfwytbkNNozi2m/54uSYz9DyV/WvQKKCJwjPc+eNV0q90i5NvqFu8MnbI4Yex7/nVLFfROpafa6nbNb3sEc8TdVcZ59R6H3rzTxT8Nriz33OilriHqbc/fX6H+IfrQcdTDuOqOBxRTnVkZkdSrKcFSMEGm0zmCiiigQUUUUAFFFFABQOtFA60MZ7N8Lf+RPi/66yfzrP+D/8Ax5ap/wBfI/lWh8Lf+RPi/wCusn86z/g//wAeWqf9fI/lWkfgkejD7PoJZ/8AJYbz/r2H/oCVzPxc/wCRsH/Xsn82rprP/ksN5/17D/0BK5n4uf8AI2D/AK9k/m1b0v4i9DKfwP1OMooortOUKKKKACiiigAqa1urizk8y1uJYHH8UblT+YNQ0tDSHc6jTPiFr9gQGuhdRj+G4UN/49wf1rq9K+K9pKVTU7KSAnrJC29fyOCP1ryygVjKhTkaRrTjsfQmka9pmsDNhexTHGdgYhh9VPI/KtIV81I7I4dGKspyGBII/EV1GifEHW9LKpLKL2EfwXBycezjn881zzwr+ybxxC+0e3UVyGg/EPSNV2xzubGc8bJz8pPsw4/PFdbGQyhlIIIyCD1rmlFxdmjojJSV0x1BooqSjmvFXguw8Qo0pH2e9x8s6Dk+zDuP1ryPX9Av9AuvIvoSoOdkico49Qf6dq+gaqapYWup2jW15As0L9VYfqPQ0zCrRU9tz53IpK67xj4FudDL3VlvubDOc4y8X+96j3rkfyP0oOCUHF2YUUUUEBRRRQAUDrRQOtDGezfC3/kT4v8ArrJ/Os/4P/8AHlqn/XyP5VofC3/kT4v+usn86z/g/wD8eWqf9fI/lWkfgkejD7PoJZ/8lhvP+vYf+gJXM/Fz/kbB/wBeyfzaums/+Sw3n/XsP/QErmfi5/yNg/69k/m1b0v4i9DKfwP1OMooortOUKKKKACiiigAooooAKKKKACiiigBa2/D3izVtBYLaXBeDPMExLIfwPT8DWHRUtKWjKTaeh7R4b+IWmaxshumFjdHjZIw2MfZv8cV1ynIyK+aq6fwv461LQikLMbqzHHlStyo/wBlu306VyVML1idMMR0ke4UVjeHvEum+IYN9lMPMA+eF/lkX8PT3HFbArkaadmdSaauhHQOMMAQRggjrXmvjf4fbRJf6HH6tJaqPzK/4V6ZSGkTOCmrM+bSpBIIII6j09vrSGvWvHXgVNUV7/S1CXgGXjHCy/4H+deTyxvFI0cisjqcMpGCD6UHnVKbg9RtFFFMyCgdaKB1oYz2b4W/8ifF/wBdZP51n/B//jy1T/r5H8q0Phb/AMifF/11k/nWf8H/APjy1T/r5H8q0j8Ej0YfZ9BLP/ksN5/17D/0BK5n4uf8jYP+vZP5tXTWf/JYbz/r2H/oCVzPxc/5Gwf9eyfzat6Xxr0Mp/A/U42jFW9N06bUpWjge3VlG799MsYP0JrdX4eeInXKWkRU9GE6HI/Oup1Ix3OdQk9jl6ls7Wa9uo7a3QvNMwRFGeT6f59K0tU8NX+kxSPffZozGBlBcxs/JA+6DnvVv4ezxW/jGwaYgKWZFJPAZlIH5k4oc1ytpjUXezR0F94e8PeDrGGTWo5dRvphlYkcovGM4Axxz171Ho9t4T8WTPYxWM2l3zKWjKSllbHPGeDjr0HGeam+MVhML2xvwrGAx+SSBnawJIz9cn8qwPhxaS3Xi6yaMHZCWlcjoFAI/mQPxrmXvU+e+ps9J8tjN8SaHc+H9UezuiGOAySDo6nofboePUGsyu++MN7BPq9naxsGlt4280jtuxgfkM/jVH4YaWup6rfpJxH9ieMt6b8L/LNbRqWp87M5Q9/lRx9FdxP8KtYWQ+Rc2bp2LOwbHuNv9TUf/CrddH/LWy/CVv8A4mhV4PqHsprocWvXgZNdl4N8FR6tYSatqszQadGCQF4aQLyWz2A/pXO6/o1xoWoGyu3iaYKGPlEkc/gK9V02Iax8MUt7A5kayMYA7uowR+JBH41NapaK5epVKF27nGtrPgtZjCNAmNsD/r/ObdjuQM579j607xd4Jgs9NXWNDlaawYB2RuSinuD1x7HkVxhBQlGUhgcEd85/+tXr6ldD+Fojv8B2s3XY3dpASF/8e/Son+7a5XuVD307o8eJzzSUpFFdRzktrczWdwk9tK8UyHKuhwRXpvhD4kpclLTXCkMp+VbkDCN/vD+E+/T6V5bmg+lZ1KUZ7lwqShsfSkbq6hlIYEZBHQin14n4P8cXmgMlvcFriwzgoTlk91P9K9g0rUrXVbNLuxmWWFxwQeQfQjsa4KlKUHqd1OoprQttXGeO/BSa1G97YIqagoyRjAmHoff0NdpSMM1kVKKkrM+b5Y3ilaORGR0JDKwwVPpTK9c+IHgwarG2o6fGBfIMumOJh6fWvJCpUlWBBBwQeuaDzatNweolA60UDrTZmezfC3/kT4v+usn86z/g/wD8eWqf9fI/lWh8Lf8AkT4v+usn86z/AIP/APHlqn/XyP5VpH4JHow+z6CWf/JYbz/r2H/oCVzPxc/5Gwf9eyfzaums/wDksN5/17D/ANASuZ+Ln/I2D/r2T+bVvS+NehnP4H6nGivX/hVdyN4OlLkuLaZ1T6bVbH5sa8g7GvWPhP8A8idqH/XzJ/6LStcT8CM6HxM8pmleaV5JX3yOcsx/iJ70iZyNv3s8fWk/h/Cu8+EuiQ32oXOoXKBxaBViUjjec/N9Rj9fatJSUI3M4xcpWOi0XULv/hGXHjWOGKyZQqPOT5kgPZkAznvng+3epH0WSz0Fm8Dtar9oJZ5C26Rx2CsTgEcjnp9a4L4haxLqviW5jZj9ntHMMSZ+UYOC34kH8gO1VfCniW68O36yxMz2rECaDOQ49vQ+hrnVGTjzI6PaLm5WZd7FdRXksd8kiXW/94Jc7sn1z/Oun8KavJ4b8M3+o26o1zdXCW0QYZxhSxOP+BCus+KOlW2oeH11eEKZYAhEi8eZGxAx+ZB//XXk2SRjJx1/+v8Ap+lawarQMpJ05nRnx/4lY5/tIjPpDHj/ANBrd8F+JNf1jVmN7qTfYLWMz3JMSAbR2yF4z/LNefHgV3V7CfDHw8jgPy3+stufPVYxzj8sfi5qakILRLVjhKT95s5LW9RfV9Wur6XP76QsB6L2H4Dj8K6X4a3OvQXrLpUAnsmYfaFlYrGD67sHDY9K5XTrVr+/trSM4eeVI1z2JIH9c16j4/uU8L+ErbS9L/cic+VkdQgHzH6nIH/AqdVpWgluFNPWZofYvC+ta7JcWxtJtUgJJUNwzD+Irxux6/n2rg/iDbeI0vVl1s+Zb7v3Lwg+SufQdQfrXKwzSQSrNC7xyRkFWU4II9+1exeCtaXxd4fuLPVEWWaL91PkY8xTnDY7Hg/lms3CVH3t0Wmqmmx412FJV3WrE6Zq93ZElhBMyBiMEgHg/iMVSrrTurnM1Z2CiiimIK1fDviG+8PXons5AVOBJC33ZB6H0Poe36VlUtKSTVmNNrY9+8M+JLLxHYie0bbIuBLCx+aM/wBR1we9bIr5z0vUrvSb2O7sZmilQ9R0I9CO49q9o8H+LbXxLacYivIxmWHP6r6j/PvXnVqDg7rY7qVZSVmdG1edfEjwd5wfV9Nj/egZuYlH3x/fHv616KOpobnFYGk4Kasz5sxQOtdt8R/CX9lXB1KxT/Q5TmSMf8snPp7H/GuJ702ebOLi7M9m+Fv/ACJ8X/XWT+dZ/wAH/wDjy1T/AK+R/KtD4W/8ifF/11k/nWf8H/8Ajy1T/r5H8q0j8Ejuh9n0Es/+Sw3n/XsP/QErmfi5/wAjYP8Ar2T+bV01rx8YrvJ62w/9AWuc+L0ZTxTE3Z7RD/48w/pW9L+IvQzn8D9TivpXr3wps3XwfNvUqLi4kZfcbVXP5qa8s03UZNOlaSKG2lZhtxPCsgH4Gt9PiN4gRQqTwBQOAsCgAflWtaMp6IypSjF3Zy8iPDI8UqlZFO1lPY+n6V3vwj1qG1vbnTp2CG6w8JJwCwzlfqc5/D3rl9V8TXurxSJeR2btJgGVbZBJ1zw457Vkq21twJBzkYJyD6//AF6uUHOHKxKSjK6Oi8f6LcaR4iupHRvs91K0sUoHB3HJH4Zx+vesfStNudWvo7OzjZ5pGA4H3R6n0HvXQWHxB1WC0FrexW2owYxi5jy30zn9SCakk+IV9FA0WlWFhpwbq0EYz/LH6VKdRR5bDfI3c6f4malb6X4ag0OJ980ixrtB5CIRgn6lR+RrynsB6VLc3M15cPcXMryyyHLO5yTUWcVVKHs48oqk+aRveB9E/t3xBBBIu63i/ezf7o7fiePzqz8SdX/tXxPMiHMNp+4T6g/MfzyPwFdV4ZgHhDwFdavKoF3cruUH34jH67vxry5mLMSxyx5JPU+9RBqc3LotEOS5IJd9Szpd21hqVrdqu5oJUkC5xnBBx+leofEO0/4SXwzaanpWbhYSZQE6lCPmx7jA/WvJq1tB8S6noD5sJ8Rk5aJhuRj9O1VUhJyUo7ipzSXKzJJIyOh6dOPwr1T4aWJ8P6DfatqZNvFNtYCTjai5wfx3Vzp+ITmTz20LSjd/89fKyc/Xr+tYuv8AifVPEDf6dOPKBysKDagP071MlOorW0Ki4Qd0ynrV8dT1e7vSConlZ1U9QCeB+FUqWkrdKysYt3dwooopiCiiigAqxYXtxp13HdWkrRTRHcrKef8APt3qvRQ1dDTse5eC/F1v4ktNrYivoh++i6A/7S+38v1rpR3r5x0++uNNvI7u0laKaI7lYH9P/rd69t8G+KLfxJYb/lju4wBNF0/4EP8AZP6civOrUeR3jsdtGrzaPc27y2hu7d4LiNZIpFKurDIINeHeL/DkvhzVTCctbSZaCT1X0PuM8/h617uKyfFWhQ+INJktJcCQfNDJj7j9j/j7VzlVqfOtNzI+Fv8AyKEX/XWT+dZ/wf8A+PLVP+vkfyra+H2n3GmeG0truMxyrNJlT/vEflxWL8H/APjy1T/r5H8q0j8EhRVuVDNZI074raXcOcR3UITPqxDJ/MrUXxi0l5bW01SJciAmOU+gJ+U/nx/wKtj4laI2p6ILu2yLywbzoyOpH8X6DP4e9WvDmoW3i7wt/pKqzOhguoz2fAz+fBHpkelaKVkprpoDjq499TwyitnWvDGpaXqk9oLW4nVG+SRIywdexyKLLwlr16wWHS7kZ7yR+WPzbFdvPG12cfI72MWl+tehaP8ACq6lIfVbxIF7xw/O35kY/nXUweGfCnh2MNdRWYbH+svXUk/g3H5Cs5YiK21NI0ZPV6HioGegJpOhwQQa9v8A+E28L2f7tb+JAOAIoXI/RcU4eJ/CusDypbyymU/w3KbR/wCPgVH1if8AKyvYx/mPDsVY00W51C2F6xW1Mq+cR2TPJr1TXfhvpepQm40h1tJWG5dp3RN/h9R+VeYaxpF5o141rfwGKRendWHqD0IrWFSNRWRnKnKG51/xP8TWuqLaadpkySW8X7yRo/u7sYUD6DP5iuD/AMiu28J/Dq61VUutSZrS1bBVMfvHH9BXbJaeEvCoCyCwglUdZSHl/XJ/KslUjTXJFXNPZyn70tDxTacZwSPak4r27/hYPhkHb/aPtxBLj/0Gg6h4Q135ZJdNnZuMSqqt+G4A0/by6xYexj0keI0V61q3wu0u8Bk0yeS0c8hSfMj/AF5/WuQ1L4c+ILInyoI7tB/FDIM/kcH9K0jXhLd2M5UZI5TNFacnhzWomw2kX/4W7n+lULi3ltZTFcRPFIOqOu0j8K0Uk9mZtNbkVFFFUIKKKKACiiigAq7o2qXWjahHeWUmyVD36MO4PqP8+lUqUUNJqzGnZ3PoHwxr9t4i0xLu2O1ukkROTG3oa1q8C8H63eaJrMUlojTLMwjkt1/5ag9vr6V7xkbAzcD7xz2+teZWpezlY9ClU54lPxDqcej6NdXsmP3UZKg927D8TgVz3wn097TwybiUHfdymUZ/u8AfyJ/GsbUZ5fiB4lXTrV2GjWTbppFP3z0yPr0H4mvR7aGO3hSGJQkcahUUDgADgUmuSNurCPvSv0Q5gCORmvNrgN4B8XCdAf7G1FsOFHEZ/wDrZyPbNel1neINIttc0yWyu1yjj5WxyjdmH+faohLl0ew5xvqtxdSku5NLeXSGga5Kb4fM+aN++Dgjg+ue+a80m+KOtQSPDJY2aTISGDo4IPfjd/WtjwdrNx4f1M+GdcbbtP8AokzHhgei59D2/Eew6i98MaLeX7393p8U0+AGZlLBseq9D+RrRcsHaSIfNP4WeZN4u8WeInaCxMoz1W0jxj/gXUfnVvTvhjrF+3naldRWxblgx8xz7nHH610t78RNB0qPydOhkmKcCOOLylU+h3AEfgK5XU/ihrNySLRLezQ9CF3t+Z4/St06j+BWMnyL4nc6GH4Taeq4n1C6dvVAqj8jmorv4TWpX/RNTmjb/prGGH6EVxM3jHxBMxZ9WugT/cYJ/ICpbXxx4htWBTU5XHcSqHz/AN9f0p8lb+YXPS2sasmleKvAshuLRzJaKfmMXzxEf7Sdvr+tdVpPjDQfEVmsusRW8FxZ/vds3zAEfxIe/wBOtZug/FJJHWHXLZYw3HnwAlfxU5/Qn6Va1rwBpuvTW+oaPcxwRTMGl8vlGXuVA4Dfp9O8S3/eK3mXG/8Ay7+4x9Y8aaz4muzp/hyGeKE8bo+JXHqT/APx/GpNL+FV5cDzdUv44S3JSJS7fiSev51vXeu6B4DsvsNlEJbkDJijxuY+rt2PsefauL1T4ka7eOfIljs4zwFiQE/mef5U4qcvgVkS3FfE7nWD4UaVtwb293euU/wqhf8AwlIUmx1MFuyzR/1B/pXFnxVru7J1e9z/ANdj/LOK0LHx/wCIrVhi+E6j+CaMMD+OAf1quSsuouek90WX0jxf4RYvbG4EK87rdvNiP1X/ABFSQ/FDXoVCutnMR1aSIg/oRW1pXxYU4XVrAr6yW7Z/8dP+NaF14h8Da0pa98jzG6mS2YP/AN9Af1qdV8cBq32JHKXHxQ16ZSEWziPqkRP82NctqWoXWqXbXV7M00z9WbA/QcCu8u4/hymWWSQn+7EZf68fma4fWm099QkOlRTRWn8CzHLf5/GtqXL0jYzqc3VlGiiitzEKKKKACiiigBaACTgdTwPrQMk4AyTwBjOT6V6p8PfAv2LZqmrR/wCkfehgbny/9o/7X8qzqVIwV2aU4Ob0Jvh14N/syNdT1GP/AE6Qfuo2H+pB9fcj/PNM8a67c6vfjwzoXzTynbcyqflRe657cdfy71a8a+KpYrhdE0IGbU5ztYp/yyB/r/KtPwZ4Wi8OWXzsJb6Xmebrk+g9ufx/SuFt355b9DrSXwRL3hnQ7bw/pcdlbDOPmkkI5du5P+emK1aQUtYt3ZslZBSGloNIZz/jHwvB4k08oSI7uPmGbH3T6H2OB+h7Vi+D/FU8N2dB8RZhv4Tsjkf/AJa+gz6+h713J61z3i3wpa+JLYBj5N3GMxTqOVPofUVpCSekjKUWtYmP478CprG/UNMVUvwMunRZv8G968lmhkt5XimRo5EOGRhgg/TtXqfh/wAWXei3i6J4qHlyrhYrpjlWHbJPUe/X15zWz4t8G2XiWDzkKw3oX93cKAdw7BvUe/at4VZU9JbGM6aqax3PEDSVf1rRr3RLs21/CY3/AIW6q49QaoV2xd1dHK1bQUVqaP4j1TRIZobC6MUcqkEcEA/3h6Gsqlokk1Zgm1sK7M7szlmdjli2c5ptFLT9AYlFFFAgooooAKKKKACiiigApaSloAKkt4ZLmZIYI2klc4VFGST9O9XND0S+128FtYQlzxvc8Kg9Sa9g8KeEbDwvbmVist3t/eXDjGB6L6D/AD7DCrWjDTqa06Tnr0MzwL4DTSPLv9TVZL7qiZysPv7t79qf4v8AF0q3Q0Tw8puNTlO1nTpF6jP97+X1qprviu98Q3raL4UBYtkTXgOFUd8EdB79fTmuh8J+E7Tw5bfJ++u5B+9nI5b2HoK5JO3vT3OpK/uxIPBnhKLw/bmadvP1KYfvpzyeeSF9vfvXTjqaBS1i229TaKSWgUUUUhhRRRQAUUUUAZfiLQrLX7E217GGAyUkHDRn1BriIrvWvh9MIb5Xv9EJxHKo5jHpz0+h49K9LqK4jjnjaKZFeNxhlYZBHvVxnbRrQiUL6p2MkHRvF+k4HlXtq/UZwyH+amvOPFfw6vdL33Gmbry0HJTH7xB7gdfqK6PVvBF5pV2dS8JXDW8w5a1ZvlYegz29jx9Ks6F8QIJZ/sOvQnTb5TtJfhGP4/d/Hj3rWDlHWDujKSjLSejPHiCDg9R60Zr2/wAReCNJ8Qgz48i5ZcrcQ/xfUdD9evvXmPiLwVq2glnki+0Ww5E8IyuPcdR/nmuqFeM9OpzzpSjqc7RS0lbGIUUUUwCiiigAooooAKWkrb8PeFNU19wbSDbBnmeTKoPoep/ClKSirsqKbehijr9fSu18J/Du81Ypc6nus7Q4IX/lo49gen1Ndt4Z8C6boIWeQC6u1586ReFP+yO315NV/EHj6C2l+w6HGdS1BztUR/Mit+H3j9OPeuSdeU9KZ0RoqKvM2JJdH8HaSBiO0tk+6o5Z29h1Y1xrzaz8QrgpBv0/RA3zMesuP/Qj7DgVf0jwRd6rdjU/Fs5uJj921B+VR6HHH4Dj613cEaQoI40VEQYVVGAB7Vg5KG2rNuVy30RR0HRLLQrIWthEEX+Jjyzn1J71pUUVi3fc1StsFFFFAwooooAKKKKACiiigAooooADWTr3h3Tdeh8u/tw7fwyL8rr9D/kVrUGmm1qhNJ7nnDaN4n8GMX0Wc6npwOTbOMsB/u/1X8q2NB+IGl6o4gvCbC6ztMc5AUn0Df0OD7V1xxWLr/hbSteQ/bbUedjAmj+SQfiOv45rTnjL4kZ8jj8Jn674C0bWQ00cf2S4YZEtvgBvcr0P4Y+tefa58PNa0ws8MQvYB/HBywHuh5/LNdOfDfifwv8AvPD9/wDbbUc/ZZuw+n+BB9qt6d8SII5/suv2M+n3A4LFSV/LGQPzrWMpx+F8yM5RhL4lZnkbq0bFHUqynBUggj86bXvc1joHiq38xktL5cf62Mjev4ryK5XVfhRA+5tLvniPURzjcv8A30OR+VbRxMX8Whk8PL7Op5fSV1F78PvENq+1bNZwTgPDICP1IP51qaR8LNSuSH1K4itE7oh8x/p6fqa0daCV7mapTfQ4TitzQfCGr64Va1tWjhP/AC2lyq/hnr+Feq6P4I0LRQJBbLPKoyZrkh8Y9ug/Kodb8f6NpRaKCU3twOBHbnIB926fln6Vi8RKWkEaqjGK95lXw/8ADbTNNKS6gTfzjnDjEQPsvf8AH8q0Nf8AGWkeHl8jeJZ1GFtoMEj0B7L/AJwK5/b4w8X/AHv+JNpz/UOw/Rj/AOOg1v8Ah3wRpWhlJVi+0XQ5M8wBIPsBwP5+9YSa3m7m0U7WgrHO/ZfFHjg7rpzpOlMf9WAQzj6cE/jgV2Hh3w1pugQhbGAByMNK4y7fj2+g4rXAx0pwrOVRvRaI0jBLV7iClooqCwooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACqmpabZ6nD5N7axXCc8OucfT0q3RRsJq5wt/8NbVZvtGiXtxp045XaxZR7ZzuH5mq/neO9A4kih1e3X+JPmb8hhj+Rr0Kg1ftX1I9muhwMPxPtYyYtU028tJgOVA3c/jtI/Ko38eatq7GPw1ocsgPHnzDK/oQB+JrvZ7aG5QLPFHIByA6ginqqoAqqAAOABT54b2FyT7nnq+DfEHiBhJ4k1d0hJybaDBH5DC/wA66jQ/Cuj6JhrOzTzR/wAtpPnf8z0/DFbYpRSdST06FKCXqAoooqCwooooAKKKKACiiigAooooAKKKKAP/2Q==)**

**PA3 Report**

By

**Andrew Vinci**

**CSI 281**

**Data Structures & Algorithms**

**Spring 2021-22**

1. **Introduction**

For this experiment, my hypothesis is that quick sort and merge sort will prove to be the most beneficial in terms of efficiency and speed. I’m basing this hypothesis on the fact that they often, in theory, hit their targets of O (n log n) and that this will prove to be more efficient as compared to some of the other sorting algorithms. As compared to bubble and insertion sort, where there is more of a chance for them to hit the marks of O (n^2), which is slower than O (n log n). I also believe that bubble sort and insertion sort will prove to be the slowest out of the 6 different algorithms, and that selection sort and shell sort will fall somewhere in between these two lower and upper bounds.

1. **Background**

**Bubble Sort:**

* A few characteristics of Bubble Sort are that large values are always sorted first.[1] Another characteristic is that it takes only one iteration of Bubble Sort in order for it to determine that the list is already sorted.[1] One of the main advantages of bubble sort is how easy it is to implement. It’s a very simple algorithm and allows for just about anyone to understand and implement it.[2] A disadvantage that is has is that it can take a very long time to run, depending on the given list size and order.[9] The performance analysis for Bubble Sort is as follows. The best-case scenario for Bubble Sort is O (n), the worst-case is O (n^2), and the average-case is O (n^2).

**Insertion Sort:**

* A characteristic of Insertion Sort is that it is adaptive, which means that is reduces its total number of steps if given a partially sorted list.[3] One of the advantages to insertion sort is that is works very well with a small list of numbers.[9] However, a disadvantage is that when introduced to a larger list, it begins to slow down and can take a long time to sort.[9] The performance analysis for Insertion Sort is as follows. The best-case scenario for Insertion Sort is O (n), the worst-case is O (n^2), and the average case is O (n^2).

**Selection Sort:**

* A few characteristics of Selection Sort is that it is a comparison-based sorting algorithm.[5] Another characteristic is that it is an “unstable” sorting algorithm, meaning that it does not preserve the order of duplicate elements.[5] It is also an in-place sorting technique, which means that the sorted items occupy the same storage as the original items.[5] One of the advantages of Selection Sort is that similar to Insertion Sort, it performs fairly well on small lists of numbers.[9] However, a disadvantage of Selection Sort is that when dealing with lists of large numbers, is isn’t able to sort them quickly, meaning that it is slow when dealing with large lists.[9] The best-case scenario for Selection Sort is O (n^2), the worst-case is O (n^2), and the average-case is O (n^2).

**Shell Sort:**

* A few characteristics of Shell sort are that it is based off of and similar to Insertion Sort.[6] Like Insertion Sort, Shell Sort is a comparison-based sorting technique and also an in-place sorting technique, which means that the items being sorted occupy the same memory as the original items.[6] One of the advantages of Shell Sort is that it works fairly well for small to mid-sized lists. One of the disadvantages of Shell Sort is that it struggles and can be slow when dealing with large lists.[9] The best-case scenario for Shell Sort is o (n), the worst-case depends on the size of the gap being applied, and the average-case also depends on the size of the gap being applied.

**Quick Sort:**

* A few characteristics of Quick Sort are that it is an in-place sorting algorithm, similar to Shell sort and Insertion Sort.[7] It is also a recursive algorithm that calls itself. Another characteristic is that it’s known as being one of the most efficient sorting algorithms when it comes to larger lists.[7] This leads into the first advantage of Quick Sort, which is that when dealing with large lists, it’s able to sort them fairly quickly and efficiently. A disadvantage to Quick Sort is that if the list is already sorted, then an algorithm such as Bubble Sort can be a more efficient algorithm to use because Bubble Sort only requires one pass through in order to check a sorted list.[9] However, it still is widely considered one of the quickest and more efficient sorting algorithms.[9] The best-case scenario for Quick Sort is O (n log n), the worst-case is O (n^2), and the average-case is O (n log n).

**Merge Sort:**

* A few characteristics of Merge Sort are that it is an efficient algorithm for sorting linked lists.[8] It is also a stable sort, which means that the same element in an array maintain their original positions.[8] An advantage of Merge Sort is that it can be used on lists of any size with good speed and efficiency.[9] A disadvantage of Merge Sort is that it requires more space than other algorithms.[9] The best-case scenario for Merge Sort is O (n log n), the worst-case is O (n log n), and the average-case is O (n log n).

1. **Implementation Detail**

**Bubble Sort:**

* Bubble Sort is a sorting algorithm that compares numbers against each other in different passes until it has finally sorted them all in either ascending or descending order, whichever is specified. In terms of characteristics, think of it as a long line of numbers. You start with the first index [0] and then compare it to the next index [1], and so on until you get to the end. As you go, you swap the index you’re currently on with the index to the right of it, based off of whether its’s smaller or larger (depending on which order you’re sorting). Once you reach the end, you start all over again in a different “pass” until the numbers are fully sorted in the specified order.

**Insertion Sort:**

* Insertion Sort is a sorting algorithm that compares numbers against a sorted list and “inserts” them into their place within the list. Again, think of a long list of numbers in a line. Start with the first index [0]. This is the start of the first list. Imagine an arbitrary line between that number and the next number, index [1]. You compare index [1] against the items on the left-side of this line, in this case index [0] and then insert the number within its place in the list based off whether it’s smaller or larger than the preceding numbers. If you’re sorting for an ascending order, then you would traverse the list until you find a number that is less than the number you’re using to search. Once you find that number, you would “insert” the number used in the search just ahead of this number. You then pick the next number in the list and continue this process until the list is sorted.

**Selection Sort:**

* Selection Sort is a sorting algorithm that does a few things. First it takes the first number of a list of numbers and then goes down the line of the list and compares that number against the current value. If you’re sorting for an ascending list, then it would go and find the smallest value in the list until it reaches the end of the list. Once it has that value, it splits the list into two separate “categories”. On the left side is the sorted list and on the right side is the unsorted list. It takes the number from the original search, in this case the lowest number, and puts it at the end of the sorted list. It then continues this process until all numbers in the unsorted list are sorted and in order in the sorted list.

**Shell Sort:**

* Shell Sort is a sorting algorithm that takes the size of the list of elements, divides that number by 2, and then uses the proceeding number to implement a gap on the list. It separates the list bases off of the gap that is given from that beginning equation. Once the gap has been set and established, it takes the index from each part of the separated numbers and compares it to the index in the same spot in the following gaps. If sorting in ascending order, it would swap the larger numbers with smaller numbers. Once it reaches the end of the comparison of gaps, the gap number is again divided by 2. The above step repeats until the gap number is 0, which occurs when dividing the gap of 1 by 2. Once this happens, bubble sort is implemented on the remaining set of numbers until the numbers are fully sorted.

**Quick Sort:**

* Quick Sort is a sorting algorithm that takes the middle element in a list of numbers, which is called the pivot, and compares against the numbers at either end of the pivot until all of the numbers on the left are less then the pivot, and all of the numbers on the right are greater than the pivot. If you’re sorting descending order, then the reverse would be true. It takes the first element on the left-hand side and then starts scanning these numbers looking for a number that is greater than the pivot. Once it finds this number, it stops. It then does something similar on the right-hand side of the pivot. It looks for a number that is less than the pivot and once it finds this number, it stops. Once both sides have stopped, they swap places in the list. This process continues until the pivot is in the right place and the numbers to the left are less than the pivot and the numbers on the right are greater than the pivot. Once again, for descending this process would be in reverse. Then the two lists, left and right of pivot, get pivots of their own and repeat this process. This process keeps repeating until the list is properly sorted, either in ascending order or descending order.

**Merge Sort:**

* Merge Sort is a sorting algorithm that uses the concept of divide and conquer in order to fully sort through a list. It first takes the list and then divides it into two halves, then it takes the two halves and divides those into two and keeps doing this until all of the elements have been divided down to the one space that they occupy. It then begins to build the list back again, but this time sorting. It takes the elements that are next to each other and puts them in a sorted pair. Then the pair is compared next to the pair that is next to those elements on the specified side of the list, remember that the list is still divided into multiple elements from the original division. Once it reaches a point where the list has been rebuilt back to the original division, it does the process all over again until the list has been sorted.

1. **Experimentation Detail**

The platform that was used to conduct this experiment is a Dell Inspiron 15 7000 series laptop that has an Intel Core i7-10510U with a CPU speed of 1.80GHz 2.30GHz. The amount of memory on board is 16gb and the operating system is a 64 bit system with a x64-based processor.

**Summary Data**

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Bubble Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0081020s | 0.0018142s | 0.0014142s |
| 100,000 | 48.363630s | 0.8231877s | 30.640366s |
| 1,000,000 | 4290.7495s = ~71.5 min | 7.7885788s | 3265.0101s = ~54.41 min |

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Insertion Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0016127s | 0.0014743s | 0.0014406s |
| 100,000 | 7.9000997s | 0.8384212s | 13.694930s |
| 1,000,000 | 705.42672s = ~11.75 min | 8.5599772s | 1274.1670 = ~21.23 min |

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Selection Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0017307s | 0.0017099s | 0.0017317s |
| 100,000 | 13.456049s | 11.706183s | 15.502362s |
| 1,000,000 | 1167.9736s = ~19.45 min | 1119.9483s = ~18.65 min | 1182.6105s = ~19.70 min |

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Shell Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0019718s | 0.0012663s | 0.0011891s |
| 100,000 | 19.986773s | 0.6569254s | 0.6579276s |
| 1,000,000 | 2035.9175s = ~33.91 min | 6.5558526s | 6.5739635s |

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Quick Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0020012s | 0.0020060s | 0.00196883s |
| 100,000 | 1.0215491s | 0.9388514s | 0.99380760s |
| 1,000,000 | 10.117513s | 9.7912063s | 9.73770956s |

|  |  |  |  |
| --- | --- | --- | --- |
| **Algorithm: Merge Sort** | | | |
| **N** | **Dataset Random** | **Dataset Ascending** | **Dataset Descending** |
| 100 | 0.0024622s | 0.0026261s | 0.0015517s |
| 100,000 | 1.3349606s | 1.0762367s | 1.2353540s |
| 1,000,000 | 12.841233s | 11.238602s | 10.572838s |

1. **Discussion and Conclusion**

The results of this experiment were very interesting to watch play out. Some of my hypothesis became correct and some of the results were completely unexpected going into the experiment. In terms of the impact of the size of the lists, this experiment showcased how algorithms can become runaway trains in terms of time it takes to sort larger numbers. If you look at the averages above, you can see that for pretty much all of the algorithms, lists 100 and 100,000 were fairly efficient. The algorithm that took the longest in regard to these two lengths of lists was Bubble Sort, which took around 48 seconds to sort a random numbered list of 100,00 elements.

Once the numbers get to 1,000,000 things start to escalate. Quick Sort and Merge Sort handled this number exceptionally. In fact, it was a night and day difference between these two and some of the other algorithms. The longest that either of these two took to sort was around 12 seconds for a random array when using Merge Sort. The other algorithms had a tough time when it came to 1,000,000 elements in a list. I would say the runner up behind these two with a large list would be shell sort, however it must be noted that this is only with an ascending list or descending list. With a random numbered list, it took around 33 minutes for it to sort. With ascending and descending, it took just under 7 seconds. That’s quite the drop-off in terms of efficiency. The next in line would be Selection Sort, which averaged around 20 minutes for random, ascending, and descending lists.

In terms of consistency, Selection Sort was the most consistent outside of Quick and Merge Sort in terms of reliability of time, not necessarily pure speed though. I would still give that edge to Shell Sort, unless you need to sort a random numbered list, in which case Selection Sort would be faster by about 10 minutes. Insertion Sort was also one that varied in terms of time. For an ascending array, it took less than 10 seconds to sort, however for an ascending array it was closer to Selection Sort with 20 minutes. Out of all of these 3, Shell, Selection, and Insertion Sort it was Insertion Sort that beat out the other 3 for random numbered lists. It only took about 11 minutes to sort a random numbered list, while Shell Sort took around 30 minutes and Selection Sort took around 20 minutes.

Bubble Sort was the one, that predictably, took the longest to sort a large list. It took a little over an hour for random and a little under an hour for descending. However, with a ascending list it only took around 7 seconds. This was only bested by Shell Sort, which took around 6 seconds on average to sort an ascending array of 1,000,000.

In terms of what I expected to happen in this experiment, I would say that it did perform how I expected but it also gave me results that I had no idea would occur. For instance, when running the test, I was really surprised by how quick Bubble Sort was with ascending lists. It makes sense, because in order for Bubble Sort to validate a sorted list is only needs one pass through, but still it was quite the difference to run the algorithm for random and descending for it to take around an hour, and in between with ascending it was moving lightning fast. Also, I would say that my results backed up my hypothesis in regard to Quick Sort and Merge Sort, as these two algorithms performed the best out of the six different algorithms tested.

My ranking of the algorithms based on the results of the experiment are as follows:

1. Quick Sort
2. Merge Sort
3. Shell Sort
4. Insertion Sort
5. Selection Sort
6. Bubble Sort

The reason I put Insertion Sort above Selection Sort is because it outperformed Selection Sort when it came to a large list. However, I would give the nod to Selection Sort in terms of consistency, as it took around 20 minutes for random, ascending, and descending of the 1,000,000 list. Bubble Sort comes in last because it’s just not a super-efficient algorithm for larger lists. However, it can be incredibly useful if you just need it to quickly validate that a list is already sorted. A lot of these algorithms can also work interchangeable for smaller lists, as they all perform fairly well in regard to the smaller lists that were tested with this experiment.

If I had to pick a favorite algorithm, I would have to choose Quick Sort because of how efficient it is and how it can be used in a variety of circumstances. It is a very dependable sorting algorithm and one that I will probably choose to use in the future. I do like others though, particularly Merge Sort for a lot of the same reasons why I like Quick Sort.
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1. **Appendix**

**Bubble Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Bubble Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0020967 | 0.0013107 | 0.0020283 | 0.0081020s |
| 100,000 | 50.474434 | 39.305878 | 55.310595 | 48.363630s |
| 1,000,000 | 4448.6189 | 4018.4462 | 4405.1836 | 4290.7495s = ~71.5 min |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Bubble Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0015299 | 0.0023554 | 0.0015575 | 0.0018142s |
| 100,000 | 0.6545326 | 1.1645441 | 0.6504865 | 0.8231877s |
| 1,000,000 | 6.3105561 | 10.684835 | 6.3703453 | 7.7885788s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Bubble Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0008699 | 0.0019166 | 0.0014563 | 0.0014142s |
| 100,000 | 26.733696 | 38.634826 | 26.552577 | 30.640366s |
| 1,000,000 | 3339.7222 | 3801.9400 | 2653.3681 | 3265.0101s = ~54.41 min |

**Insertion Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Insertion Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0019714 | 0.0010439 | 0.0018229 | 0.0016127s |
| 100,000 | 8.5956392 | 5.7437465 | 9.3609142 | 7.9000997s |
| 1,000,000 | 752.43326 | 556.63464 | 807.21228 | 705.42672s = ~11.75 min |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Insertion Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0010302 | 0.0013386 | 0.0020541 | 0.0014743s |
| 100,000 | 0.8638308 | 0.6396160 | 1.0118168 | 0.8384212s |
| 1,000,000 | 9.0783874 | 6.6479606 | 9.9535838 | 8.5599772s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Insertion Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0011549 | 0.0009729 | 0.0021941 | 0.0014406s |
| 100,000 | 11.555925 | 10.762067 | 18.766800 | 13.694930s |
| 1,000,000 | 1102.2446 | 1622.6456 | 1097.6109 | 1274.1670 = ~21.23 min |

**Selection Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Selection Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0012465 | 0.0020115 | 0.0019342 | 0.0017307s |
| 100,000 | 13.402419 | 17.410399 | 9.5553294 | 13.456049s |
| 1,000,000 | 1066.0484 | 1444.7509 | 993.12157 | 1167.9736s = ~19.45 min |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Selection Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0020515 | 0.0018805 | 0.0011978 | 0.0017099s |
| 100,000 | 9.5872755 | 15.704129 | 9.8271446 | 11.706183s |
| 1,000,000 | 906.36514 | 1487.5274 | 965.95240 | 1119.9483s = ~18.65 min |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Selection Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0021219 | 0.0021438 | 0.0009294 | 0.0017317s |
| 100,000 | 11.029692 | 18.504944 | 16.972451 | 15.502362s |
| 1,000,000 | 1124.9930 | 934.50614 | 1488.3325 | 1182.6105s = ~19.70 min |

**Shell Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Shell Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0022937 | 0.0011791 | 0.0024427 | 0.0019718s |
| 100,000 | 22.505221 | 14.944350 | 22.510749 | 19.986773s |
| 1,000,000 | 2188.1174 | 1751.9852 | 2167.6499 | 2035.9175s = ~33.91 min |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Shell Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0011532 | 0.0014345 | 0.0012114 | 0.0012663s |
| 100,000 | 0.6422747 | 0.6511133 | 0.6773884 | 0.6569254s |
| 1,000,000 | 6.4310295 | 6.4724826 | 6.7640457 | 6.5558526s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Shell Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0012234 | 0.0012189 | 0.0011252 | 0.0011891s |
| 100,000 | 0.6535987 | 0.6480313 | 0.6721530 | 0.6579276s |
| 1,000,000 | 6.4838464 | 6.4545767 | 6.7834675 | 6.5739635s |

**Quick Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Quick Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0020301 | 0.0019761 | 0.0019974 | 0.0020012s |
| 100,000 | 1.1028427 | 0.9346853 | 1.0271195 | 1.0215491s |
| 1,000,000 | 9.7565339 | 10.115876 | 10.480132 | 10.117513s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Quick Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0019477 | 0.0021440 | 0.0019265 | 0.0020060s |
| 100,000 | 0.8943041 | 0.9791665 | 0.9430836 | 0.9388514s |
| 1,000,000 | 9.7010395 | 9.5546945 | 10.117885 | 9.7912063s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Quick Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0023630 | 0.0019881 | 0.0015554 | 0.00196883s |
| 100,000 | 0.9865880 | 0.9043587 | 1.0904761 | 0.99380760s |
| 1,000,000 | 9.4631203 | 9.8299543 | 9.9200541 | 9.73770956s |

**Merge Sort:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Merge Sort** | | | **Dataset #: Random** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0033361 | 0.0018846 | 0.0021661 | 0.0024622s |
| 100,000 | 1.2336406 | 1.3868742 | 1.3843672 | 1.3349606s |
| 1,000,000 | 10.726474 | 13.318660 | 14.478567 | 12.841233s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Merge Sort** | | | **Dataset #: Ascending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0012628 | 0.0022214 | 0.0043942 | 0.0026261s |
| 100,000 | 0.7115774 | 1.4588988 | 1.0582339 | 1.0762367s |
| 1,000,000 | 7.1830772 | 15.627264 | 10.905465 | 11.238602s |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Algorithm: Merge Sort** | | | **Dataset #: Descending** | |
| **N** | **Run #1** | **Run #2** | **Run #3** | **Average** |
| 100 | 0.0015213 | 0.0015355 | 0.0015984 | 0.0015517s |
| 100,000 | 0.7964112 | 1.8527226 | 1.0569282 | 1.2353540s |
| 1,000,000 | 7.9527707 | 14.026702 | 9.7390425 | 10.572838s |