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# Цель работы

Цель работы состоит в том, чтобы изучить инструменты работы с процессами, потоками и их синхронизацией в GNU/Linux.

# Задание

Продемонстрировать использование процессов и потоков при решении задачи, согласно варианту: вычисление значений матрицы по правилу M[i,j] = i+j.

# Теоретическая справка

В ОС Linux управление процессами является ключевой технологией при разработке многих программ. Процесс - это находящаяся в состоянии выполнения программа вместе со средой ее выполнения.

Так как Linux - это настоящая многозадачная система, в ней одновременно (или квази одновременно, если процессор один) могут выполняться несколько программ (процессов, задач).

Каждый процесс имеет собственное виртуальное адресное пространство. Это необходимо, чтобы гарантировать, что ни один процесс не будет подвержен помехам или влиянию со стороны других.

Отдельные процессы получают доступ к ЦП по очереди. Планировщик процессов решает, как долго и в какой последовательности процессы будут занимать ЦП. При этом создается впечатление, что процессы протекают параллельно.

В Linux реализована вытесняющая многозадачность. Это значит, что система сама решает, как долго конкретный процесс может использовать ЦП, и когда наступит очередь следующего процесса. Если пользователь желает вмешаться в процесс планирования, он может сделать это как root с помощью команды nice.

Системный планировщик использует таблицу процессов, описанную в заголовочном файле /usr/include/linux/sched.h

Внутри структуры struct task\_struct находятся все сведения о состоянии процесса. Они достаточно хорошо прокомментированы. Основными являются следующие сведения:

• Идентификация процесса четко устанавливает его права, которые определяются исходя из эффективных или реальных номеров пользователя и номеров групп. Здесь также содержится идентификатор процесса (PID).

• Приоритет процесса определяет очерёдность его выполнения. Каждый процесс имеет в своем распоряжении определенное время для выполнения. Если это время превышено, он должен прервать работу, перейти в состояние неготовности и ждать, пока до него дойдет очередь в следующий раз. По приоритету процесса ядро может решить, какой процесс будет запущен следующим.

• Учетные сведения (accounting) - это информация о возможности получения доступа к определенной области памяти, которая еще не загружена. При этом аппаратура сообщает об отсутствии страницы, после чего ядро занимается загрузкой этой страницы в память.

• Контрольный терминал - каждый процесс, кроме процессов-демонов, нуждается в контрольном терминале, в который выводятся сообщения стандартного ввода / вывода и ошибки.

• Основные характеристики процесса:

- Процесс располагает определенными ресурсами. Он размещен в некотором виртуальном адресном пространстве, содержащем образ этого процесса. Кроме того, процесс управляет другими ресурсами (файлы, устройства ввода / вывода и т.д.).

- Процесс подвержен диспетчеризации. Он определяет порядок выполнения одной или нескольких программ, при этом выполнение может перекрываться другими процессами. Каждый процесс имеет состояние выполнения и приоритет диспетчеризации.

Поток представляет собой облегченную версию процесса. Все потоки процесса разделяют общие ресурсы. Изменения, вызванные одним потоком, становятся немедленно доступны другим.

Важнейшее преимущество потоков перед самостоятельными процессами заключается в том, что накладные расходы на создание нового потока в многопоточном приложении оказываются ниже, чем накладные расходы на создание нового самостоятельного процесса. Уровень контроля над потоками в многопоточном приложении выше, чем уровень контроля приложения над дочерними процессами.

Тем, кто впервые познакомился с концепцией потоков, изучая программирование для Windows, модель потоков Linux покажется непривычной. В среде Microsoft Windows процесс представляет собой контейнер для потоков (именно этими словами о процессах говорит Джефри Рихтер в своей классической книге «Программирование приложений для Microsoft Windows»). Процесс- контейнер содержит, как минимум, один поток. Если потоков в процессе несколько, приложение (процесс) становится многопоточным. В мире Linux все выглядит иначе. В Linux каждый поток является процессом и для того чтобы создать новый поток, нужно создать новый процесс. В чем же, в таком случае, заключается преимущество многопоточности Linux перед многопроцессностью?

В многопоточных приложениях Linux для создания дополнительных потоков используются процессы особого типа. Эти процессы представляют собой обычные дочерние процессы главного процесса, но они разделяют с главным процессом адресное пространство, файловые дескрипторы и обработчики сигналов. Для обозначения процессов этого типа, применяется специальный термин – легкие процессы (lightweight processes). Прилагательное «легкий» в названии процессов- потоков вполне оправдано. Поскольку этим процессам не нужно создавать собственную копию адресного пространства (и других ресурсов) своего процесса- родителя, создание нового легкого процесса требует значительно меньших затрат, чем создание полновесного дочернего процесса.

Первая подсистема потоков в Linux появилась в 1996 году и называлась, без лишних затей, – LinuxThreads. Рудимент этой подсистемы, который вы найдете в любой современной системе Linux, – файл /usr/include/pthread.h, указывает год релиза – 1996 и имя разработчика – Ксавье Лерой (Xavier Leroy). Библиотека LinuxThreads была попыткой организовать поддержку потоков в Linux в то время, когда ядро системы еще не предоставляло никаких специальных механизмов для работы с потоками. Позднее разработку потоков для Linux вели сразу две конкурирующие группы – NGPT и NPTL. В 2002 году группа NGPT фактически присоединилась к NPTL и теперь реализация потоков NPTL является стандартом Linux. Подсистема потоков Linux стремится соответствовать требованиям стандартов POSIX, так что новые многопоточные приложения Linux должны без проблем компилироваться в POSIX-совместимых системах.

# Инструкция пользователю

Программа позволяет заполнить матрицу – таблицу сложения.

Задайте размеры матрицы и количество потоков, используемых для вычислений. Нажмите кнопку для расчета матрицы. Матрицу можно очистить с помощью соответствующей кнопки.

# Инструкция программисту

**Типы данных:**

Структура – параметры потока.

**typedef** struct**{**

int num**, -** номер потока. Поток заполняет строки матрицы с такими

номерами, которые при делении на общее число потоков дают

в остатке номер потока.

**int** n**,**m**, -** размеры матрицы – n строк, m столбцов.

**int** count**; -** общее количество потоков.

**}** thread\_arg**;**

**Переменные:**

pthread\_mutex\_t mutexA **=** PTHREAD\_MUTEX\_INITIALIZER**;**

Мьютекс, защищающий рассчитываемую матрицу.

double **\*\***A**;**

Рассчитываемая матрица.

**Функции:**

void **\***my\_thread**(**void **\***arg**);**

Функция-потока. Принимает указатель на thread\_arg. Поток заполняет строки матрицы с такими номерами, которые при делении на общее число потоков дают в остатке номер потока.

void calcMatrix**(**int n**,**int m**,**int count**);**

Вычисляет матрицу размером n строк на m столбцов с помощью count потоков.

# Текст программы

Ниже представлен текст программы для заполнения матрицы, написанной на языке C++, в среде Qt Creator 2.6.0rc + GCC 4.7.2 с использованием библиотеки Qt.

mainwindow.h:

#ifndef MAINWINDOW\_H

#define MAINWINDOW\_H

#include "pthread.h"

#include <QMainWindow>

**typedef** struct**{**

int num**,**n**,**m**,**count**;**

**}** thread\_arg**;**

**namespace** Ui **{**

class MainWindow**;**

**}**

class MainWindow **:** public QMainWindow

**{**

Q\_OBJECT

public**:**

explicit MainWindow**(**QWidget **\***parent **=** 0**);**

**~**MainWindow**();**

private slots**:**

void on\_spinBox\_valueChanged**(**int arg1**);**

void on\_spinBox\_2\_valueChanged**(**int arg1**);**

void on\_pushButton\_clicked**();**

void on\_pushButton\_2\_clicked**();**

private**:**

Ui**::**MainWindow **\***ui**;**

**};**

#endif // MAINWINDOW\_H

mainwindow.cpp:

#include "mainwindow.h"

#include "ui\_mainwindow.h"

#include <QDebug>

extern "C"**{**

#include <unistd.h>

**}**

pthread\_mutex\_t mutexA **=** PTHREAD\_MUTEX\_INITIALIZER**;**

double **\*\***A**;**

void **\***my\_thread**(**void **\***arg**){**

thread\_arg**\*** p**=(**thread\_arg**\*)**arg**;**

int num**=**p**->**num**,**

n**=**p**->**n**,**

m**=**p**->**m**,**

count**=**p**->**count**;**

**for(**int i**=**num**;**i**<**n**;**i**+=**count**){**

**for(**int j**=**0**;**j**<**m**;++**j**){**

pthread\_mutex\_lock**(&**mutexA**);**

A**[**i**][**j**]=**i**+**j**+**2**;**

pthread\_mutex\_unlock**(&**mutexA**);**

**}**

**}**

pthread\_exit**(NULL);**

**}**

void calcMatrix**(**int n**,**int m**,**int count**){**

QList**<**pthread\_t**\*>** mythreads**;**

QList**<**thread\_arg**\*>** myargs**;**

**for(**int i**=**0**;**i**<**count**;++**i**){**

thread\_arg**\*** arg**=new** thread\_arg**;**

arg**->**count**=**count**;**

arg**->**n**=**n**;**

arg**->**m**=**m**;**

arg**->**num**=**i**;**

pthread\_t**\*** new\_thread **=** **new** pthread\_t**;**

**if(**pthread\_create**(**new\_thread**,NULL,&**my\_thread**,**arg**)){**

qDebug**()<<**"Ошибка создания потока!"**;**

**delete** arg**;**

**delete** new\_thread**;**

**}**

myargs**<<**arg**;**

mythreads**<<**new\_thread**;**

**}**

**while(**mythreads**.**size**()){**

**if(**pthread\_join**(\***mythreads**.**first**(),NULL))**

qDebug**()<<**"Ошибка ожидания потока!"**;**

**delete** mythreads**.**first**();**

**delete** myargs**.**first**();**

myargs**.**removeFirst**();**

mythreads**.**removeFirst**();**

**}**

**}**

MainWindow**::**MainWindow**(**QWidget **\***parent**)** **:**

QMainWindow**(**parent**),**

ui**(new** Ui**::**MainWindow**)**

**{**

ui**->**setupUi**(this);**

**}**

MainWindow**::~**MainWindow**()**

**{**

**delete** ui**;**

**}**

void MainWindow**::**on\_spinBox\_valueChanged**(**int arg1**)**

**{**

int d**=**ui**->**tableWidget**->**rowCount**()-**arg1**;**

**if(**d**<**0**){**

**for(;**d**<**0**;**d**++){**

int i**=**ui**->**tableWidget**->**rowCount**();**

ui**->**tableWidget**->**insertRow**(**i**);**

**for(**int j**=**0**;**j**<**ui**->**tableWidget**->**columnCount**();++**j**){**

QTableWidgetItem**\*** item**=new** QTableWidgetItem**;**

ui**->**tableWidget**->**setItem**(**i**,**j**,**item**);**

**}**

**}**

**}** **else** **{**

**for(;**d**>**0**;**d**--){**

ui**->**tableWidget**->**removeRow**(**ui**->**tableWidget**->**rowCount**()-**1**);**

**}**

**}**

**}**

void MainWindow**::**on\_spinBox\_2\_valueChanged**(**int arg1**)**

**{**

int d**=**ui**->**tableWidget**->**columnCount**()-**arg1**;**

**if(**d**<**0**){**

**for(;**d**<**0**;**d**++){**

int j**=**ui**->**tableWidget**->**columnCount**();**

ui**->**tableWidget**->**insertColumn**(**j**);**

**for(**int i**=**0**;**i**<**ui**->**tableWidget**->**rowCount**();++**i**){**

QTableWidgetItem**\*** item**=new** QTableWidgetItem**;**

ui**->**tableWidget**->**setItem**(**i**,**j**,**item**);**

**}**

**}**

**}** **else** **{**

**for(;**d**>**0**;**d**--){**

ui**->**tableWidget**->**removeColumn**(**ui**->**tableWidget**->**columnCount**()-**1**);**

**}**

**}**

**}**

void MainWindow**::**on\_pushButton\_clicked**()**

**{**

int n**=**ui**->**tableWidget**->**rowCount**(),**

m**=**ui**->**tableWidget**->**columnCount**(),**

count**=**ui**->**spinBox\_3**->**value**();**

A**=new** double**\*[**n**];**

**for(**int i**=**0**;**i**<**n**;++**i**){**

A**[**i**]=new** double**[**m**];**

**}**

calcMatrix**(**n**,**m**,**count**);**

**for(**int i**=**0**;**i**<**n**;++**i**){**

**for(**int j**=**0**;**j**<**m**;++**j**){**

QTableWidgetItem **\***item**=**ui**->**tableWidget**->**item**(**i**,**j**);**

**if(**item**!=NULL)**

item**->**setText**(**QString**::**number**(**A**[**i**][**j**]));**

**}**

**}**

**for(**int i**=**0**;**i**<**n**;++**i**)**

**delete** A**[**i**];**

**delete** A**;**

**}**

void MainWindow**::**on\_pushButton\_2\_clicked**()**

**{**

int n**=**ui**->**tableWidget**->**rowCount**(),**

m**=**ui**->**tableWidget**->**columnCount**();**

**for(**int i**=**0**;**i**<**n**;++**i**){**

**for(**int j**=**0**;**j**<**m**;++**j**){**

QTableWidgetItem **\***item**=**ui**->**tableWidget**->**item**(**i**,**j**);**

**if(**item**!=NULL)**

item**->**setText**(**QString**());**

**}**

**}**

**}**

# Тестовый пример

На рисунке 1 представлен пример работы программы для заполнения матрицы.

![](data:image/png;base64,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)

Рисунок 1— Пример работы программы

# Вывод

Linux предлагает классические средства POSIX для работы с процессами и потоками. Кроме того, Linux имеет уникальную модель потоков, согласно которой поток является специфическим типом процесса.