# Примитивные типы данных

[Смотреть материал на видео](https://www.youtube.com/watch?v=w41UBEqv6ZA&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/primitivnye-tipy-dannyh>

Пришло время познакомиться с примитивными типами данных в JavaScript. В самом простом случае, когда мы объявляем переменную вот так:

let a = 2;

то переменная принимает числовой тип (number). Этот пример показывает, что тип переменной определяется типом данных, которые мы ей присваиваем. Если переменной присвоить строку:

let b = "Строка";

то переменная b принимает строковый тип. В JavaScript существует семь основных типов данных. Рассмотрим их по порядку.

**Числовой тип (number)**

Числовой тип данных представляет как целочисленные значения, так и числа с плавающей точкой. Например, обе эти переменные будут относиться к числовому типу:

let a = 5;

let b = 7.23;

JavaScript «знает» пять основных типов числовых литералов:

* десятичный – целое число (например, 0, 5, -10, -100, 56);
* приближенные к вещественным – приблизительные вещественные числа (например, 6.7, 8.54, -10.34);
* экспоненциальный (научный) – с использованием буквы ‘e’ (например, 10 = 1e1, 20 = 2e1, 25000 = 25e3, 8700 = 8.7e3);
* восьмиричная: 0o777;
* шестнадцатиричная: 0xff24f.

Однако, на практике чаще всего используются целые и приближенные к вещественным.

**Оператор typeof**

Чтобы узнать тип переменной используется оператор typeof, который имеет такой синтаксис:

typeof <переменная>;

или

typeof(<переменная>);

его можно вызывать как со скобками, так и без скобок. Обычно используют первый вариант. Выведем тип переменной a:

console.log(**typeof** a);

Мы видим значение number – числовой тип.

**Infinity и NaN**

Кроме обычных чисел, существуют так называемые «специальные числовые значения», которые относятся к этому же типу данных:

Infinity, -Infinity и NaN.

**Infinity** представляет собой математическую бесконечность ∞. Это особое значение, которое больше любого числа. Мы можем получить его в результате деления на ноль:

let c = 1/0;

или задать его явно:

let d = **Infinity**;

let d2 = -**Infinity**;

Мы можем также получить бесконечность, если попытаемся записать в переменную очень большое число, которое выходит за пределы представления чисел в JavaScript. Например, такое:

let inf = 1.0e1000;

Следующее значение NaN (от англ. Not a Number – не число) означает вычислительную ошибку. Это результат неправильной или неопределённой математической операции, например:

let c = "строка"/2;

Значение NaN «прилипчиво». Любая операция с NaN возвращает NaN:

let c = "строка"/2 + 2;

Значения Infinity и NaN хотя и относятся к числовым типам, но скорее являются индикаторами, говорящими разработчику скрипта что пошло не так.

**Строковый тип (string)**

Как мы говорили на предыдущем занятии, строки можно задавать через такие кавычки:

let msg1 = "строка 1";

let msg2 = 'строка 2';

let msg3 = `строка 3`;

Двойные или одинарные кавычки являются «простыми», между ними нет разницы в JavaScript. Обратные кавычки (апострофы) имеют «расширенный функционал» и были введены в ES6. Они позволяют встраивать выражения в строку, заключая их в ${…}. Например, так:

let msg3 = `Значение a = ${a}`;

Здесь вместо ${a} будет подставлено значение переменной a и в консоле увидим «Значение a = 5». Вместо переменной можно записать любое выражение языка JavaScript:

let msg3 = `Значение a = ${1+2}`;

Получим строку «Значение a = 3». Все это работает только с обратными кавычками. Если их заменить на простые, то никакой подстановки не произойдет:

let msg3 = 'Значение a = ${a}';

Тем, кто знаком с другими языками программирования следует знать, что в JavaScript нет типа данных для отдельного символа (типа char). Здесь есть только строки и даже один символ – это строка из одного символа.

А как быть, если мы хотим в строке записать кавычки? Например, так:

let msg1 = "строка "привет"";

Есть несколько способов это сделать. Первый – заменить двойные кавычки всей строки на одинарные:

let msg1 = 'строка "привет" ';

Второй способ – использовать так называемое экранирование символов:

let msg1 = "строка **\"**привет**\"**";

мы здесь перед каждой кавычкой внутри строки поставили обратный слеш. Это называется экранированием символов. На практике используются оба способа, так что выбирайте любой удобный для себя. Кстати, если нужно просто отобразить обратный слеш, то его следует записать так:

let msg1 = "строка **\\**";

**Булевый (логический) тип**

Булевый тип (boolean) может принимать только два значения: true (истина) и false (ложь). Такой тип, как правило, используется для хранения значений да/нет: true значит «да, правильно», а false значит «нет, не правильно». Например:

let isWin = **true**, isCheckedField = **false**;

Булевые значения также могут быть получены из результатов сравнения:

let isGreater = 4 > 1;

и часто применяются в условных операторах, о которых мы будем говорить на последующих занятиях.

**Значение «null»**

Специальное значение null не относится ни к одному из типов, описанных выше. Оно формирует отдельный тип, который содержит только значение null:

let idProcess = **null**;

В JavaScript null не является «ссылкой на несуществующий объект» или «нулевым указателем», как в некоторых других языках. Это просто специальное значение, которое представляет собой «ничего», «пусто» или «значение неизвестно».

**Значение «undefined»**

Это свой тип данных, который имеет только одно значение undefined, означающее, что значение не было присвоено. Если переменная объявлена, но ей не присвоено никакого значения, то её значением будет undefined:

let arg;

По идее мы можем присвоить значение undefined любой переменной:

let a = **undefined**;

Но так делать не рекомендуется. Если нам нужно отметить, что переменная не содержит данных, то для этого используется значение null, а undefined – только для проверок: была ли переменная инициализирована или по каким-то причинам ей «забыли» присвоить значение.

**Тип Symbol**

Это новый тип данных (symbol), который впервые появился в спецификации ES6. Он используется для создания уникальных идентификаторов. Например, так:

let id = Symbol();

И в большей степени он удобен для дальнейшего развития JavaScript. Чтобы можно было добавлять новые идентификаторы, не меняя код, в котором он уже мог использоваться.

Символы создаются конструктором Symbol() и могут дополняться необязательным описанием:

let id2 = Symbol("id2");

Их уникальность можно проверить оператором идентичности, о котором мы будем говорить на следующих занятиях. Здесь приведу лишь пример:

console.log(id === id2);

В некоторой степени они похожи на объекты, но относятся к примитивным типам.

Если сейчас вам не совсем понятно, что такое Symbol, просто пропустите этот момент. Когда придет время для его использования, все встанет на свои места.

# Приведение типов, оператор присваивания, функции alert, prompt, confirm

[Смотреть материал на видео](https://www.youtube.com/watch?v=fXvT-eTdLvQ&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/privedenie-tipov-operator-prisvaivaniya-funkcii-alert-prompt-confirm>

На предыдущем занятии мы с вами познакомились с примитивными типами данных. И видели, как переменные автоматически приводились к нужному типу – типу присваиваемых данных. Однако, бывают случаи когда необходимо явно преобразовать выражение к некоторому типу.

Рассмотрим сначала строковые преобразования. Предположим, у нас имеется булевая переменная:

let a = **true**;

console.log(a);

console.log(**typeof** a);

Далее, мы укажем, что хотим преобразовать ее в строковый тип. Это делается так:

a = String(a);

console.log(a);

console.log(**typeof** a);

Вот эта операция String(<выражение>) называется операцией приведения типов. В данном случае булевый тип приводится к строковому и true становится строкой.

По аналогии делается численное преобразование. Пусть у нас есть строка:

let a = **"123"**;

ее можно преобразовать в число вот так:

a = Number(a);

в итоге переменная a будет содержать не строку, а число 123. Кстати, когда явно видно, что данные должны быть преобразованы в числа, то виртуальная JavaScript-машина это делает автоматически. Например, при таком делении двух строк:

console.log(**"6"** / **"3"**);

в консоле увидим значение 2 – результат деления числа 6 на число 3. Здесь приведение к числовому типу было сделано автоматически. Практически во всех математических операциях делается приведение данных к числовому типу, если это возможно, кроме операции сложения. Складывая две строки:

console.log(**"6"** + **"3"**);

мы получим строку «63», а не число 9. Дело в том, что именно этот оператор + выполняет соединение двух строк и к строке 6 была присоединена строка 3, в результате получили строку 63. Причем строки будут соединяться, если хотя бы один из операндов имеет строковый тип. Например, в этих случаях также получим строки:

console.log(**"6"** + 3);

console.log(6 + **"3"**);

И только когда оба операнда числа, результатом будет число 9:

console.log(6 + 3);

Так что складывая две переменные как числа, следует быть уверенными, что они числового типа. Для этого их можно явно привести к числовым значениям, а затем, сложить:

let a = **"6"**, b = **"3"**;

console.log(Number(a) + Number(b));

Если же по каким-то причинам строку нельзя привести к числу:

let a = **"no digit"**;

a = Number(a);

то получим значение NaN. Общие правила численного преобразования такие:

|  |  |
| --- | --- |
| Значение | Результат преобразования |
| undefined | NaN |
| null | 0 |
| true/false | 1/0 |
| Строка | Пробельные символы по краям обрезаются. Далее, если остаётся пустая строка, то 0, иначе из непустой строки «считывается» число. При ошибке результат NaN. |

console.log( Number(**"   123   "**) ); *// 123*

console.log( Number(**"123z"**) );      *// NaN (ошибка чтения числа в "z")*

console.log( Number(**true**) );        *// 1*

console.log( Number(**false**) );       *// 0*

## Приведение к булевому типу

Для этого используется функция

Boolean(<выражение>)

которая преобразует:

значения, которые интуитивно «пустые», вроде 0, пустой строки, null, undefined и NaN, в **false**;

все остальные значения в **true**.

Например:

console.log( Boolean(1) ); *// true*

console.log( Boolean(0) ); *// false*

console.log( Boolean(**"0"**) ); *// true*

console.log( Boolean(**"Привет!"**) ); *// true*

console.log( Boolean(**""**) ); *// false*

Обратите внимание, что строчка с нулем «0» преобразуется в true, так как это обычная не пустая строка.

## Оператор присваивания

Теперь подробнее рассмотрим оператор присваивания. Его не стоит путать со знаком = из математики. Он выполняет присваивание переменной, записанной слева от него, значения (или переменной), записанной справа. Например:

let a = 4;

Этот оператор имеет один из самых низких приоритетов (равный 3). Именно поэтому, когда переменной что-либо присваивают, например, x = 2 \* 2 + 1, то сначала выполнится арифметика, а уже затем происходит присваивание.

Также возможно присваивание по цепочке:

let a, b, c;

a = b = c = 2 + 2;

console.log( a, b, c );

Такое присваивание работает справа-налево. Сначала вычисляется самое правое выражение 2 + 2, и затем оно присваивается переменным слева: c, b и a. В конце у всех переменных будет одно значение.

Далее, оператор = возвращает значение. Например, при присваивании x=value значение value сначала записывается в x, а затем возвращается. В частности, именно поэтому возможна такая запись:

let a, b = 1;

let c = 3 - (a = b + 1);

console.log( a, b, c );

Здесь сначала переменной a будет присвоено значение 1+1=2, далее оно возвращается оператором присваивания и получаем вычисление разности 3-2=1. В итоге имеем значения a=2, b=1, c=1.

Этот пример приведен, чтобы вы понимали, как это работает, так как иногда это можно увидеть в JavaScript-библиотеках, но писать самим в таком стиле не рекомендуется. Такие трюки не сделают ваш код более понятным или читабельным.

## Функции alert, prompt, confirm

В заключение этого занятия познакомимся с функциями alert, prompt, confirm, которые реализуются в JavaScript движках, работающих в браузерах. То есть, вызывая эти функции, мы предполагаем, что наш скрипт запущен именно в браузере, а не какой-то другой среде.

Первая функция alert() отображает окно с сообщением и приостанавливает дальнейшее исполнение скрипта. Синтаксис функции такой:

alert(<сообщение>);

Например:

alert(**"Hello"**);

выведет на экран модальное окно с сообщением «Hello». *Модальное* означает, что пользователь не может взаимодействовать с интерфейсом остальной части страницы до тех пор, пока окно открыто. Для продолжения работы скрипта пользователь должен нажать кнопку «OK». Окно будет закрыто и программа продолжит свою работу.

Следующая функция prompt() отображает модальное окно для ввода каких-либо данных. Синтаксис этой функции такой:

result = prompt(title, [default]);

здесь title – текст для отображения в окне; default – необязательный аргумент, устанавливающий некое значение по умолчанию. Пример:

let age = prompt(**"Сколько вам лет?"**, 18);

console.log(age);

Выведет окно и попросит ввести ваш возраст. Если пользователь нажмет кнопку OK, то переменная age будет содержать введенный возраст, а при нажатии на «Отмена» (или нажав клавишу ESC) – значение null.

**Заметка:** для браузера IE лучше всегда указывать второй параметр, иначе значение по умолчанию будет равно undefined.

Третья функция confirm() отображает модальное окно с текстом вопроса и имеет такой синтаксис:

result = confirm(question);

здесь question – текст вопроса; result – результат ответа: принимает значение true, если пользователь нажал на кнопку OK и false – в других случаях. Пример:

let isCar = confirm(**"У тебя есть машина?"**);

console.log(isCar);

Все эти функции нам понадобятся в дальнейшем при изучении JavaScript.

# Арифметические операции

[Смотреть материал на видео](https://www.youtube.com/watch?v=VbdKqwLfuG0&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/arifmeticheskie-operacii>

На этом занятии рассмотрим работу операторов (- + \* / % ++ --) в JavaScript. Но вначале немного терминологии, чтобы мы понимали друг друга:

***Операнд****– то, к чему применяется оператор.*

Например, в умножении 5 \* 2 есть два операнда: левый операнд равен 5, а правый операнд равен 2. Иногда их называют «аргументами» вместо «операндов».

***Унарным****называется оператор, который применяется к одному операнду.*

Например, оператор унарный минус "-" меняет знак числа на противоположный:

let a = 1;

a=-a;   *//унарный минус*

***Бинарным****называется оператор, который применяется к двум операндам.*

Тот же минус существует и в бинарной форме:

let a = 1, b = 2;

b-a;    *//бинарный минус*

Из этих примеров видно, что унарный минус и бинарный минус – это два совершенно разных оператора: в первом случае он меняет знак, а во втором – реализует вычитание.

Раз мы заговорили об операторе -, начнем с него. Итак, унарный минус и вычитание для чисел работает очевидным образом по математическим правилам:

let x = 2.8, y = 7.3;

console.log(x-y);

Но, что если один из операндов не будет числом, например, строкой:

let x = **"2.8"**, y = 7.3;

В этом случае он сначала приводится к числу, а затем, применяется данный оператор:

let x = **"2.8"**, y = 7.3;

console.log(x-y);

И в этом случае:

let arg = -x;

console.log(**typeof** arg);

Как видите, тип переменной стал number. Если вместо строки взять любой другой тип, то он также будет приводиться к number:

let x = **true**, y = **null**, z = **undefined**;

console.log(-x);    *// -1*

console.log(-y);    *// -0*

console.log(-z);     *//NaN*

console.log(**typeof** -x, **typeof** -y, **typeof** -z);

Следующий оператор + работает несколько иначе. Для чисел все то же самое:

let x = 4, y = 7;

let sum = x+y;

console.log(sum);

Унарный плюс тоже все пытается перевести в числа, если это возможно:

let x = **"4"**, y = **"не число"**, z = **true**, t = **null**, u = **undefined**;

console.log(**typeof** +x, **typeof** +y, **typeof** +z, **typeof** +t);

console.log(+x, +y, +z, +t, +u);

Все будет приведено к числовому типу с результатом:

4 NaN 1 0 NaN

Здесь строка «не число» и значение undefined преобразовались в NaN, остальные величины в соответствующие числа.

Учитывая, что унарный + не искажает чисел, его часто используют для преобразования выражения к числовому типу вместо Number, то есть:

+"46"  написать гораздо быстрее, чем Number("46")

А вот при сложении двух операндов + работает не только как арифметическая операция. С его помощью можно делать соединение двух строк (или как еще говорят: конкатенацию строк). Например,

let str1 = **"Hello"**, str2 = **"Wordl!"**;

console.log(str1+str2);

Получим строку «HelloWorld!». Добавим пробел между словами:

console.log(str1+**" "**+str2);

получим «Hello World!». То есть, бинарный оператор либо объединяет строки, либо складывает два числа. Но как понять: когда он будет складывать, а когда объединять? Например, вот в таких вариантах:

console.log(5+**"6"**);

console.log(**"6"**+10);

console.log(**"6.46"**+10);

console.log(-2+**"1.3"**);

Здесь везде будет происходить соединение двух строк. Почему так? Правило очень простое. Если один из операндов бинарного оператора + является строкой, то оба операнда преобразуются в строки и объединяются в единую строку. Если же оба операнда – числа, то выполняется их математическое сложение. Например, вот здесь везде значения будут складываться как числа:

console.log(5+2);

console.log(**true**+10);

console.log(**null**+10);

console.log(-2 + +**"1.3"**);

console.log(+**"6"** + +**"3"**);

Обратите внимание на две последние операции. Здесь строки сначала приводятся к числовому типу с помощью унарного +, а затем, выполняется сложение двух чисел.

Но, что если записать сложение вот так:

console.log(3+2+**"2"**);

Результатом будет строка «52», а не «322». Почему? Потому что операторы выполняются слева направо и сначала сложатся два числа 3+2=5, а затем, число 5 плюс строка «2» получим строку «52».

Все следующие операторы \* / % \*\* ++ -- относятся к арифметическим и выполняют автоматическое преобразование выражения к числу.

Операторы \* и / выполняют умножение и деление двух чисел, например,

let x=**"2"**, y = 5;

console.log(x/y);   *//0.4*

Здесь строка «2» автоматически была приведена к числу. И, если кто знаком с языком С++ и ему подобными, обратите внимание, что при делении двух целых чисел результат получается дробным, а не целым. Здесь все работает строго по математическим правилам.

Умножение работает аналогично:

console.log(x\*y);

Эти операторы можно объединять и записывать, например, так:

console.log(x\*y+1.3/6-10);

Соответственно порядок их выполнения определяется приоритетами. Как и в математике приоритет у операций \* и / выше, чем у + и -, поэтому сначала делается умножение и деление, а затем, сложение и вычитание. Если нужно изменить приоритеты, то также как и в математике, используются круглые скобки:

console.log(x\*(y+1.3)/6-10);

Здесь сначала делается сложение в скобках, а затем, все остальные операции в порядке их приоритетов.

Следующая операция % вычисляет остаток от деления одного числа на другое, например,

console.log( 5 % 2 ); *// 1, остаток от деления 5 на 2*

console.log( 8 % 3 ); *// 2, остаток от деления 8 на 3*

console.log( 6 % 3 ); *// 0, остаток от деления 6 на 3*

Причем, в отличие от многих других языков программирования, здесь можно записывать и вещественные числа:

console.log( 5.2 % 2.3 ); *// примерно 0.6*

Но все-таки ее обычно применяют именно к двум целым числам.

Следующая операция \*\* возведение в степень. Например:

console.log( 2 \*\* 2 ); *// 4  (2 \* 2)*

console.log( 2 \*\* 3 ); *// 8  (2 \* 2 \* 2)*

console.log( 4 \*\* 2 ); *// 16  (4 \* 4)*

Она также может работать и с дробными значениями:

console.log( 4 \*\* (1/2) ); *// 2 (степень 1/2 эквивалентна взятию квадратного корня)*

console.log( 8 \*\* (1/3) ); *// 2 (степень 1/3 эквивалентна взятию кубического корня)*

Последние две операции ++ (инкремент) и -- (декремент) увеличивают и уменьшают значение переменной на 1:

let counter = 2, cnt = 5;

counter++; *// работает как counter = counter + 1*

cnt--; *// работает как cnt = cnt - 1*

console.log( counter, cnt ); *// 3, 4*

Операции ++ и -- не только записываются короче, но и быстрее исполняются JavaScript-машиной, чем аналогичные операции

counter = counter + 1  и cnt = cnt - 1

Причем, считается, что для увеличения производительности предпочтительнее использовать префиксную запись:

++counter и --cnt

Но эти две операции (префиксная и постпрефиксная) отличаются не только скоростью исполнения. У них есть другой нюанс. Покажем его на таком примере:

let a, b, c = 10, d = 10;

a = c++;

b = ++d;

console.log( a, b, c, d );

Получим результат: a=10, b=11, c=11, d=11. Обратите внимание, что значение переменной a равно 10, а не 11. Это из-за того, что при постпрефиксной записи сначала выполняется присваивание значение a=c и только потом переменная c увеличивается на 1. При префиксной записи, сначала значение переменной d увеличивается на 1, а затем, число 11 присваивается переменной b. Отсюда и получаются такие результаты. Вот это нужно запомнить и иметь в виду при написании скриптов.

Приоритет у операций ++ и -- выше, чем у операций \* и /, поэтому они корректно будут работать при такой записи:

let a = 4;

console.log(2 \* ++a);

В программировании часто приходится менять значение переменной на определенную величину. Например, увеличить на 5, или уменьшить на 2, или увеличить в 10 раз, уменьшить в 4 раза и так далее. Все это можно выполнить такими короткими операторами:

let a = 0, b = 1;

a += 5;        *// эквивалент: a = a + 5*

b -= 2;        *// эквивалент: b = b - 2*

console.log( a, b );

a \*= 10; *// эквивалент: a = a \* 10*

b /= 4;         *// эквивалент: b = b / 4*

console.log( a, b );

# Условные операторы if и switch

[Смотреть материал на видео](https://www.youtube.com/watch?v=9B9gnKfMj34&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/uslovnye-operatory-if-i-switch>

На этом занятии поговорим об условных операторах. Что это такое? Представьте, что вам нужно вычислить модуль числа, хранящегося в переменной x. Как это сделать? Очевидно, нужно реализовать такой алгоритм.

И в этом алгоритме есть вот такое ветвление программы: при x<0 меняется знак на противоположный, а при других x это не делается. В результате получаем модуль числа в переменной x.

Так вот, чтобы реализовать проверку таких условий в JavaScript имеется два условных оператора: if и switch. И начнем с рассмотрения первого оператора if. В самом простом случае его синтаксис такой:

if(<выражение>) оператор;

Если выражение в круглых скобках истинно, то выполняется оператор, записанный в if. Иначе этот оператор не выполняется. Используя этот оператор, запишем программу для вычисления модуля числа:

let x = -5;

**if**(x < 0) x = -x;

console.log(**"|x| = "** + x);

Здесь операция изменения знака переменной x будет выполняться только для отрицательных величин, а положительные просто выводиться в консоль, минуя эту операцию.

Какие операторы сравнения существуют в JavaScript и как они работают? Многие из них нам известны из школьного курса математики, это:

|  |  |
| --- | --- |
| a > b | Истинно, если a больше b |
| a < b | Истинно, если a меньше b |
| a >= b | Истинно, если a больше или равно b |
| a <= b | Истинно, если a меньше или равно b |
| a == b | Истинно, если a равно b (обратите внимание, для сравнения используется двойной знак равенства) |
| a != b | Истинно, если a не равно b |

Все эти операторы при сравнении возвращают булевое значение: true – истина или false – ложь. Например:

console.log( 2 > 1 );  *// true (верно)*

console.log( 2 == 1 ); *// false (неверно)*

console.log( 2 != 1 ); *// true (верно)*

Результат сравнения можно присвоить переменной, как и любое значение:

let result = 7 > 5; *// результат сравнения присваивается переменной result*

console.log( result ); *// true*

## Сравнение строк

Как вы видите, сравнение двух числовых значений выполняется вполне очевидным образом. Но можно ли, например, сравнивать строки между собой? Оказывается да, можно. Чтобы определить, что одна строка больше другой, JavaScript использует «алфавитный» или «лексикографический» порядок. Другими словами, строки сравниваются посимвольно. Например:

console.log( **'Я'** > **'А'** ); *// true*

console.log( **'Кот'** > **'Код'** ); *// true*

console.log( **'Сонный'** > **'Сон'** ); *// true*

Алгоритм сравнения двух строк довольно прост:

1. Сначала сравниваются первые символы строк.
2. Если первый символ первой строки больше (меньше), чем первый символ второй, то первая строка больше (меньше) второй.
3. Если первые символы равны, то таким же образом сравниваются уже вторые символы строк.

Сравнение продолжается, пока не закончится одна из строк. Если обе строки заканчиваются одновременно, и все их соответствующие символы равны между собой, то строки считаются равными. Иначе, большей считается более длинная строка.

В примерах выше сравнение 'Я' > 'А' завершится на первом шаге, тогда как строки "Кот" и "Код" будут сравниваться посимвольно:

1. К равна К.
2. о равна о.
3. т больше чем д.

На этом сравнение заканчивается. Первая строка больше.

## Сравнение разных типов данных

При сравнении значений разных типов JavaScript приводит каждое из них к числу. Например:

console.log( **'2'** > 1 ); *// true, строка '2' становится числом 2*

console.log( **'01'** == 1 ); *// true, строка '01' становится числом 1*

При сравнении булевых значений:

console.log( **true** == 1 ); *// true (true приводится к 1)*

console.log( **false** == 0 ); *// true (false приводится к 0)*

console.log( **null** == **undefined** ); *// true (обе величины приводятся к 0)*

Однако, при использовании сравнения с помощью операторов <, >, <=, >= всюду получим false:

console.log( **null** >= **undefined** );  *// false (null – к нулю, undefined – к NaN)*

console.log( **null** <= **undefined** );  *// false (null – к нулю, undefined – к NaN)*

Внимание! Странное сравнение null с нулем:

console.log( **null** > 0 );  *// (1) false*

console.log( **null** == 0 ); *// (2) false*

console.log( **null** >= 0 ); *// (3) true*

Это просто нужно иметь в виду при программировании логики скриптов.

## Строгое сравнение

В JavaScript можно выполнять сравнение двух значений с учетом их типа данных. Для этого используется оператор === (три равно). Применяя его к предыдущему примеру, получим:

console.log( **true** === 1 ); *//false*

console.log( **false** === 0 ); *//false*

Оба результата дадут ложь – false, так как значения, имеющие разные типы считаются не равными друг другу. Та же ситуация будет и при таком строгом сравнении:

console.log( **"5"** === 5 ); *//false*

console.log( **"7"** === 7 ); *//false*

console.log( **null** === **undefined** ); *// false*

Здесь также имеем разные типы данных, поэтому результат – false. А вот если взять строгое неравенство, то получим истину во всех случаях:

console.log( **"5"** !== 5 ); *//true*

console.log( **null** !== **undefined** ); *// true*

Вот так можно сравнивать между собой значения с учетом их типов.

Теперь, когда мы знаем как сравниваются между собой величины, вернемся к нашему условному оператору if. И предположим, что хотим определить знак числа в переменной x. Конечно, проверку можно записать вот так:

let x = -5;

**if**(x < 0) console.log(**"x отрицательное число"**);

**if**(x >= 0) console.log(**"x неотрицательное число"**);

Но можно сделать лучше. Смотрите, мы здесь имеем дело со взаимоисключающими условиями, то есть, они не могут произойти одновременно: либо первое, либо второе. Для таких ситуаций можно использовать ключевое слово else – иначе, чтобы ускорить процесс проверки:

**if**(x < 0) console.log(**"x отрицательное число"**);

**else** console.log(**"x неотрицательное число"**);

Теперь, у нас здесь всего одно условие. Если оно истинно, то выполнится первый console.log, а иначе – второй console.log. Такая программа будет работать быстрее.

В общем случае, синтаксис оператора if else следующий:

if(<выражение>) оператор 1;  
else оператор 2;

И так как после else можно ставить любой оператор, то предыдущую программу можно записать и так:

**if**(x < 0) console.log(**"x отрицательное число"**);

**else** **if**(x > 0) console.log(**"x положительное число"**);

**else** console.log(**"x равен 0"**);

И вообще таких конструкций if else может быть много. Далее, обратим внимание на такой факт: во всех наших примерах по условию шел один оператор – console.log. Но что если нужно выполнить несколько операторов по некоторому условию? Для этого их нужно заключать в фигурные скобки. Например:

let x = -10, sgn = 0;

**if**(x < 0) {

         sgn = -1;

         console.log(**"x отрицательное число"**, sgn);

}

**else** **if**(x > 0) {

         sgn = 1;

         console.log(**"x положительное число"**, sgn);

}

**else** console.log(**"x равен 0"**, sgn);

Здесь по первым двум условиям выполняется два оператора: присвоение значения переменной sgn и вывод результата в консоль. В последнем else записан только один оператор – вывод в консоль, поэтому здесь фигурные скобки ставить не обязательно.

В ряде случаев конструкцию if else удобнее записывать через тернарный условный оператор, который имеет такой синтаксис:

let result = условие ? значение1 : значение2;

Сначала вычисляется условие: если оно истинно, то возвращается значение1, в противном случае – значение2. Например:

let accessAllowed = (age > 18) ? **true** : **false**;

Получим true, если возраст (age) больше 18, иначе – false. Кстати, проверку из данного примера можно сделать короче, просто прописав

let accessAllowed = age > 18;

здесь оператор > вернет true при возрасте больше 18 и false – в противном случае.

Теперь, когда мы разобрались с базовыми моментами проверки условий, сделаем следующий шаг и попробуем реализовать проверку попадания переменной x в диапазон [2; 7], то есть, условие должно быть истинным, когда x принимает значения в этом диапазоне чисел. Очевидно, что здесь должно быть две проверки: первая – мы проверяем, что x >= 2 и вторая – проверяем, что x <= 7. Если оба этих условия выполняются одновременной, то x попадает в наш диапазон.

Реализовать такую проверку на JavaScript можно так:

let x = 4;

**if**(x >= 2 && x <= 7) console.log(**"x попадает в [2; 7]"**);

**else** console.log(**"x не попадает в [2; 7]"**);

Смотрите, здесь записано два условия, объединенных по И (два амперсанда – это И). В результате, общее составное условие будет считаться истинным, если истинно и первое и второе условие. Если хотя бы одно из этих условий ложно, то ложно и все составное условие. В результате мы корректно реализуем проверку на вхождение значения переменной в диапазон [2; 7].

А теперь давайте реализуем противоположное условие, что x не принадлежит диапазону [2; 7]. Условие будет таким:

let x = 40;

**if**(x < 2 || x > 7) console.log(**"x не попадает в [2; 7]"**);

**else** console.log(**"x попадает в [2; 7]"**);

Здесь в составном условии используется связка по ИЛИ (две вертикальные черты – это ИЛИ) и оно будет истинно, если истинно или первое, или второе условие. То есть, в нашем случае, если x < 2 или x > 7, то делается вывод о невхождении переменной x в указанный диапазон.

Итак, запомните следующие правила:

* условие x >= 2 && x <= 7 истинно, если истинно каждое из подусловий (x>=2 и x <= 7) и ложно, если ложно хотя бы одно из них;
* условие x < 2 || x > 7 истинно, если истинно хотя бы одно из подусловий (x < 2 или x > 7) и ложно, когда оба ложны.

Вот так можно записывать более сложные условия в условном операторе if. Причем они могут комбинироваться в любом сочетании, например:

let x = 4, y = -2;

**if**(x >= 2 && x <= 7 && (y < 0 || y > 5))

         console.log(**"x попадает в [2; 7], y не попадает в [0; 5]"**);

Здесь реализована проверка, что x должно принадлежать [2; 7], а y не принадлежать [0; 5]. И обратите внимание вот на эти круглые скобки. Дело в том, что приоритет у операции && больше, чем у ||, поэтому без скобок у нас бы получилась вот такая проверка:

**if**( (x >= 2 && x <= 7 && y < 0) || (y > 5) )

то есть, мы проверяли бы, что x принадлежит [2; 7] и y меньше нуля ИЛИ y больше 5. Как вы понимаете – это уже совсем другая проверка. Поэтому учитывайте приоритет этих операций при формировании составного условия. Если нужно изменить приоритет – используйте круглые скобки.

## Одиночные проверки

Внутри условия можно прописывать и такие одиночные выражения:

let x = 4, y = **true**, z = **false**;

**if**(x) console.log(**"x = "** + x + **" дает true"**);

**if**(!0) console.log(**"0 дает false"**);

**if**(**"0"**) console.log(**"строка 0 дает true"**);

**if**(!**""**) console.log(**"пустая строка дает false"**);

**if**(y) console.log(**"y = true дает true"**);

**if**(!z) console.log(**"z = false дает false"**);

Вот этот восклицательный знак – это отрицание – НЕ, то есть, чтобы проверить, что 0 – это false мы преобразовываем его в противоположное состояние с помощью оператора отрицания НЕ в true и условие срабатывает. Аналогично и с переменной z, которая равна false.

Из этих примеров можно сделать такие выводы:

1. Любое число, отличное от нуля, дает true. Число 0 преобразуется в false.
2. Пустая строка – это false, любая другая строка с символами – это true.
3. С помощью оператора НЕ можно менять условие на противоположное (в частности, false превращать в true).

Итак, в условиях мы можем использовать три оператора: &&, || и !. Самый высокий приоритет у операции НЕ, следующий приоритет имеет операция И и самый маленький приоритет у операции ИЛИ.

Вот так работает оператор if в JavaScript.

## Оператор switch

Второй условный оператор switch используется, когда из множества возможных вариантов нужно выбрать какой-то один. Например, мы хотим проверить: принимает ли некая переменная одно из значений 1, 2, 3 или 4. Это будет выглядеть так:

let item = 3;

**switch**(item) {

**case** 1: console.log(**"item = 1"**);

**case** 2: console.log(**"item = 2"**);

**case** 3: console.log(**"item = 3"**);

**case** 4: console.log(**"item = 4"**);

**default**: console.log(**"item другое значение"**);

}

И в консоле увидим, что item=3, 4 и другое значение. Почему так и как это все работает? В круглых скобках оператора switch записывается переменная, которая сравнивается со значениями (константами), указанными в case. Далее, через двоеточие пишутся операторы, которые выполняются при совпадении значения переменной с константой.  В нашем случае item=3, срабатывает case 3 и выполняется console.log("item = 3"). Но, оператор switch в JavaScript реализован так, что все последующие операторы тоже будут выполняться. В ряде случаев это бывает полезно и нужно. Если же мы хотим прервать выполнение оператора switch после успешной проверки, нужно записать оператор break вот так:

**switch**(item) {

**case** 1: console.log(**"item = 1"**);**break**;

**case** 2: console.log(**"item = 2"**);**break**;

**case** 3: console.log(**"item = 3"**);**break**;

**case** 4: console.log(**"item = 4"**);**break**;

**default**: console.log(**"item другое значение"**);

}

Теперь в консоле мы видим только строчку item=3. Операторы, стоящие после default выполняются, если не сработала ни одна из проверок. Это необязательное ключевое слово: switch может быть записан и без него, но тогда мы не увидим «item другое значение», если переменная не будет равна 1, 2, 3 или 4.

Так когда же использовать условный оператор if, а когда switch? Правило простое: если нужно проверить переменную на равенство множеству значений, то лучше использовать switch – он сработает быстрее, чем if. Во всех других случаях применяется оператор if.

В практике программирования в 99% случаев используется if и лишь для некоторых частных проверок – оператор switch.

# Операторы циклов for, while, do while

[Смотреть материал на видео](https://www.youtube.com/watch?v=oc6HYRgY5uw&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/operatory-ciklov-for-while-do-while>

Ни одна сколь-нибудь серьезная программа на JavaScript не обходится без циклов. Что такое циклы? Представьте, что вам необходимо вычислить вот такую вот сумму:
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Расписывать все это через тысячу слагаемых не очень то удобно. И к тому же число слагаемых может зависеть от значения переменной и быть неопределенным. В таких задачах без циклов не обойтись. Представим сначала эту задачу в виде вот такой блок-схемы.
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Здесь мы сначала инициализируем переменные S=0 и i=1, а дальше идет такая конструкция. Сначала проверяем условие, если i <=1000, то к предыдущему значению S прибавляем текущее слагаемое 1/i, а затем, i увеличиваем на 1. И снова переходим на проверку: является ли i <= 1000. Если так, то вычисление суммы продолжается, а иначе завершаем работу алгоритма.

## Оператор цикла while

Эта блок схема показывает принцип работы цикла и отсюда хорошо видно, что цикл состоит из двух составляющих: условия цикла и тела цикла, то есть, операторов, которые выполняются внутри цикла. В частности, такую конструкцию можно реализовать с помощью оператора цикла while, по следующему синтаксису:

while(<выражение>) {

      [тело цикла]

}

И программа будет выглядеть так:

let S=0, i=1;

while(i <= 1000) {

         S += 1/i;

         ++i;

}

console.log(S);

В качестве выражения в цикле while можно писать все те же самые условия, что и в условном операторе if. Например, можно вычислять сумму S пока либо i<=1000, либо S < 5. Такое условие запишется так:

while(i <= 1000 && S < 5)

здесь цикл будет работать пока i<=1000 и S<5 как только одно из подусловий станет ложным, все составное условие становится ложным и цикл завершит свою работу.

Рассмотрим еще один пример. Будем вычислять сумму
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и запишем все вот в такой краткой форме:

let S=0, i=1;

while((S += i++) < 100 );

console.log(S);

Здесь сумма вычисляется непосредственно внутри выражения, а тело цикла отсутствует – после while стоит точка с запятой. Так тоже можно делать, но не рекомендуется, т.к. это усложняет понимание работы программы другими программистами. Лучше все расписывать в несколько строк.

## Оператор цикла for

Самый часто используемый оператор цикла – это оператор for, который имеет такой синтаксис:

for(<инициализация счетчика>;<условие>;<изменение счетчика>) {  
     [тело цикла]  
}

Давайте перепишем нашу программу подсчета суммы

с помощью цикла for, получим:

let S=0;

**for**(let i=1;i <= 1000; ++i) S += 1/i;

console.log(S);

Здесь весь цикл записан буквально в одну строчку, а тело цикла состоит из одного оператора – подсчета суммы ряда. Именно поэтому здесь не стоят фигурные скобки – для одного оператора они не обязательны.

Вначале идет инициализация счетчика let i=1, через точку с запятой – условие цикла и далее через точку с запятой правило изменения счетчика: увеличение на 1 на каждой итерации. Такая запись цикла выглядит гораздо короче и нагляднее, поэтому оператор for так часто используется на практике.

Вторым примером рассмотрим задачу вычисления значений линейной функции
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Скрипт будет выглядеть так:

let f, k = 0.5, b = 2;

**for**(let x=0;x <= 1; x += 0.1) {

         f = k\*x+b;

         console.log(f);

}

Здесь все достаточно очевидно, только теперь счетчик x у нас меняется от 0 до 1 с шагом 0,1. Далее идет тело цикла из двух операторов, поэтому они заключены в фигурные скобки.

Цикл for можно записывать и в таком виде:

let x=0;

**for**(;x <= 1; x += 0.1) { ... }

или так:

let x=0;

**for**(;x <= 1; ) {

         f = k\*x+b;

         console.log(f);

         x += 0.1;

}

или, даже так:

let x=0;

**for**(;;) {

**if**(x > 1) **break**;

         f = k\*x+b;

         console.log(f);

         x += 0.1;

}

В последнем случае мы не прописали никакого условия, поэтому цикл for работал бы вечно. Поэтому в теле цикла добавлена проверка: если x>1, то выполняется оператор break, который прерывает работу цикла. Забегая вперед, скажу, что оператор break прерывает работу любого цикла, не только for.

## Оператор цикла do while

Последний оператор цикла, который мы рассмотрим – это цикл do while. Он имеет следующий синтаксис:

do {  
      [тело цикла]  
}  
while(<выражение>);

Отличие этого цикла от двух предыдущих в том, что он сначала выполняет тело цикла и только потом проверяет условие цикла: если оно истинно, то цикл продолжается, если ложно, то завершается.

Когда может использоваться такая конструкция? Например, если пользователь вводит с клавиатуры некий пароль и мы должны проверить: правильно ли он был введен. Если правильно, то цикл завершается, иначе просим пользователя ввести пароль повторно. Такую программу можно реализовать так:

**const** PSW = **"password"**;

let psw = **null**;

**do** {

         psw = prompt(**"Введите пароль"**, **""**);

}

while(psw != PSW);

console.log(**"Вы вошли в систему!"**);

## Вложенные циклы

Итак, мы с вами рассмотрели три цикла: while, for и do while. Все эти циклы можно комбинировать друг с другом. То есть, создавать вложенные циклы. Когда это необходимо? Например, для подсчета вот такой двойной суммы ряда
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Программа для ее вычисления будет выглядеть так:

let S=0, M=10, N=5;

**for**(let i=1;i <= N; ++i)

**for**(let j=1; j <= M; ++j)

                   S += i\*j;

console.log(**"S = "** + S);

Мы здесь сначала пробегаем все значения j от 1 до M при фиксированном i=1, затем, значение i увеличивается на 1, становится 2 и при этом i снова пробегаются значения j от 1 до M. И так пока i не превысит значение N. То есть, второй цикл вложен вот в этот первый. И таких вложений можно делать сколько угодно.

## Операторы break и continue

Всеми тремя циклами можно управлять с помощью двух специальных операторов: break и continue. Об операторе break мы уже говорили – он прерывает работу любого цикла. Но только одного. Например, здесь при вложенных циклах:

**for**(let i=1;i <= N; ++i)

**for**(let j=1; j <= M; ++j) {

**if**(j == 5) **break**;

                   S += i\*j;

         }

будет остановлен только один внутренний цикл и управление будет передано внешнему циклу. Чтобы прервать оба цикла можно использовать оператор break с меткой вот так:

all: **for**(let i=1;i <= N; ++i)

**for**(let j=1; j <= M; ++j) {

**if**(j == 5) **break** all;

                   S += i\*j;

         }

Мы здесь явно указываем внешний цикл с меткой all, который следует прервать. В результате будут остановлены оба цикла. Здесь следует иметь в виду, что в данном случае метки применяются именно к операторам циклов. Если метку записать выше или ниже, она либо не сработает, либо применится к ближайшему циклу, содержащему оператор break.

Следующий оператор **continue** позволяет пропускать тело цикла и перейти к следующей итерации, не прерывая работу самого цикла. Например, мы хотим перебрать все целые значения от -5 до 5, исключая значение 0. Такую программу можно реализовать так:

**for**(let i=-5;i <= 5; ++i) {

**if**(i == 0) **continue**;

         console.log(**"i = "** + i);

}

При выполнении этой программы увидим, что в консоль выведены все значения кроме нуля. Так как при i=0 срабатывает условие и выполняется оператор continue. Все что находится после этого оператора пропускается и цикл продолжается уже со значением i=1.

Оператор continue также можно использовать с меткой, подобно оператору break.

Вот мы с вами рассмотрели базовые реализации операторов циклов. Забегая вперед, скажу, что в JavaScript имеются и другие реализации для циклов, но о них речь пойдет когда возникнет необходимость в их применении.

# Объявление функций, аргументы по умолчанию

[Смотреть материал на видео](https://www.youtube.com/watch?v=ms8nJXsXflk&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/obyavlenie-funkciy-argumenty-po-umolchaniyu>

Начиная с этого занятия, мы будем рассматривать способы объявления и вызовов функций. Что вообще такое функции в JavaScript. В действительности, это такие объекты специального вида, которые можно многократно вызывать в нужных местах скрипта, выполняя какое-то частое действие. Например, можно задать функцию для вычисления модуля числа, или функцию для вычисления площади или периметра прямоугольника и так далее. То есть, если в программе требуется многократно выполнять какое-либо действие, то его лучше реализовать в виде функции, а не писать каждый раз заново.

Примеры некоторых функций вы уже знаете – это рассмотренные ранее alert(), prompt() и confirm(). Но мы можем объявить и свои собственные, используя такой синтаксис:

function имя\_функции([аргументы]) {

          [тело функции]

}

Здесь имя функции придумывается самим программистом также как и для имен переменных. Но, если имя переменной должно отвечать на вопрос кто, что, то функция – это действие, а значит, ее имя должно соответствовать глаголу, например,

showText, getString, out\_log, calcSum, checkForm и т.д.

Приведем простейшее объявление функции, которая выводит в консоль сообщение «Вызов функции»:

**function** out\_log() {

         console.log(**"Вызов функции"**);

}

Теперь, чтобы вызвать эту функцию, нужно записать ее имя и после нее поставить круглые скобки:

out\_log();

Если мы напишем еще один вызов:

out\_log();

то функция будет вызвана дважды. Вот так задаются и вызываются функции в JavaScript. Причем вызывать функции можно до их определения. Если записать строчки out\_log() до объявления функции, то так тоже будет работать. Почему это работает? В отличие от обычных переменных, которые нужно сначала объявлять и только потом использовать, JavaScript-машина все функции, объявленные явным образом, анализирует и определяет до выполнения скрипта. Поэтому, где бы мы ни объявили глобальную функцию, она становится доступной в любой точке скрипта.

Как правило, функции имеют входные параметры. Например, чтобы вывести в консоль произвольную строчку, следует переписать нашу функцию так:

out\_log(**"1-й вызов"**);

out\_log(**"2-й вызов"**);

**function** out\_log(msg) {

         console.log(msg);

}

Здесь указан один параметр msg, который и выводится в консоль. Соответственно, при вызове такой функции следует передать ей этот параметр, например, так как это сделано у нас. В общем случае ей могут быть переданы любые данные:

out\_log(1);

out\_log(**true**);

и так далее, мы не ограничены никакими типами. Если функция принимает более одного аргумента, то они разделяются запятыми. Например:

**function** showMessage(from, text) {

         let msg = from + **": "** + text;

         console.log(msg);

}

Со следующими вызовами:

showMessage(**"Аня"**, **"Привет!"**);

showMessage(**"Аня"**, **"Как дела?"**);

Внутри функции showMessage() объявлена переменная msg. Она будет видна только внутри функции и отсутствует за ее пределами. Это сделует учитывать: все переменные объявленные внутри функций существуют только внутри них и не существую за их пределами. Это называется областью видимости переменных. В данном случае область видимости ограничивается функцией.

Но из функции можно обращаться к переменным, объявленным за ее пределами непосредственно в скрипте. Например:

**function** showMessage(from, text) {

         let msg = from + **" "** + email + **": "** + text;

         console.log(msg);

}

let email = **"anna@m.ru"**;

showMessage(**"from"**, **"Привет!"**);

showMessage(**"from"**, **"Как дела?"**);

Мы здесь объявили переменную email после объявления функции, но до ее вызова. Поэтому, когда функция будет вызываться, она сначала просмотрит свою область видимости (свой контекст) и не найдя эту переменную, обратится к контексту следующего уровня, в данном случае глобальной области видимости, где у нас и определена эта переменная. Соответственно, ее значение и будет использовано при вызове. Графически это можно представить так:
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Причем, если мы изменим значение email внутри функции, то это приведет к ее изменению и в глобальной области, например:

**function** showMessage(from, text) {

         email += **"+"**;

         let msg = from + **" "** + email + **": "** + text;

         console.log(msg);

}

При повторном вызове функции у нас email будет отображаться уже два плюса. То есть, переменная была изменена при первом вызове функции. Но, если объявить такую же переменную внутри функции:

**function** showMessage(from, text) {

         let email = **"+"**;

         let msg = from + **" "** + email + **": "** + text;

         console.log(msg);

}

То она будет найдена во внутреннем контексте и обращения к глобальной области происходить не будет, то есть, здесь мы будем работать исключительно с локальной переменной email.

А что будет, если вызвать showMessage с одним агрументом:

showMessage(**"from"**);

Функция будет вызвана, но второй параметр text станет равным undefined. Если же мы хотим, чтобы вместо undefined использовалось какое-либо значение по умолчанию, то его следует явно прописать при объявлении функции:

**function** showMessage(from, text=**"Как дела?"**) {

         let msg = from + **" "** + email + **": "** + text;

         console.log(msg);

}

Обратите внимание, что это будет работать только в новых версиях стандарта JavaScript, в старых версиях приходилось бы делать так:

**function** showMessage(from, text) {

**if**(text === **undefined**) text =**"Как дела?"**;

         let msg = from + **" "** + email + **": "** + text;

         console.log(msg);

}

Рассмотренные выше варианты функций что-то делали, но ничего не возвращали. Но часто бывают задачи, когда функция должна возвращать некоторое значение. Например, при вычислении модуля числа функция возвращает значение модуля. Это реализуется следующим образом:

**function** abs(x) {

**if**(x < 0) x = -x;

**return** x;

}

let res = abs(-5);

console.log(res);

Мы в этой функции сначала вычисляем модуль переменной x, а затем, с помощью оператора return возвращаем это значение. То есть, оператор return показывает, что должна возвратить функция. Например, если переписать функцию вот так:

**function** abs(x) {

**if**(x < 0) x = -x;

**return** 0;

}

то она станет все время возвращать 0 вне зависимости от значения x. Но нам в данной реализации нужно вернуть именно значение x, поэтому пишем return x.

В операторе return допускается записывать целые выражения, например, вот такие реализации функций также будут корректно работать:

**function** abs(x) {

**return** (x < 0) ? -x : x;

}

**function** sum(a, b) {

**return** a+b;

}

Одной из частых ошибок, которые делают начинающие программисты – располагают возвращаемое значение на следующей строчке после оператора return:

**function** abs(x) {

**return**

                   (x < 0) ? -x : x;

}

Если все записать так, то интерпретатор JavaScript автоматически поставит точку с запятой после return и у нас в функции будет два независимых оператора. Причем, функция будет возвращать уже не значение модуля, а значение undefined, т.к. в операторе return уже ничего не будет записано.

При необходимости, возвращаемые значения можно записать в несколько строчек, записав их в круглых скобках:

**function** abs(x) {

**return** (

                   (x < 0) ? -x : x

         );

}

Следует отметить, что функция завершает свою работу как только встречается оператор return. Например, в следующей реализации вызова console.log() не будет, так как он стоит после оператора return:

**function** abs(x) {

**return** (x < 0) ? -x : x;

         console.log(x);

}

Это свойство удобно использовать для досрочного завершения функции, например при проверке деления на ноль:

**function** div(a, b) {

**if**(b == 0) **return** **Infinity**;

**return** a/b;

}

Здесь при b=0 деление выполняться не будет, а сразу вернется значение Infinity.

В JavaScript функции всегда возвращают значения: вне зависимости есть или нет в них оператора return. Если оператора нет, то функция возвратит значение undefined:

**function** out\_log() {

         console.log(**"Вызов функции"**);

}

let res = out\_log();

console.log(res);

Или, если просто написать return, будет то же самое:

**function** out\_log() {

**return**;

         console.log(**"Вызов функции"**);

}

В правильно структурированной программе функции должны выполнять какое-то одно простое действие. Не стоит их перегружать задачами. Например, приведенную ниже функцию нахождения простых чисел

**function** showPrimes(n) {

  nextPrime: **for** (let i = 2; i < n; i++) {

**for** (let j = 2; j < i; j++) {

**if** (i % j == 0) **continue** nextPrime;

    }

    console.log( i ); *// простое*

  }

}

Лучше записать в виде двух функций:

**function** showPrimes(n) {

**for** (let i = 2; i < n; i++) {

**if** (!isPrime(i)) **continue**;

    console.log(i);  *// простое*

  }

}

**function** isPrime(n) {

**for** (let i = 2; i < n; i++) {

**if** ( n % i == 0) **return** **false**;

  }

**return** **true**;

}

Очевидно, что второй вариант легче для понимания: вместо куска кода мы видим название действия (isPrime). Иногда разработчики называют такой код **самодокументируемым**. Таким образом, допустимо создавать функции, даже если мы не планируем повторно использовать их. Такие функции структурируют код и делают его более понятным.

Вот мы с вами рассмотрели базовые принципы создания собственных функций в JavaScript.

# Function Expression, анонимные и callback-функции

[Смотреть материал на видео](https://www.youtube.com/watch?v=VvmVeELTVoE&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/function-expression-anonimnye-i-callback-funkcii>

Синтаксис, который мы использовали на предыдущем занятии для объявления функций, называется Function Declaration (объявление функции):

**function** showMsg() {

         console.log(**"Hello!"**);

}

Существует ещё один синтаксис создания функций, который называется Function Expression (функциональное выражение). Оно выглядит вот так:

let showMsg = **function**() {

         console.log(**"Hello!"**);

};

Здесь мы создаем функцию и явно присваиваем ее переменной showMsg. На самом деле в предыдущем примере происходит то же самое, только записано в неявном виде. Обратите внимание, в конце следует ставить точку с запятой, т.к. мы инициализируем переменную showMsg по синтаксису:

let <переменная> = <значение>;

Значение этой переменной можно вывести в консоль и посмотреть чему она равна:

console.log( showMsg );

console.log( **typeof** showMsg );

Да, переменная showMsg содержит искомую функцию, точнее ссылку на функцию. А вот тип переменной – это специальный тип данных, означающий функцию. На самом деле – это объект JavaScript специального вида. Если мы вернем запись функции по синтаксису Function Declaration, то при выводе в консоль ничего не изменится. Это как раз и говорит, что оба объявления подобны. Подобны, но не идентичны! Об их различиях речь пойдет позже в этом занятии.

Вернем запись в виде Function Expression. Здесь у нас имеется переменная showMsg, которая ссылается на функцию. А раз так, то можем ли мы ее скопировать в другую переменную и получить копию этой функции? Почти, только мы скопируем не саму функцию, а ссылку на нее, в результате обе переменные будут обращаться к одной и той же функции:

let show = showMsg;

![C:\Users\Andrey_User\Downloads\image001.jpg](data:image/jpeg;base64,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)

Теперь вызовем функцию через эти переменные. Для этого после их имени нужно поставить круглые скобки:

show(); *// 1-й вызов функции*

showMsg(); *//2-й вызов функции*

Запомните этот момент! Без круглых скобок мы работаем с переменными show и showMsg, а с круглыми скобками – вызываем соответствующие функции. Этот синтаксис следует правильно понимать и помнить.

Далее, все это будет работать, если функцию объявить и как Function Declaration, так как обе записи – это, по сути, одно и тоже: создается переменная showMsg, которая ссылается на объект-функцию.

Ну, хорошо, разобрались. Но зачем нужно объявление по Function Expression? Для ответа на этот вопрос приведем такой пример. Предположим, у нас есть функция, которая запрашивает у пользователя согласие на использование cookies в браузере. И реализуем ее так:

**function** agreeCookies(question, yes, no) {

**if** (confirm(question)) yes();

**else** no();

}

**function** agreeYes() {

   console.log(**"Вы приняли соглашение о cookies"**);

}

**function** agreeNo() {

  console.log(**"Вы отказались от использования cookies"**);

}

agreeCookies(**"Наш сайт использует cookies. Нам нужно ваше согласие"**, agreeYes, agreeNo);

Смотрите, у функции agreeCookies три параметра: первый отвечает за текст сообщения, а два других – содержат ссылки на функции, которые вызываются при согласии или несогласии с использованием cookies. В результате мы получили довольно гибкий код: вся логика по обработке вынесена в отдельные функции, которые могут обрабатывать запрос самыми разными способами. При этом сама функция agreeCookies остается неизменной. Аргументы yes, no, которые содержат ссылки на функции, еще называют callback-функциями (от англ. call back – обратный вызов), то есть, отложенный вызов, если в нем будет необходимость.

Данный пример можно записать и короче, вот так:

**function** agreeCookies(question, yes, no) {

**if** (confirm(question)) yes();

**else** no();

}

agreeCookies(

**"Наш сайт использует cookies. Нам нужно ваше согласие"**,

**function** () { console.log(**"Вы приняли соглашение о cookies"**); },

**function** () { console.log(**"Вы отказались от использования cookies"**); }

);

Мы здесь непосредственно при вызове функции agreeCookies передаем ей все необходимые параметры: строку запроса и две функции, которые объявлены прямо внутри вызова agreeCookies. У них нет имен, поэтому такие функции называются анонимными. Соответственно, эти функции доступны и существуют только в момент вызова agreeCookies и не существуют за ее пределами.

Программисты на JavaScript очень часто используют такой подход при написании скриптов. И это считается хорошим стилем в программировании.

Итак, можно заключить, что имя функции – это переменная, которая содержит специальные данные – функцию. Эти данные можно воспринимать не как обычные статичные значения, а как некое действие, которое может быть выполнено в любом месте скрипта.

Теперь посмотрим на отличия между двумя объявлениями функций по Function Declaration и Function Expression. Как мы говорили на предыдущем занятии, функции объявленные по Function Declaration:

**function** agreeCookies(question) {

**if** (confirm(question)) console.log(**"Вы приняли соглашение о cookies"**);

**else** console.log(**"Вы отказались от использования cookies"**);

}

Могут вызываться и до и после их объявления, то есть вот так:

agreeCookies(**"Наш сайт использует cookies. Нам нужно ваше согласие"**);

**function** agreeCookies(question) {

**if** (confirm(question)) console.log(**"Вы приняли соглашение о cookies"**);

**else** console.log(**"Вы отказались от использования cookies"**);

}

agreeCookies(**"Наш сайт использует cookies. Нам нужно ваше согласие"**);

Если же мы объявим эту же функцию как Function Expression:

let agreeCookies = **function**(question) {

**if** (confirm(question)) console.log(**"Вы приняли соглашение о cookies"**);

**else** console.log(**"Вы отказались от использования cookies"**);

};

То вызвать ее до объявления переменной agreeCookies будет невозможно, так как она не будет существовать. А вот после объявления вызовется без проблем.

Далее, если у нас включен строгий режим "use strict" (а мы договорились его использовать), то объявления по Function Declaration видны только внутри блока кода, в котором они объявлены. Например, вот в такой программе:

let age = prompt(**"Сколько вам лет?"**, 18);

**if**(age < 18) {

**function** setAccess() {

   console.log(**"Доступ запрещен: вы слишком молоды"**);

}

}

**else** {

**function** setAccess() {

         console.log(**"Доступ разрешен"**);

   }

}

setAccess();

В блоках if else объявляется функция setAccess, которую предполагается вызвать и определить: разрешать доступ или нет. Но здесь возникнет ошибка, так как функция не будет существовать за пределами блоков if else. Это ограничение можно обойти, используя Function Expression:

let age = prompt(**"Сколько вам лет?"**, 18);

let setAccess = **null**;

**if**(age < 18) {

setAccess = **function** () {

console.log(**"Доступ запрещен: вы слишком молоды"**);

};

}

**else** {

setAccess = **function** () {

console.log(**"Доступ разрешен"**);

};

}

setAccess();

Теперь переменная setAccess будет содержать ссылку на функцию, в зависимости от указанного возраста и после блока if else вызывается без проблем. Кстати, эту же программу можно записать гораздо короче, вот так:

let age = prompt(**"Сколько вам лет?"**, 18);

let setAccess = (age < 18) ?

**function** () {console.log(**"Доступ запрещен: вы слишком молоды"**); } :

**function** () { console.log(**"Доступ разрешен"**); };

setAccess();

Здесь переменной setAccess будет присваивается анонимная функция в зависимости от указанного возраста.

Так как же понимать: когда использовать объявления по Function Declaration, а когда по Function Expression? Обычно, поступают так. В первую очередь следует рассматривать синтаксис Function Declaration. Он дает больше свободы в организации кода: функции, объявленные таким образом, можно вызывать и до и после их объявления. К тому же такие функции проще воспринимаются в тексте скрипта.

Объявления по Function Expression следует использовать только тогда, когда по каким-то причинам нам не подходит объявление по Function Declaration. Например, при реализации callback-функций. Или вызова функции за пределами блока их объявления. Все эти примеры мы с вами только что рассматривали.

# Анонимные и стрелочные функции

[Смотреть материал на видео](https://www.youtube.com/watch?v=NjTTfljy_SU&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/anonimnye-i-strelochnye-funkcii>

Давайте поближе познакомимся с анонимными функциями, то есть, с функциями, у которых нет имени:

**function** () {

console.log("это анонимная функция");

};

Но просто объявить такую функцию нельзя, возникнет ошибка выполнения такого кода. Это легко поправить, если присвоить эту функцию какой-либо переменной:

let anonym = **function**() {

console.log("это анонимная функция");

};

Теперь ошибки синтаксиса возникать не будет. Мало того, мы теперь можем даже вызвать эту функцию через переменную anonym:

anonym();

Вспоминаем этот синтаксис: чтобы вызвать какую-либо функцию, после ее имени нужно записать круглые скобки. После выполнения мы в консоле увидим сообщение «это анонимная функция».

Этот же синтаксис прекрасно сработает и с именованной функцией, например, так:

let anonym = **function** func() {

  console.log("это анонимная функция");

};

anonym();

Правда, если мы попробуем вызвать функцию по ее второму имени:

func();

то возникнет ошибка, что func не определена. Дело в том, что по приоритетам в глобальной области видимости (то есть, вне функции) будет существовать только переменная anonym, но не переменная func. Имя func существует только внутри самой функции, за ее пределами такого имени уже нет.

Вернемся к анонимной функции. Можно ли ее вызвать, не присваивая ее переменной? Оказывается, можно. Для этого поместим функцию в круглые скобки и в конце поставим еще одни круглые скобки для ее вызова:

"use strict";

(**function** () {

console.log("это анонимная функция");

})();

Обратите внимание, чтобы этот код сработал, после директивы “use strict” нужно поставить точку с запятой. Без точки с запятой интерпретатор будет полагать, что мы прописываем аргумент у строки “use strict” и получим синтаксическую ошибку.

Теперь наша функция вызывается непосредственно в том месте, где объявлена. Это называется функциональным выражением. То есть, когда интерпретатор встречает такую запись, он немедленно выполняет код, находящийся внутри анонимной функции. Функция вызывается благодаря круглым скобкам, записанным после ее объявления. Как пример, такие функции часто используют как аргументы callback-функций, о которых мы немного говорили на прошлом занятии. Приведу здесь еще один пример. Вызовем анонимную функцию через секунду после запуска скрипта. Это делается с помощью стандартной JavaScript-функции setTimeout:

setTimeout(**function** () {

console.log("это анонимная функция");

}, 1000);

Здесь первый агрумент – это callback-функция, а второй – задержка исполнения в миллисекундах (1000 мс = 1 сек).

## Стрелочные функции

В новой спецификации стандарта языка JavaScript – ES6 вводится понятие стрелочных функций. Это такое развитие или, скорее, упрощение анонимных функций. Что это такое? Представим, что у нас вот такая анонимная функция:

let anonym = **function** () {

console.log("это анонимная функция");

};

Преобразуем ее в стрелочную. Уберем ключевое слово function, а вместо фигурных скобок запишем вот такие символы => - очень похоже на стрелку.

let anonym = () => console.log("это анонимная функция");

anonym();

Предыдущую функцию закомментируем. Все, получили стрелочную функцию. Ее можно вызвать через переменную anonym и она будет работать аналогично закомментированной анонимной функции.

Возможно, такая запись функции выглядит несколько необычно? Но это дело привычки. В дальнейшем она будет также хорошо восприниматься как и обычные функции.

Но особенности стрелочных функций на этом не заканчиваются. Предположим, мы хотим, чтобы такая функция возвращала какой-либо результат. В обычных функциях для этого используется оператор return. Здесь это делается несколько иначе. Давайте возвратим стрелочной функцией строку, которая выводилась в консоль. Для этого ее нужно записать так:

let anonym = () => "это анонимная функция";

console.log (anonym() );

Смотрите как элегантно это выглядит. Если мы хотим что-то вернуть, то просто пишем возвращаемое выражение после стрелки. И никакого оператора return! Мало того, его здесь даже нельзя прописать – будет синтаксическая ошибка. Это все работает только в таком виде. То есть, когда телом стрелочной функции выступает какое-либо одно выражение (в данном случае – это строковый литерал), то записывая его без фигурных скобок, оператор return подразумевается.

Как пример можно записать и такое выражение:

let anonym = () => 48+30;

Увидим в консоле результат суммы – число 78. И так далее. Но, если мы поместим тело функции в фигурные скобки, то возврат уже работать не будет:

let anonym = () => {48+30};

Мы получим значение undefined, как правило, означающее, что функция ничего не возвращает. Чтобы все работало, оператор return здесь обязателен:

let anonym = () => {**return** 48+30};

Фигурные скобки в стрелочных функциях используются, если тело функции содержит более одного выражения:

let anonym = () => {

let a = 48, b = 30;

**return** a+b;

};

Здесь фигурные скобки обязательны и без них код работать уже не будет.

Далее, стрелочным функциям можно передавать аргументы, как и обычным функциям. И, как вы наверное уже догадались, они прописываются внутри круглых скобок, например, так:

let sum = (a, b) => a+b;

console.log ( sum(3, 4) );

Смотрите, как просто можно записать стрелочную функцию для сложения двух значений. Кстати, если функция принимает один параметр, то круглые скобки можно не прописывать:

let show = message => "Сообщение: "+message;

console.log ( show("привет мир!") );

Во всех других случаях круглые скобки обязательны:

let show = (from, msg) => {

let text = from+": "+msg;

**return** text;

}

console.log ( show("Самообразование", "Привет мир!") );

Стрелочные функции, несмотря на всю их простоту, имеют свои особенности. Например, у них нет своего контекста при их вызове, как у обычных функций. И они чаще всего используются в ООП. Но обо всем этом пока не задумывайтесь, на данном этапе нужно в целом понять как они записываются и вызываются.

# Рекурсивные функции

[Смотреть материал на видео](https://www.youtube.com/watch?v=9nO4dpxpb84&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/rekursivnye-funkcii>

Начиная с этого занятия, мы немного глубже рассмотрим работу с функциями в JavaScript и начнем с понятия рекурсии.

*Рекурсивные функции – это функции, которые вызывают сами себя.*

Понять работу рекурсии проще всего на примере. Предположим, мы хотим вычислить значение числа x в степени n. Для простоты степень n у нас будет натуральным числом: n = 1, 2, 3,… Один из вариантов реализации может быть такой:

**function** pow(x, n) {

let res = 1;

**for**(let i = 0;i < n;++i)

   res \*= x;

**return** res;

}

Вызываем функцию, проверяем как она работает:

console.log( pow(2, 2) );

Реализуем эту же функцию через рекурсию. Для этого заметим, что
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то есть, для вычисления значения на текущем n-м шаге достаточно взять значение на предыдущем n-1-м шаге и умножить его на x. Эта формула, по сути, отражает принцип рекурсии. В нашем случае она будет выглядеть так:

x\*pow(x,n-1)

Получаем такую реализацию:

**function** pow(x, n) {

**if**(n <= 0) **return** 1;

**else** **return** x\*pow(x, n-1);

}

let res = pow(2, 3);

Как это работает? Сначала вызывается функция pow(2, 3). Она помещается в стек вызова функций, в котором хранится контекст выполнения (execution context) текущей функции pow(2, 3). Далее, выполняется тело функции. Проверяется первое условие. Оно оказывается ложным, так как 3 <= 0 дает false. Поэтому идет переход на else и прежде чем выполнить оператор return, снова вызывается та же функция pow(2, 2).

Выполнение функции pow(2, 3) останавливается, в стек помещается контекст выполнения второй функции pow(2, 2) и она запускается. Снова проверяется первое условие, оно ложно, переходим по else к оператору return и опять вызываем функцию pow(2, 1).

Здесь снова все повторяется, в стек помещается очередной вызов функции и по условию вызывается следующая функция pow(2, 0).
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Теперь первое условие становится истинным и функция pow(2,0) возвращает значение 1 и рекурсия не идет дальше вглубь – она останавливается. Функция pow(2.0) завершается, ее контекст выполнения удаляется из стека вызовов и управление передается функции pow(2, 1). Но она частично уже выполнена. Поэтому, берется значение 1 от pow(2, 0), результат умножается на x=2 и величина 2 возвращается функцией pow(2, 1).

Контекст выполнения функции pow(2,1) удаляется из стека, управление переходит к вышестоящей функции pow(2,2) и здесь мы уже имеем результат умножения x\*x, то есть, 2\*2 = 4. Далее, возвращаемся к самой верхней функции pow(2,3), здесь 2\*4=8 и этот результат становится результатом вычисления рекурсивной функции.

Рекурсию очень удобно применять для обхода свойств объекта сложной структуры. Представьте, что у нас есть компания, состоящая из нескольких отделов и в каждом отделе работают свои сотрудники:

let company = {

sales: [{name: 'Иван', salary: 1000}, {name: 'Михаил', salary: 600}],

development: {

sites: [{name: 'Евгений', salary: 2000}, {name: 'Алексей', salary: 1800}],

  internals: [{name: 'Федор', salary: 1300}]

}

};

И нужно написать функцию вычисления суммарной зарплаты для всей компании и для каждого из отделов. Это можно реализовать так:

**function** sumSalary(department) {

**if**(Array.isArray(department)) {

**return** department.reduce((prev, current) => prev + current.salary, 0);

}

**else** {

   let sum = 0;

**for**(let prop **in** department) {

    sum += sumSalary(department[prop]);

   }

**return** sum;

}

}

И вызывать для любого отдела или компании в целом:

console.log( sumSalary(company) );

console.log( sumSalary(company.sales) );

console.log( sumSalary(company.development) );

Вот что из себя представляют рекурсивные функции. У них есть только одно важное ограничение: стек вызова не бесконечный – нельзя рекурсию делать слишком глубокой. Разумное значение – не более 1000 рекурсивных итераций. Если требуется больше, то алгоритм лучше подкорректировать.

# Остаточные аргументы и оператор расширения

[Смотреть материал на видео](https://www.youtube.com/watch?v=9nO4dpxpb84&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/ostatochnye-argumenty-i-operator-rasshireniya>

Далее, несколько слов об остаточных параметрах функций. В JavaScript можно задавать функции, принимающие неограниченное число аргументов. Например, стандартные функции Math.max и Math.min могут работать с произвольным числом входных параметров. Как объявлять такие функции? Это делается с помощью такого синтаксиса:

**function** sumAll(...args) {

let sum = 0;

**for**(let val of args)

   sum += val;

**return** sum;

}

Здесь мы тремя точками говорим буквально следующее: нужно взять все переданные аргументы и поместить их в массив args. Далее уже идет работа с самим массивом.

console.log( sumAll(1, 2) );

console.log( sumAll(1, 2, 3, 4) );

Кстати, вспоминая работу с массивами, мы можем записать эту функцию гораздо короче:

**function** sumAll(...args) {

**return** args.reduce((prevVal, value) => prevVal += value, 0);

}

Вот она сила и мощь языка JavaScript! Но почему массив этих аргументов называется остаточными параметрами? Дело в том, что мы можем комбинировать обычные аргументы и такой массив, например:

**function** sumAll(arg1, arg2, ...args) {

**return** arg1 + arg2 + args.reduce((prevVal, value) => prevVal += value, 0);

}

и остаточные аргументы всегда должны быть записаны последними – в массив args собирается все, что мы передаем помимо первых двух аргументов. Например, при таком вызове:

console.log( sumAll(1, 2) );

массив args будет пустым. А при таком:

console.log( sumAll(1, 2, 3, 4) );

содержать значения 3 и 4 – остаточные параметры. Вот так это работает.

В противоположность остаточным аргументам, когда множество переданных значений помещаются в массив, в JavaScript существует оператор расширения, который разворачивает массив в набор отдельных значений. Как он записывается и зачем он нужен? Давайте опять обратимся к стандартной функции Math.max. Она находит максимальное значение из переданных значений. Но, что если наши значения хранятся в массиве?

let items = [1, 2, 3, 4, 5];

При вызове

let max = Math.max(items);

console.log( max );

получим значение NaN. Конечно, мы могли бы передать каждый элемент массива вот так:

let max = Math.max(items[0], items[1], ..., items[4]);

но это крайне неудобно и теряется гибкость кода. Гораздо удобнее воспользоваться оператором расширения, который все это сделает автоматически:

let max = Math.max(...items);

И теперь мы видим верное значение 5. Мы даже можем записать так сразу два массива:

let items = [1, 2, 3, 4, 5];

let digs = [-1, 0, 6, 10, 101];

let max = Math.max(...items, ...digs);

и найти максимум среди всех этих элементов. Или, комбинировать их с обычными значениями:

let max = Math.max(...items, 1000, ...digs, 0);

Кстати, используя этот механизм, можно делать объединение массивов:

let comp = [...items, ...digs];

console.log( comp );

А также вписывать туда отдельные значения:

let comp = [...items, -1, -2, -3, ...digs];

Как видите – это очень гибкий механизм. И он работает не только с массивами, но с любыми итерируемыми (перебираемыми) данными, например, со строками:

let letters = [..."Привет"];

console.log( letters );

Вам может показаться, что один и тот же оператор … используется как для остаточных параметров, так и для расширения. Но, в действительности, здесь есть четкое разделение:

* если оператор … записан при объявлении функции в списке его аргументов, то это для сбора остаточных аргументов;
* во всех остальных случаях … это оператор расширения итерируемых объектов.

# Замыкания, вложенные функции

[Смотреть материал на видео](https://www.youtube.com/watch?v=srWBcOJxM54&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/zamykaniya-vlozhennye-funkcii>

На этом занятии подробно разберем области видимости данных в JavaScript и такое важное понятие как замыкание.

Для начала представим, что у нас имеется вот такая программа:

let name = "Иван";

getName("Привет!");

**function** getName(say) {

console.log(name + ": " + say);

}

Как это работает в деталях. Как мы уже говорили, все функции, объявленные как Function Declaration, создаются JavaScript-движком в первую очередь. Но что значит создаются? В действительности, при запуске любого скрипта создается специальный объект (на уровне JavaScript-машины и недоступный программисту), называемый глобальным лексическим окружением (Lexical Envirnoment). Он состоит из двух частей:

1. Environment Record – объект, в котором хранятся локальные данные как свойства этого объекта;
2. Ссылка на внешнее лексическое окружение (если его нет, то эта ссылка равна null).

Так вот, объявление функции getName – это не что иное, как создание свойства getName в глобальном лексическом окружении:
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Далее, начинает выполняться скрипт. Создается переменная name. Значит, в лексическом окружении появляется еще одно свойство – name:
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Затем идет вызов функции getName("Привет!"). В лексическом окружении ищется свойство getName со ссылкой на функцию. Так как оно там уже есть, то функция успешно вызывается. Но, каждый вызов функции создает свое лексическое окружение и картина будет выглядеть так:
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Здесь аргументы функции становятся свойствами лексического окружения функции. Далее, выполняется строчка

console.log(name + ": " + say);

Переменная name сначала ищется в лексическом окружении функции. Не находит ее, тогда процесс поиска повторяется на следующем уровне, на который ссылается outer. В глобальном окружении переменная name существует, берется ее значение для вывода в консоль. То же самое происходит и с переменной say. Но она имеется в лексическом окружении самой функции, поэтому поиск здесь и завершается, не переходя к глобальному пространству. В результате мы видим сообщение «Иван: Привет!».

Как только функция завершила свою работу, ее лексическое окружение автоматически уничтожается с помощью встроенного в JavaScript механизма, называемый «**сборщик мусора**».

Из этого примера следуют такие важные моменты:

1. Внешнее лексическое окружение не имеет доступа к данным внутренних окружений.
2. Поиск переменных начинается с текущего окружения и при необходимости последовательно переходит к внешним окружениям. Останавливается, как только переменная найдена.
3. Лексическое окружение автоматически уничтожается, когда в нем более нет необходимости (на него нет внешних ссылок).

Здесь нужно лишь добавить: если переменная не находится, то при включенном режиме "use strict" она принимает значение undefined. Иначе, будет ссылаться на глобальный объект (в браузере – это window).

Исходя из всего сказанного, легко понять, что выведет в консоль следующий скрипт:

let name = "Иван";

getName("Привет!");

**function** getName(say) {

let name = "Федор";

console.log(name + ": " + say);

}

Да, мы видим строчку: «Федор: Привет!». То есть, переменная name была найдена в локальном окружении и взято значение «Федор», а не «Иван».

А вот, если мы выведем что-то в глобальном лексическом окружении:

console.log(name);

console.log(say);

то увидим «Иван», а переменная say не будет найдена. Вот так это работает. Причем, обратите внимание, свои лексические окружения создают не только вызываемые функции, но и условные операторы:

if(...) {

// внутреннее лексическое окружение

}

операторы циклов:

while, for, do while(...) {

// внутреннее лексическое окружение

}

И в современных браузерах даже просто проставленные фигурные скобки:

{

// внутреннее лексическое окружение

}

Однако, старые браузеры блок кода внутри фигурных скобок помещают в текущее лексическое окружение, не создавая нового. Поэтому, в старых программах для изоляции кода от внешнего скрипта, часто применялся такой прием с анонимными функциями:

(**function**() {

*// код внутри изолирован от внешнего скрипта*

let name = "Григорий";

console.log(name);

})();

Причем, он исполнялся в момент, когда интерпретатор JavaScript-машины доходил до этого места программы. Но теперь, в этом приеме нет необходимости и можно просто использовать фигурные скобки.

Еще раз обращу ваше внимание, что внутреннее лексическое окружение создается каждый раз при вызове функции. Если она вызывается несколько раз, то столько же и будет создано лексических окружений. Все лексические окружения автоматически удаляются при отсутствии внешних ссылок на них. Это важный момент!

Мы можем даже создавать функции внутри других функций. Они называются вложенными функциями. В JavaScript – это обычная практика:

**function** getName(say) {

**function** getSay() {

**return** ": " + say;

}

console.log(name + getSay());

}

Здесь функция getSay создана для удобства – вывода сообщения по определенному шаблону. Ее лексическое окружение будет вложено в лексическое окружение функции getName и, конечно же, она будет иметь доступ ко всем внутренним переменным функции getName.

Теперь, когда мы со всем этим разобрались, посмотрим на работу вот такой программы:

**function** createCounter() {

let count = 0;

**return** **function**() {

**return** count++;

};

}

let counter = createCounter();

console.log( counter() );

Вначале здесь объявляется функция createCounter, то есть, в глобальном окружении появляется такое свойство. Далее, эта функция вызывается. Создается ее локальное лексическое окружение с переменной count и анонимной функцией:
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На эту анонимную функцию ссылается переменная counter из глобального окружения. В результате, после завершения выполнения функции createCounter() ее локальное окружение не уничтожается, так как все еще остается ссылка counter.

Далее, в программе идет вызов анонимной функции. Появляется еще одно лексическое пространство этой функции и картина выглядит уже вот так:
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Анонимная функция берет переменную count из внешнего лексического пространства, возвращает ее и увеличивает на 1. Вот такое обращение в теле функции к переменной из внешнего лексического окружения в программировании называют **замыканием**.

При завершении, лексическое пространство анонимной функции уничтожается и остается два пространства:
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Но значение count теперь равно 1. Если мы вызовем counter() еще раз, то получим значение 1 и переменная count станет равной 2. И так далее. Вот так работают замыкания в JavaScript. Причем, обратите внимание, если мы создадим еще один счетчик:

let counter2 = createCounter();

то будет создано еще одно лексическое пространство и оба счетчика будут работать независимо друг от друга:

console.log( counter2() );

Я постарался предельно просто изложить материал о лексических окружениях и замыканиях, опуская некоторые несущественные на мой взгляд детали. Если вы хотите научиться грамотно писать код на JavaScript, то этот материал следует хорошо знать. Особенно, часто на собеседованиях соискателя любят спрашивать о замыканиях и особенностях работы лексических окружений. И теперь, вы все это знаете.

# Создание функций "на лету"

[Смотреть материал на видео](https://www.youtube.com/watch?v=n4NT7whZZws&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/sozdanie-funkciy-new-function>

В JavaScript существует возможность буквально создавать самим скриптом новые функции. Для этого используется такой синтаксис:

let func = new Function([arg1, arg2, ...argN], functionBody);

Функция создаётся с заданными аргументами arg1...argN и телом functionBody. Например, создадим функцию для вычисления суммы двух аргументов:

let sumTwo = **new** Function('a', 'b', 'return a+b;');

Здесь sumTwo ссылается на созданный объект-функцию, принимающий два аргумента с телом функции «return a+b». Запустим ее и посмотрим как она будет работать:

console.log( sumTwo(1, 2) );

Да, видим, что действительно вычисляется сумма от двух аргументов. Получается, что используя new Function() можно передавать строки с именами аргументов и строку с телом функции, а на выходе получать готовую функцию. То есть, JavaScript может создавать сам себя в процессе выполнения. И это иногда используется на практике.

Если нужно создать функцию без аргументов, то сразу прописывается тело функции:

let hello = **new** Function('console.log("hello");');

hello();

Надо сказать, что такое создание функций в процессе исполнения скрипта используется крайне редко. Один из примеров – прием сложных данных с сервера вместе с функцией, которая их распаковывает.

Также эти функции иначе ведут себя при замыканиях. Создадим внутри функции createMsg функцию с помощью new Function:

**function** createMsg() {

let msg = "Hello";

**return** **new** Function('console.log(msg);');

}

Теперь, при вызове функции createMsg() переменная hello ссылается на новую созданную функцию, которая выводит в консоль переменную msg:

let hello = createMsg();

hello();

Но в момент вызова возникает ошибка, связанная с отсутствие переменной msg. Почему так? Почему замыкание здесь не сработало? Дело в том, что когда функция создаётся с использованием new Function, она всегда ссылается на глобальное внешнее окружение, а не на родительское от createMsg. Поэтому такая функция имеет доступ только к глобальным переменным. И, так как глобальной переменной msg не существует, то и возникает такая ошибка.

Если в нашу программу добавить эту глобальную переменную:

let msg="global hello";

то эта строчка и будет отображена в консоли.

# Функции setTimeout, setInterval и clearInterval

[Смотреть материал на видео](https://www.youtube.com/watch?v=n4NT7whZZws&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/funkcii-settimeout-setinterval-clearinterval>

Рассмотрим две часто используемые в JavaScript функции: setTimeout и setInterval. Первая позволяет выполнять произвольную функцию через определенный период времени и останавливается, а вторая – многократно выполняет функцию через указанный интервал.

Функция setTimeout имеет такой синтаксис:

let timerId = setTimeout(func|code, [delay], [arg1], [arg2], ...)

* func|code – ссылка на функцию или строка кода, которая должна выполниться;
* delay – задержка перед вызовом в миллисекундах (1000 мс = 1 сек);
* arg1, arg2, … - возможные аргументы для запускаемой функции (не поддерживаются в старых браузерах IE9-).

Например, запустим функцию

**function** createMsg() {

let msg = "Hello";

console.log(msg);

}

через две секунды:

setTimeout(createMsg, 2000);

Обратите внимание, мы передаем в setTimeout ссылку на функцию, поэтому круглые скобки после ее имени не пишем. Далее указан интервал запуска 2000 мс = 2 сек.

Если функции нужно передать какие-либо аргументы, то это делается так:

**function** createMsg(msg) {

console.log(msg);

}

setTimeout(createMsg, 2000, "timeout hello");

Во всех примерах функция запускалась только один раз спустя 2 сек. Поэтому, setTimeout в таких случаях можно не останавливать – она автоматически завершится после однократного запуска функции. Но, бывают случаи, когда setTimeout нужно завершить до ее запуска. Например, с сервера загружаются сообщения: они могут скачаться быстро, если составляют небольшой размер, но могут скачиваться долго, в случае передачи фотографии или видео. Скрипт на стороне клиента не может заранее знать об объеме принимаемых данных, поэтому для подстраховки запускается отложенный вызов функции, которая на экране отображает анимированное изображение, показывающее процесс загрузки. Почему вызов отложенный? Потому что при быстрой загрузке ничего показывать не нужно, пользователь этого не заметит. И в этом случае нужно прервать функцию setTimeout, чтобы на экране ничего не отображалось. Это может выглядеть так:

**function** downloadMsg() {

let idLoading = setTimeout(**function**() {

   console.log("Идет загрузка данных...");

}, 500);

setTimeout(**function**() {

   clearTimeout(idLoading); *//останавливаем setTimeout после загрузки данных*

   console.log("Данные загружены");

}, 2000);     *//задержка: имитация загрузки с сервера*

}

downloadMsg();

В setTimeout также можно передавать строки с выражением, которое нужно выполнить:

setTimeout("alert('Привет')", 1000);

Но вместо них лучше использовать функции, в том числе и стрелочные:

setTimeout(() => alert('Привет'), 1000);

Если в setTimeout не указывается второй аргумент, то задержка принимается равной 0 и функция, переданная в setTimeout запускается настолько быстро, насколько это возможно. Но планировщик будет вызывать функцию только после завершения выполнения текущего кода. Например:

setTimeout(() => console.log("Мир"));

console.log("Привет");

Увидим сообщения: «Привет» и «Мир».

## Функция setInterval

Вторая функция setInterval имеет такой же синтаксис, что и функция setTimeout, но выполняет переданную ей функцию многократно с заданным интервалом, пока не будет остановлена:

**function** createClock(seconds) {

let sec = seconds;

**return** **function**() {

   sec++;

   console.log("Прошло " + sec + " секунд(а)");

}

}

let clock = createClock(0);

setInterval(clock, 1000);

В этом примере мы, используя замыкание, создали функцию clock и далее, запускаем ее с интервалом в 1 секунду. Она будет выполняться до тех пор, пока мы ее не остановим:

let idClock = setInterval(clock, 1000);

setTimeout(**function**() {

clearInterval(idClock)

}, 5000);

Остановку делаем с помощью отложенного вызова анонимной функции через 5 секунд, в которой вызываем clearInterval с указанием idClock.

Во всех рассмотренных примерах на передаваемые функции в setTimeout или setInterval автоматически создавались ссылки и хранились в планировщике. Это предотвращало удалений функций сборщиком мусора, даже если на них не было явных внешних ссылок в скрипте. Например:

setTimeout(() => console.log("Мир"));

На стрелочную функцию ссылается планировщик до момента ее выполнения. А в

let idInterval = setInterval(**function**() {}, 1000);

анонимная функция остается в памяти до тех пор, пока не будет вызван

clearInterval(idInterval);

Здесь стоит иметь в виду, что передаваемая функция ссылается на внешнее лексическое окружение, поэтому пока она существует, внешние переменные тоже существуют. Они могут занимать больше памяти, чем сама функция. Поэтому, если регулярный вызов функции больше не нужен, то лучше отменить его.

## Потеря this

Одной из проблем использования setTimeout и setInterval является потеря this при вызове методов объектов. Например:

let car = {

model: "bmw",

showModel() {

   console.log( **this**.model );

}

};

setTimeout(car.showModel, 1000);

В консоле мы увидим undefined. Почему? Дело в том, что здесь теряется контекст при вызове функции. Это эквивалентно вот такому вызову:

let show = car.showModel;

show();

И, так как в JavaScript this вычисляется динамически при каждом вызове функции, то здесь JavaScript-машина просто не может связать функцию show с объектом car.

Исправить ситуацию можно несколькими способами. Первый:

setTimeout(**function**() {car.showModel();}, 1000);

вызвать car.showModel через анонимную функцию-обертку. Здесь мы при вызове явно указываем объект car, поэтому this будет определен корректно. Второй способ – использовать метод bind, о котором мы говорили на предыдущем занятии:

let show = car.showModel.bind(car);

setTimeout(show, 1000);

Этот способ предпочтительнее использовать на практике, так как после вызова bind он не зависит от значения переменной car. Если она будет изменена, то функция show все равно корректно вызовется, а вот в первом случае мы бы получили ошибку. Вот это следует иметь в виду при реализации отложенных вызовов.

И в заключение занятия пару слов об особенностях работы стрелочных функций. Важно знать, что у стрелочных функций нет своего контекста выполнения (лексического окружения), а значит, нет и своего this. В некоторых случаях этот момент имеет ключевое значение, например:

let group = {

title: "ТКбд-11",

students: ["Иванов", "Петров", "Сидоров"],

showList() {

**this**.students.forEach(

    student => console.log(**this**.title + ': ' + student)

   );

}

};

group.showList();

Здесь метод forEach при вызове обычной функции устанавливает контекст this=undefined, но при использовании стрелочной функции контекст неизбежно берется от функции showList и this=group. Например, если заменить стрелочную функцию на обычную, то получим ошибку:

**function**(student) {console.log(**this**.title + ': ' + student);}

с сообщением undefined не имеет свойства title.

# Деструктурирующее присваивание

[Смотреть материал на видео](https://www.youtube.com/watch?v=yk7ZLmempoI&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/destrukturiruyushchee-prisvaivanie>

В JavaScript встроен достаточно гибкий механизм присваивания значений переменным по данным массивов и объектов. Например, у нас есть массив марок машин:

let cars = ["yaguar", "porshe", "mercedes"];

и мы хотим каждый элемент присвоить отдельной переменной. Это можно сделать так:

let [car1, car2, car3] = cars;

Здесь у нас формируются три переменные с соответствующими значениями:

console.log(car1, car2, car3);

Это называется **деструктурирующим присваиванием**. Если, например, нам нужно пропустить второе значение, то это можно реализовать так:

let [car1, , car2] = ["yaguar", "porshe", "mercedes"];

Как видите, механизм очень гибкий. То есть, мы можем элементы массива с легкостью присваивать нужным переменным. Один такой практический пример выглядит следующим образом:

let [firstName, middleName, lastName] = "Иван Иванович Иванов".split(" ");

console.log(firstName, middleName, lastName);

Мы здесь разбиваем строку на составляющие имени и сразу присваиваем их переменным. Быстро, просто и очень удобно.

Если у нас достаточно длинный массив и мы хотим выбрать из него, например, только первые два элемента, а остальные поместить в массив меньшей длины, то это делается так:

let [fr1, fr2, ...last] = ["Груша", "Слива", "Яблоко", "Персик", "Виноград"];

console.log(fr1, fr2, last);

Здесь fr1 = "Груша", fr2 = "Слива", а last – массив из оставшихся элементов. То есть, чтобы нам «собрать» остаточные значения, нужно поставить троеточие и указать имя массива, в который мы их сложим.

Все это будет работать, если число переменных превышает число элементов массива:

let [fr1, fr2, fr3, fr4] = ["Груша", "Слива"];

console.log(fr1, fr2, fr3, fr4);

И, чтобы значения не были undefined, можно прописать значения по умолчанию:

let [fr1, fr2, fr3 = "Яблоко", fr4 = "Персик"] = ["Груша", "Слива"];

Значения по умолчанию могут быть гораздо более сложными выражениями или даже функциями. Они выполняются, только если значения отсутствуют.

let [name = prompt('name?'), lastname = prompt('lastname?')] = ["Иван"];

console.log(name, lastname);

Здесь prompt запустится только для lastname, так как для него будет использовано значение по умолчанию. Первой переменной просто присваивается значение из массива и prompt будет пропущен.

Деструктурирующее присваивание работает с любым перебираемым объектом, например, с обычной строкой:

let [a1, a2, a3, a4] = "Иван";

console.log(a1, a2, a3, a4);

Здесь каждой переменной присваивается отдельный символ строки. Или, с набором:

let [one, two, three] = **new** Set([1, 2, 3]);

console.log(one, two, three);

Очень удобно использовать деструктурирующее присваивание для перебора свойств объекта:

**for**(let [key, value] of Object.entries(car))

    console.log(`car[${key}] = ${value}`);

Здесь метод entries преобразует объект в двумерный массив по формату «ключ-значение».

Для перебора свойств коллекции Map можно использовать такой же подход:

let car = **new** Map();

car.**set**("model", "toyota").

**set**("color", 0xaf).

**set**("price", 1000);

**for**(let [key, value] of car)

console.log(`car[${key}] = ${value}`);

Деструктурирующее присваивание можно выполнять и с обычными объектами. Например, имеется объект

let args = {

width: 100,

height: 200,

tag: "div",

class: "div-id"

};

И далее, указываем свойства, которые хотим выбрать из этого объекта:

let {width, tag, height} = args;

console.log(width, tag, height);

Причем, эти свойства можно записывать не по порядку, механизм деструктурирующего присваивания отработает корректно. В результате будут созданы отдельные переменные width, tag, height с соответствующими значениями.

Но, что если мы хотим именовать переменные не так как именованы свойства? Для этого используется такой синтаксис:

let {width: w, tag, height: h} = args;

console.log(w, tag, h);

Теперь, вместо переменной width будет создана переменная w и то же самое для переменной height. Переменная tag остается без изменения.

Здесь также как и в случае с массивами можно использовать аргументы по умолчанию:

let {width: w = 0, tag, height: h = 0} = {tag: "span"};

console.log(w, tag, h);

И, если в объекте не будет таких свойств, то переменным будут присвоены эти значения, иначе они были бы равны undefined.

Если мы выбираем только часть свойств из объекта, то оставшиеся можно поместить в объект, используя для его объявления троеточие:

let {width, height, ...last} = args;

console.log(width, height, last);

Во всех приведенных примерах деструктурирующего присваивания мы объявляли переменные в момент присваивания им значений. А можно ли использовать уже существующие переменные? Например, так:

let width, height;

{width, height} = args;

Здесь JavaScript-машина выдаст нам сообщение об ошибке. Дело в том, что вот эти фигурные скобки у нее будут восприниматься не как элемент деструктурирующего присваивания, а как блок кода:

{

width, height

}

 = args;

С этой точки зрения мы действительно имеем какую-то абракадабру, а не текст программы. Чтобы поправить положение, следует заключить всю строчку в круглые скобки:

let width, height;

({width, height} = args);

console.log(width, height);

И тогда все заработает.

Наконец, если объект или массив имеют более сложную структуру, например, такую:

let args = {

tag: "div",

class: "div-class",

size: {width: 100, height: 200}

};

То для деструктурирующего присваивания можно использовать более сложные шаблоны:

let {

   size: {width, height},

   class: cl

} = args;

console.log(width, height, cl);

Мы здесь говорим, что переменные width и height должны браться из вложенного объекта size, а свойство class должно быть скопировано в переменную cl. В итоге, получаем три переменные width, height, cl с соответствующими значениями.

Механизм деструктурирующего присваивания часто используют для передачи параметров аргументам функций. Есть ситуации, когда функция имеет много параметров, большинство из которых не обязательны. Например, при создании пользовательских интерфейсов. Представьте себе функцию, которая создаёт меню. Ей передаются значения ширины, высоты, заголовок, список элементов и так далее:

**function** showMenu(title = "Untitled", width = 200, height = 100, items = []) {

*// ...*

}

Но такой функцией пользоваться неудобно – нужно наизусть помнить порядок аргументов. Это неудобно. Исправить ситуацию можно с помощью деструктурирующего присваивания, определяя аргументы как результат развертывания некоторого объекта:

**function** showMenu({title = "Untitled", width = 200, height = 100, items = []}) {

console.log(title);

console.log(width, height);

console.log(items);

}

А сами аргументы описать с помощью объекта:

let args = {

title: "Заголовок меню",

items: ["Пункт 1", "Пункт 2", "Пункт 3"]

};

Теперь можно вызвать функцию с этими параметрами:

showMenu(args);

Смотрите, как теперь все выглядит изящно и красиво. Если какие-то свойства не указываем, то им присваиваются значения по умолчанию. Например, здесь width = 200, height = 100. А что, если мы не будем передавать функции никаких аргументов и вызовем ее вот так:

showMenu();

У нас возникнет ошибка, так как предполагается деструктирующее присваивание, а никакого объекта (даже пустого) передано не было. Ситуацию можно было бы исправить вот так:

showMenu({});

Но это выглядит некрасиво и непрактично. Лучше обозначить пустой объект как значение по умолчанию в самой функции:

**function** showMenu({title = "Untitled", width = 200, height = 100, items = []} = {}) {

*//...*

}

И теперь ее можно свободно вызывать без аргументов:

showMenu();

Вот что из себя представляет механизм деструктурирующего присваивания и как он может использоваться на практике.

# Свойства name, length и методы call, apply, bind

[Смотреть материал на видео](https://www.youtube.com/watch?v=-T2LHJpV8d4&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/svoystva-name-length-i-metody-call-apply-bind>

Ранее, мы неоднократно говорили, что функция в JavaScript – это объект – особый объект, но, тем не менее, объект. А раз – это объект, то есть ли у него встроенные свойства и можно ли создавать свои? Разберемся с этим.

Первое: у объекта-функции есть, по крайней мере, два встроенных свойства (которые нельзя изменять) – это name и length. Например, у нас есть  какая-то функция:

**function** showMessage(msg) {

console.log(msg);

}

Мы можем обратиться к свойству name и вывести его в консоль:

console.log(showMessage.name);

Обратите внимание, мы здесь не выполняем функцию, а лишь обращаемся к объекту-функции – к его свойству name. Это свойство корректно работает почти во всех случаях. Если, к примеру, взять такое объявление:

let func = **function** (msg) {

console.log(msg);

}

То мы увидим имя «func» - той переменной, что на нее ссылается:

console.log(func.name);

Или, при объявлении методов внутри объекта:

let car = {

go() {},

stop: **function**() {}

};

console.log(car.go.name);

console.log(car.stop.name);

Все работает как и ожидается. И только в редких случаях, как например, здесь:

let ar = [**function**() {}];

console.log(ar[0].name);

это свойство будет содержать пустую строку.

Следующее встроенное свойство «length» содержит количество параметров функции в её объявлении. Например:

**function** func1(a) {}

**function** func2(a, b) {}

**function** other(a, b, ...more) {}

console.log(func1.length); *// 1*

console.log(func2.length); *// 2*

console.log(other.length); *// 2*

Обратите внимание, что в length содержатся явно заданные аргументы, остаточные аргументы, записанные в массив more – игнорируются.

Второй вопрос: можно ли у функций создавать свои свойства? Имеет положительный ответ. Например, объявим функцию:

**function** funcCount() {

console.log("вызов функции: " + ++funcCount.counter);

}

И добавим ей свойство:

funcCount.counter = 0;

Каждый раз при вызове этой функции мы будем увеличивать этот счетчик на единицу:

funcCount();

funcCount();

В результате, мы получили счетчик числа вызовов функции. Другой пример. Возьмем функцию из темы «замыкания»:

**function** createCounter() {

let count = 0;

**return** **function**() {

**return** count++;

};

}

let counter = createCounter();

console.log( counter() );

И перепишем ее вот так:

**function** createCounter() {

**function** counter() {

**return** counter.count++;

}

counter.count = 0;

**return** counter;

}

Здесь мы убрали замыкание и используем добавленное свойство count вложенной функции counter. При создании счетчика это свойство устанавливается в 0 и, далее, при каждом вызове counter() увеличивается на 1.

В чем может быть преимущество такого подхода? Например, теперь мы можем сбрасывать значение счетчика прямо в глобальном окружении:

counter.count = 0;

console.log( counter() );

Иногда это может быть полезным, а иногда – источником дополнительных ошибок. Так что как именно реализовывать функции со свойствами или переменными – это уже решает сам программист, исходя из конкретной задачи.

## Методы call и apply

Наконец, у объекта-функции есть несколько полезных методов. Первые два – это call и apply. Они позволяют вызывать функции с указанием их контекста выполнения в соответствии с синтаксисом:

func.call(context, arg1, arg2, ...)  
func.apply(context, args)

здесь args – это массив или массивоподобный объект. Рассмотрим пример, когда целесообразно применение этих методов. Предположим, имеется  объект:

let car = {

model: "mercedes",

getModel(model) {

**if**(model) console.log( model );

**else** console.log( **this**.model );

}

};

И мы определяем глобальную ссылку на его метод:

let func = car.getModel;

Тогда, при его вызове получим ошибку:

func();

связанную с потерей контекста выполнения этого метода: он начинает выполняться в глобальном контексте, в котором ссылка this = undefined. Но, с помощью встроенного метода call это можно поправить:

func.call(car);

Здесь мы первым аргументом указываем верное значение this=car и функция выполняется как задумано.

Соответственно, можно вызвать метод и с набором аргументов, например:

func.call(car, "opel");

В этом случае будет использован передаваемый аргумент со значением «opel». Число этих аргументов может быть любым.

Аналогично работает и метод apply, только вместо набора аргументов он принимает массив значений, либо массивоподобный объект:

let myMath = {

nameObj: "myMath",

sum(...args) {

**return** **this**.nameObj+": "+args.reduce((val, prevVal) => prevVal += val, 0);

}

};

let sum = myMath.sum;

console.log( sum.apply(myMath, [1, 2, 3, 4]) );

## Метод bind

Вообще, на практике чаще используется метод apply, так как он немного более универсальный, чем call.

Еще один применяемый метод на практике – это bind:

let bound = func.bind(context, [arg1], [arg2], ...);

он неявно связывает контекст (this=context) до вызова самой функции. Например, для нашего случая с myMath его можно использовать так:

let sum = myMath.sum.bind(myMath);

console.log( sum(1, 2, 3, 4) );

Такой вызов выглядит естественнее и, кроме того, не привязан к переменной myMath, которая может быть изменена.

Интересно, что метод bind также позволяет связывать аргументы с функцией, вот так:

let sum = myMath.sum.bind(myMath, 1, 2);

console.log( sum(3, 4) );

Результат будет тот же – 10, так как первые два аргумента 1 и 2 уже привязаны к функции и их указывать не нужно. Однако, на практике этой возможностью почти не пользуются.

Следующий момент, который мы рассмотрим на этом занятии – это имя для функций, заданных синтаксисом Function Expression. Они еще называются Named Function Expression (NFE):

let getName = **function** Name(name) {

**if**(name) **return** name;

**else** **return** Name("none");

}

Несмотря на то, что у функции как бы два имени, из вне она доступна только по ссылке getName:

console.log( getName("Иван") );

console.log( getName() );

Если мы попытаемся ее вызвать так:

Name();

то получим ошибку, указывающую, что такой переменной не существует. И действительно, Name существует только в теле функции, то есть, внутри лексического окружения этой функции. Но зачем это все нужно? Почему бы нам не делать так (вместо Name прописать getName):

let getName = **function** Name(name) {

**if**(name) **return** name;

**else** **return** getName("none");

}

И все тоже будет работать. Дело в том, что такой код потенциально критичен: если переменная getName будет изменена, например, так:

let getName2 = getName;

getName = **null**;

то, вызывая эту функцию через ссылку getName2, получим ошибку:

console.log( getName2() );

А вот первый вариант записи функции через ее внутреннее имя будет работать в обоих случаях.

Обратите внимание, что такой трюк с «внутренним» именем работает только для Function Expression и не работает для Function Declaration. Так как для Function Declaration синтаксис не предусматривает возможность объявить дополнительное «внутреннее» имя. Если в программе нам нужно надёжное «внутреннее» имя, стоит переписать Function Declaration в стиле, о котором мы только что говорили – Named Function Expression.

# Создание объектов и цикл for in

[Смотреть материал на видео](https://www.youtube.com/watch?v=p7_MMqJ7pHM&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/sozdanie-obektov-cikl-for-in>

Практически все программы на JavaScript используют объекты. Как мы говорили, даже функции являются объектами определенного рода. Поэтому, прежде чем углубляться в изучение этого языка, нам нужно знать основы работы с объектами.

Зачем вообще нужны объекты в JavaScript? Предположим, вы делаете сайт по продаже книг. Будет разумно каждый товар (книгу) представить в виде объекта с набором следующих свойств:

* название;
* автор;
* число страниц;
* цена.

Создадим объект. Для этого используется такой синтаксис:

[переменная =] {

ключ1: значение1,

ключ2: значение2,

…

ключN: значениеN

};

В нашем случае все можно определить так:

let book = {

title: "название",

author: "автор",

nPages: 0,

price: 0

};

Этот объект можно воспринимать как некий ящик, в котором 4 секции с именами title, author, nPage, price, которые называются ключами, и соответствующими значениями.
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На этот ящик имеется ссылка book, через которую мы к нему обращаемся. Таким образом, данные в объектах сохраняются по принципу

ключ: значение

записанных через запятую. Причем, ключ может быть только строкой, а вот значение – любым типом данных. Пара ключ-значение называется свойством объекта, иногда – полями объекта. К каждому свойству можно обратиться по его ключу. Для этого сначала пишется имя переменной (book), ставится точка и далее следует название ключа:

console.log(book.title);

console.log(book.price);

и так далее. Так как значение ключа может быть любым типом данных, добавим к нашему объекту еще одно такое свойство:

book.isSelled = **false**;

Работает эта строчка так: если в объекте нет ключа isSelled, то оно добавляется и ему присваивается значение false. Если же такой ключ уже существует, то его значение переписывается:

book.isSelled = **true**;

Здесь мы изменили значение ранее добавленного ключа с false на true. Теперь наш объект выглядит так.

![C:\Users\Andrey_User\Downloads\image002.png](data:image/png;base64,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)

Для удаления свойств из объекта используется оператор delete, например:

**delete** book.nPages;

удалит свойство nPages из объекта book. В этом можно убедиться. Если мы попытаемся вывести его в консоль

console.log(book.nPages);

то увидим значение undefined, которое, как правило, соответствует несуществующему свойству объекта (если, конечно, значение undefined явно не присвоено какому-либо свойству).

Если мы хотим точно убедиться есть ли какое-либо свойство в объекте, можно использовать оператор in:

console.log("nPages" **in** book); *//вернет false*

console.log("author" **in** book); *//вернет true*

Данный оператор возвратит false, если такого свойства нет и true, если есть. Однако, его очень редко используют на практике, обычно для проверки применяют строгое сравнение со значением udefined:

**if**(book.nPages === **undefined**) console.log("nPages не существует");

Далее, из объекта можно удалить все свойства и получить пустой объект:
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Это эквивалентно созданию вот такого объекта:

let book = {};

или же, его можно создать так:

let book = **new** Object();

В обоих случаях результат будет одинаковый. Но, на практике, обычно используют вариант с фигурными скобками {...}. Такое объявление называют *литералом объекта* или *литеральной нотацией*.

Имя свойства объекта может быть какой-нибудь фразой. В этом случае ее записывают явно как строку в кавычках:

let book = {

title: "название",

author: "автор",

nPages: 0,

"size book": {height: 100, width: 20}

};

Здесь значением свойства является объект с двумя полями: height и width. Но, обратиться к такому полю через точку будет уже невозможно:

book.size book = {height: 100, width: 50};

так как в названии ключа имеется пробел и мы получим синтаксическую ошибку. При обращении к свойству через точку требуется, чтобы ключ именовался по тем же правилам, что и имена переменных. Поэтому для доступа к ключу с фразой нужно применять другой синтаксис – через квадратные скобки:

book["size book"] = {height: 100, width: 50};

console.log(book["size book"]);

Тогда все сработает и данное свойство будет изменено на новую строку. Удаление такого свойства работает аналогично:

**delete** book["size book"];

Квадратные скобки также позволяют обратиться к свойству через переменную, например, так:

let keyName = "size book";

console.log(book[keyName]);

Это очень удобный подход, например, если нужно обратиться к произвольному полю объекта, в зависимости от выбора пользователя:

let keyName = prompt("Что вы хотите узнать о книге?", "title");

console.log(book[keyName]);

Запись через точку такого не позволяет. Используя квадратные скобки, можно даже создавать новое свойство через переменную, следующим образом:

let newKey = "color";

let car = {

model: "toyota",

[newKey]: "black",

};

console.log(car[newKey]);

Или, даже так:

let car = {

model: "toyota",

[newKey+"Car"]: "black",

};

console.log(car["colorCar"]);

Здесь мы буквально создаем новое имя ключа непосредственно при объявлении объекта.

Подведём небольшой итог: в большинстве случаев, когда имена свойств известны и просты, используется запись через точку. Если же нам нужно что-то более сложное, то мы используем квадратные скобки.

Далее, давайте посмотрим на такой пример создания объекта внутри функции:

let car = createCar("toyota", "black");

**function** createCar(model, color) {

**return** {

model: model,

color: color

};

}

Ссылка на созданный объект присваивается глобальной переменной car и через нее мы уже можем работать с этим объектом:

console.log(car.model);

Но, кроме того, обратите внимание, что в момент создания название ключа совпадает с названием переменной, которая ему присваивается. Это довольно частая ситуация в JavaScript, поэтому для инициализации таких объектов был придуман упрощенный синтаксис:

**function** createCar(model, color) {

**return** {

model, *//то же самое, что и model:model*

color *//то же самое, что и color:color*

};

}

Эта запись полностью эквивалентна предыдущей. Но использовать ее удобнее.

Рассмотрим теперь такую задачу. Предположим, у нас имеется объект:

let book = {

title: "Муму",

author: "Тургенев",

price: 100,

nPages: 282

};

И мы хотим вывести все его свойства в консоль. Это можно сделать с помощью специального оператора цикла for in, следующим образом:

**for**(let key **in** book) {

    console.log(key+": "+book[key]);

}

Мы здесь внутри цикла объявили переменную key, которая на каждой итерации цикла будет принимать значение очередного ключа. Далее через оператор in мы указываем объект, из которого будут читаться ключи и затем, в теле цикла выводим сам ключ и через двоеточие – его значение.

Вот так можно перебирать свойства любого объекта в JavaScript.

Используя этот цикл for, мы можем провести небольшое исследование и посмотреть как выстраиваются поля в объектах. Например:

let phoneCodes = {

"7": "Россия",

"49": "Германия",

"41": "Швейцария",

"1": "США"

};

**for** (let code **in** phoneCodes) {

console.log(code);

}

Смотрите, при выводе свойства упорядочились по номерам с 1 до 49. Несколько неожиданно, да? Дело в том, что применительно к объектам существует такое правило: все целочисленные имена ключей упорядочиваются по возрастанию значений. Всех другие ключи сохраняются в порядке их написания. Например, если поставить перед каждой цифрой символ +:

let phoneCodes = {

"+7": "Россия",

"+49": "Германия",

"+41": "Швейцария",

"+1": "США"

};

Они перестают быть целочисленными и потому остаются на своих местах. Вот это следует иметь в виду.

Далее, рассмотрим особенности копирования объектов. В отличие от примитивных типов данных, которые буквально копируются по значению. Например, здесь мы получим две совершенно независимые строки:

let str1 = "hello";

let str2 = str1;
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Объекты копируются по ссылке, то есть, имея ссылку на какой-либо объект, например:

let book = {

title: "название",

author: "автор",

nPages: 0,

price: 0

};

И выполняя присваивание:

let lib = book;

будет скопирована ссылка на объект, а не сам объект.
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То есть, и book и lib будут указывать на один и тот же объект. И мы можем дальше работать с объектом через любую переменную:

lib.title = "Муму";

console.log(book.title);

Здесь у вас может возникнуть вопрос: а как же можно создать клон объекта или делать его структурные копии? Об этом мы подробно поговорим на последующих занятиях, чтобы не перегружать информацией этот урок.

Пока вернемся к ссылкам на объект. Они приводят к некоторым особенностям взаимодействия с объектами. Например, задавая константную переменную:

**const** book = {…};

мы тем не менее можем свободно менять свойства объекта:

book.nPages = 80;

Почему? Дело в том, что мы объявляем константой саму ссылку, а не сам объект, то есть, объект можно свободно менять, на ссылку это никак не влияет, но вот если мы захотим изменить ссылку:

book = **null**;

то получим сообщение об ошибке.

Следующий момент. Сравнивая между собой два объекта:

console.log(book == lib);

console.log(book === lib);

мы фактически сравниваем значения ссылок. И эти равенства будут истинны только в том случае, если указывают на один и тот же объект. А вот в этом случае:

let obj1 = {};

let obj2 = {};

console.log(obj1 == obj2);

console.log(obj1 === obj2);

Получим false, так как значения ссылок не равны между собой – они указывают на разные объекты.

При других сравнениях типа obj1 > obj2 или с примитивом obj == 5 объекты преобразуются к примитивным типам данных, а потом сравниваются: либо как строки, либо как числа, либо как булевы значения и так далее.

# Методы объектов, ключевое слово this

[Смотреть материал на видео](https://www.youtube.com/watch?v=FRH0e2Is9_M&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/metody-obektov-klyuchevoe-slovo-this>

На предыдущем занятии мы с вами познакомились с объектами и их свойствами. Например, объект автомобиль:

let car = {

model: "toyota",

color: "black",

};

Здесь заданы два свойства (model, color) для характеристики модели и цвета машины. То есть, свойства – это данные. Но автомобиль обладает не только какими-то характеристиками (максимальной скоростью, типом трансмиссии, типом кузова и т.п.) он способен к действию! И самое распространенное его действие – ехать. Как описать действие? Помните, когда мы говорили о функциях, то упоминали, что они реализуют определенные действия? Так вот, ровно такие же функции можно помещать в объекты. Зададим свойство go объекта car, которое будет являться ссылкой на функцию:

let car = {

model: "toyota",

color: "black",

go: **function**() {

       console.log("машина едет");

}

};

Такое свойство называется методом объекта. То есть, любое свойство, которое является ссылкой на функцию, называют методом объекта. А название метода должно отвечать на вопрос «что делает метод?» и быть глаголом. В нашем случае как раз так и есть: go – это глагол, означающий идти, ехать и все в таком духе.

Но, чтобы наша виртуальная машина поехала, нужно еще вызвать этот метод. Это делается так:

car.go();

Опять же, вспоминая занятия по функциям, мы говорили, что для вызова функции нужно указать ее имя и круглые скобки. Здесь ровно так все и записано. Отлично, теперь наша машина едет!

Давайте, теперь остановим ее. Добавим в объект car еще один метод stop, который будет это делать. Пропишем его следующим образом:

car.stop = **function** () {

console.log("машина остановлена");

}

Смотрите, мы здесь используем объявление функции по синтаксису Function Experssion. В результате в car добавляется новый метод stop. Вызовем его:

car.stop();

Теперь наш автомобиль умеет еще и останавливаться.

Методы, как и любая функция могут принимать аргументы. Например, добавим аргумент методу go, передавая ему имя водителя:

let car = {

model: "toyota",

color: "black",

go: **function** (driverName) {

       console.log("Водитель " + driverName + ": машина едет");

},

stop: **function** () {

       console.log("машина остановлена");

}

};

И вызовем этот метод так:

car.go("Федор");

Теперь мы знаем не только, что машина едет, но и кто ее ведет. Кстати, новый стандарт ES6 допускает записывать методы в более краткой форме, вот так:

let car = {

model: "toyota",

color: "black",

go(driverName) {

       console.log("Водитель " + driverName + ": машина едет");

},

stop() {

       console.log("машина остановлена");

}

};

Мы здесь убрали двоеточие и слово function, оставили только круглые скобки. Такая запись смотрится естественнее и по смыслу абсолютно такая же, что и в предыдущем случае.

## Ключевое слово this

Предположим, что мы хотим добавить еще один метод, который бы возвращал марку машины. Если записать его вот так:

getModel() {

**return** model;

}

то при вызове этого метода:

console.log( car.getModel() );

возникнет ошибка: переменная model не существует. И действительно, такой переменной нет, есть свойство model. Чтобы обратиться к этому свойству внутри объекта, используется ключевое слово this:

getModel() {

**return** **this**.model;

}

Фактически, this – это ссылка на текущий объект. И через эту ссылку можно обращаться к любому свойству и методу внутри этого объекта. Теперь, если мы запустим скрипт, то убедимся, что все работает.

В JavaScript ключевое слово «this» ведёт себя иначе, чем в большинстве других языков программирования. И для примера мы посмотрим на вот такую программу:

let car1 = {model: "toyota"};

let car2 = {model: "opel"};

car1.getModel = getModel;

car2.getModel = getModel;

console.log( car1.getModel() );

console.log( car2.getModel() );

**function** getModel() {

**return** **this**.model;

}

Смотрите, здесь два разных объекта car1 и car2, в которых есть свойство model. В низу прописана функция getModel, которая возвращает это свойство. Обратите внимание, в ее теле присутствует ключевое слово this. Казалось бы, к чему оно должно относиться? Ведь функция не прописана в объекте? Но в JavaScript ссылка this динамически вычисляется в момент выполнения скрипта, в данном случае this будет вычисляться только в момент вызова этой функции. Далее, в объекты car1 и car2 добавляем методы getModel, которые являются ссылками на одну и ту же функцию. Теперь, когда идет вызов функции getModel через ссылку первого объекта car1, this указывает на объект car1. Когда функция вызывается через ссылку из объекта car2, this указывает на этот второй объект. Вот такое нетривиальное поведение ссылки this существует в JavaScript.

Конечно, если мы просто попытаемся вызвать функцию

getModel();

то получим ошибку выполнения, так как this в ней будет иметь значение undefined (при включенном режиме "use strict") и никакого доступа к свойству model мы здесь не получим. Если у вас не включен строгий режим, то в браузерах ссылка this будет указывать на глобальный объект window. Но, обычно, если программист задает такую функцию, то ожидается, что this будет ссылаться на какой-либо объект из контекста вызова этого метода.

Если вы до этого изучали другие языки программирования, то, скорее всего, привыкли к идее "фиксированного this" – когда методы, определённые внутри объекта, всегда сохраняют в качестве значения this ссылку на свой объект (в котором был определён метод).

В JavaScript this является «свободным», его значение вычисляется в момент вызова метода и не зависит от того, где этот метод был объявлен, а зависит от того, какой объект вызывает метод (какой объект стоит «перед точкой»).

Эта идея вычисления this в момент исполнения имеет как свои плюсы, так и минусы. С одной стороны, функция может быть повторно использована в качестве метода у различных объектов (что повышает гибкость). С другой стороны, большая гибкость увеличивает вероятность ошибок. Например, посмотрите на такую программу:

let car = {

model: "toyota",

getModel() {

**return** **this**.model;

}

};

let **get** = car.getModel();

console.log( car.getModel() );

console.log( **get**() );

На первый взгляд может показаться, что здесь все в порядке. Но на самом деле, вот этот последний вызов get() завершится ошибкой. Почему? Дело в том, что мы создали ссылку get на функцию getModel объекта car. И когда вызывается get(), то это эквивалентно вызову getModel вне объекта и this становится равным undefined. Из-за этого возникает ошибка. Вот на такие моменты при работе с ключевым словом this следует обращать внимание.

# Клонирование объектов и функции конструкторы

[Смотреть материал на видео](https://www.youtube.com/watch?v=gMXR44HGYyM&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/klonirovanie-obektov-funkcii-konstruktory>

Итак, пришло время разобраться: как создать клон объекта – точную его копию в памяти компьютера? Предположим, у нас имеется некий объект book:

let book = {

title: "название",

author: "автор",

nPages: 0,

price: 0,

};

Для его клонирования, создадим пустой объект и скопируем в него все примитивные свойства другого объекта:

let lib = {};

**for** (let key **in** book) {

lib[key] = book[key];

console.log(key + ": " + lib[key]);

}

Но здесь есть одна проблема: так можно скопировать только примитивные данные. А что если внутри объекта book будет еще один объект? Например, так:

let book = {

title: "название",

author: "автор",

nPages: 0,

price: 0,

size: {height: 100, width: 50}

};

тут свойство size указывает на объект. Тогда при его копировании мы скопируем ссылку на него, а не сам объект. Чтобы исправить это, мы должны в цикле клонирования делать проверку: является ли значение book[key] объектом, и если это так – копируем и его структуру тоже. Это называется «глубокое клонирование». Я приведу здесь лишь пример реализации глубокого копирования. На практике его использовать нельзя, так как он не учитывает всех разновидностей полей объекта и в ряде случаев будет давать неверные результаты:

**function** cloneDeepObj(dest, obj) {

**for** (let key **in** obj) {

**if**((**typeof** obj[key]) == "object") {

  dest[key] = cloneDeepObj({}, obj[key]);

}

**else** {

  dest[key] = obj[key];

*//console.log(key + ": " + dest[key]);*

}

}

**return** dest;

}

let lib = cloneDeepObj({}, book);

book.size.height = 0;

console.log(lib);

Я реализовал все через функцию, которая вызывает саму себя, если встречается свойство, содержащее объект. Здесь это ключевой момент. Когда встречается объект, то запускается такой же алгоритм для создания его клона, затем, результат возвращается и присваивается свойству dest[key]. Так реализуется копирование вложенных объектов. Причем глубина вложенности может быть любой (но, конечно, в разумных пределах).

Далее, мы вызываем эту функцию. В качестве первого аргумента передаем пустой объект, а вторым – клонируемый объект. Результат клонирования сохраняется по ссылке в переменной lib. Затем, для проверки, мы меняем значение вложенного объекта book, выводим в консоль объект lib и видим, что изменения в book его не коснулись, то есть, все было скопировано корректно.

Существует стандартный алгоритм глубокого клонирования, Structured cloning algorithm (<http://w3c.github.io/html/infrastructure.html#safe-passing-of-structured-data>). Он решает описанную выше задачу, а также более сложные задачи. Чтобы не изобретать велосипед, мы можем использовать реализацию этого алгоритма из JavaScript-библиотеки lodash ([https://lodash.com](https://lodash.com/)), в частности, метод \_.cloneDeep(obj).

## Функция-конструктор для объектов

Вообще, на практике редко встречается необходимость клонировать объекты и если вы с этим столкнулись, то проанализируйте свой алгоритм, скорее всего вы делаете что-то не так. И только при жесткой необходимости прибегайте к подобным мерам. Обычно, на практике создание множества однотипных объектов выполняется с помощью функции-конструктора совместно с оператором new. Рассмотрим это подробнее.

Что такое функция-конструктор? Это обычная функция, но ее имя должно начинаться с заглавной буквы. Например:

**function** Book() {}

**function** Car() {}

и так далее. Предположим, что мы хотим создавать объекты для книг с такой структурой:

![C:\Users\Andrey_User\Downloads\image001.png](data:image/png;base64,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)

Запишем функцию-конструктор Book в виде:

**function** Book(title, author) {

**this**.title = title;

**this**.author = author;

**this**.price = 10;

}

Теперь можем создать объект с помощью оператора new:

let book = **new** Book("Муму", "Тургенев");

и вывести объект в консоль:

console.log( book );

Когда функция вызывается как new Book(…), происходит буквально следующее:

1. Создаётся новый пустой объект, на который указывает this.
2. Выполняется тело функции, добавляя в объект новые свойства.
3. Возвращается значение this.

Обратите внимание, что пункт 1 и 3 мы нигде явно не прописывали, движок JavaScript добавляет эти конструкции автоматически при вызове функции через new. В результате мы получаем такое выполнение:

**function** Book(title, author) {

*// this = {};  (неявно)*

**this**.title = title;

**this**.author = author;

**this**.price = 10;

*// return this;  (неявно)*

}

Преимущество такого подхода перед обычным созданием объекта в том, что мы можем создать еще одну книгу (еще один объект), используя эту же функцию-конструктор:

let book2 = **new** Book("Онегин", "Пушкин");

и теперь мы имеем два разных объекта:

console.log( book );

console.log( book2 );

Как видите, так создавать новые объекты бывает гораздо удобнее, чем каждый раз прописывать их через литерал {}. Это и является основной целью конструкторов – удобное повторное создание однотипных объектов.

В JavaScript допускается использовать анонимные функции в качестве конструкторов, например, так:

let car = **new** **function**() {

**this**.model = "reno";

**this**.go = **function**() {

console.log("машина едет");

}

}

И далее, уже работать с объектом:

car.go();

console.log( car );

Конечно такой конструктор вызывается единожды в том месте, где прописан, так как анонимная функция не может быть вызвана где-либо еще. Тогда зачем это нужно? Не проще ли в этом случае создать объект через литерал {}? Иногда нет. Например, создавая сложный объект, мы можем формировать его структуру по некому алгоритму, на основе локальных или даже глобальных переменных. В этом случае прописать логику внутри функции оказывается гораздо удобнее.

Если последний момент вас ставит в тупик, просто пропустите его. Когда придет время использовать нечто подобное, вы об этом вспомните.

Давайте вернемся к функции Book и заметим такую особенность: она может быть вызвана и без оператора new, вот так:

let book = Book();

и тогда мы получим ошибку выполнения, так как ссылка this становится равной undefined. Поправим код внутри функции так, чтобы он корректно работал в обоих случаях. Для этого мы будем использовать свойство target оператора new, который равен undefined, если функция вызвана без new. Получим:

**function** Book(title, author) {

**if**(**new**.target == **undefined**) *//если вызвали без new*

**return** **new** Book(title, author); *//добавим new автоматически*

**this**.title = title;

**this**.author = author;

**this**.price = 10;

}

Теперь можно вызывать функцию как с new, так и без new – результат будет тот же. Часто такую подстановку делают в библиотечных конструкторах, чтобы облегчить использование таких функций. Но делать это в своем собственном скрипте не рекомендуется, так как отсутствие new может ввести разработчика в заблуждение. С оператором new мы точно знаем, что в итоге будет создан новый объект.

Наконец, в конструкторе мы можем явно прописать оператор return, к ошибке это не приведет. Но есть такие особенности:

* При вызове return с объектом, будет возвращён объект, а не this.
* При вызове return с примитивным значением, примитивное значение будет отброшено.

Например, в этом конструкторе будет создан и возвращен объект, указанный в операторе return:

**function** User() {

**this**.name = "user1";

**return** {name: "user2"};

}

console.log( **new** User().name );

А если записать так:

**function** User() {

**this**.name = "user1";

**return**;

}

То будет создан объект с именем «user1». Но, обычно, return все-таки опускают и не записывают.

# Введение в массивы, цикл for of

[Смотреть материал на видео](https://www.youtube.com/watch?v=-M_10IJV1wk&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/vvedenie-v-massivy>

В жизни мы часто сталкиваемся со списками: список студентов, марок машин, значений функции, элементов HTML-документа и т.п. Так вот, для хранения упорядоченных коллекций существует особая структура данных, которая называется массивом (по англ. array).

Обычно массивы в JavaScript задаются с помощью литерала – квадратных скобок:

let ar = [];  *//пустой массив*

let ar = [1, 30, 0, -2]; *//одномерный массив чисел*

Каждый элемент разделяется запятой. В результате мы здесь объявили массив из 4-х чисел. Или, так:

let ar = ["Яблоко", "Апельсин", "Слива"];

Здесь имеем массив из трех строковых элементов. Для обращения к отдельному элементу массива используется такой синтаксис:

<имя массива>[индекс элемента]

Например, выведем значение первого элемента массива ar в консоль:

console.log( ar[0] );

Обратите внимание, индекс первого элемента массива равен 0, не 1, как мы привыкли в повседневной жизни, а 0! Запомним это. Соответственно, второй элемент имеет индекс 1 и так далее:

console.log( ar[1] );

console.log( ar[2] );

Любой элемент массива можно изменить, используя тот же синтаксис:

ar[1] = 'Груша';

Теперь наш массив содержит элементы: "Яблоко", "Груша", "Слива". Вот так можно обращаться к элементам массива для считывания или изменения их значений.

В любой массив можно добавлять новые элементы, например, так:

ar[3] = 'Лимон';

Здесь мы указываем индекс элемента, в который хотим записать значение «Лимон» и, так как такого элемента нет, то он добавляется. В результате получаем массив из четырех строк:

"Яблоко", "Груша", "Слива", "Лимон"

У массива есть свойство length, хранящее значение равное максимальному индексу плюс один:

Array.length = maxIndex+1

Используя это свойство, можно через цикл вывести значения всех элементов массива:

**for**(let i=0;i < ar.length;++i)

console.log( ar[i] );

Но можно это сделать и так:

console.log( ar );

Обратите внимание, length – это не число элементов массива в привычном нам виде. Например, если в наш массив добавить еще один элемент с большим индексом:

ar[999] = 'Виноград';

то length = 1000, но в массиве будет всего пять элементов:

"Яблоко", "Груша", "Слива", "Лимон" и "Виноград" (с индексом 999)

Далее, при переборе такого массива через цикл, несуществующие элементы будут принимать значения undefined и ошибки никакой не возникнет.

В JavaScript свойство length можно задавать вручную. Представим, имеется вот такой массив из чисел:

let dig = [1, 2, 3, 4, 5];

далее, мы уменьшаем его длину:

dig.length = 3;

теперь наш массив содержит только первые три элемента. Если попытаться восстановить длину снова до 5:

dig.length = 5;

то можем убедиться, что последние два элемента уже не существуют:

console.log( dig );

Вот так через свойство length можно обрезать длину массивов.

Язык JavaScript организован таким образом, что в массиве могут храниться элементы любого типа. Например:

let ar = [ 'Яблоко', { name: 'Джон' }, **true**, **function**() { alert('привет'); } ];

И выведем в консоль свойство name второго элемента:

console.log( ar[1].name );

Причем, массив не обязательно записывать на одной строке, можно и так:

let ar = [ 'Яблоко', { name: 'Джон' },

**true**,

**function**() { alert('привет'); } ];

Массивы в JavaScript – это особого вида объекты, которые предназначены для работы с упорядоченными коллекциями данных и оптимизированы для работы с ними. Здесь ключевое слово – упорядоченные. Дело в том, что движок JavaScript старается хранить элементы массива в непрерывной области памяти, один за другим и это один из способов оптимизации. Но мы можем все это легко нарушить, если не будем рассматривать массивы именно как массивы. Например, можно создать пустой массив:

let digits = [];

а, затем, в очень дальний индекс запишем какое-либо значение:

digits[99999] = 1;

Технически так все будет работать, но оптимизации уже не будет. То есть, работать будет медленнее. Или, можно сделать даже так:

digits.zero = **null**;

Так как массив – это объект, то мы просто создаем свойство zero со значением null. Оптимизации здесь тоже не будет. Наконец, заполняя массив с конца:

digits[100] = 100;

digits[99] = 99;

…

мы тоже теряем оптимизацию. Во всех этих случаях движок JavaScript будет полагать, что мы работаем с массивом как с обычным объектом и оптимизация будет отключена. Поэтому, если уж вы решили использовать массив, то используйте его по назначению, заполняйте однотипными значениями по порядку и используйте встроенные методы для обработки его элементов.

## Перебор элементов массива

Один из распространенных способов перебора элементов массива мы только что видели – это цикл for:

Например, для массива:

let fruits = ["Яблоко", "Апельсин", "Груша"];

перебрать его элементы можно так:

**for**(let i=0;i < fruits.length; ++i)

console.log( fruits[i] );

мы увидим все значения элементов. Но есть и второй новый способ перебора с помощью цикла for of:

**for**(let value of fruits)

console.log( value );

Эта запись короче, но имеет свои особенности: значения массива копируются в переменную value, то есть, внутри цикла мы имеем дело не с самими значениями массива fruits, а с их копиями. Например, из-за этого мы не можем менять значения элементов массива внутри такого цикла:

**for**(let value of fruits) {

    value = "none";

}

console.log(fruits);

В консоле мы увидим прежний массив. А вот через первый цикл так делать можно:

**for**(let i=0;i < fruits.length; ++i)

fruits[i] = "none";

Преимуществом цикла for of является его оптимизация под массивы. В частности, он работает в 10-100 раз быстрее цикла for in, который мы рассматривали ранее, для перебора свойств объекта. Формально, мы могли бы использовать и его:

**for**(let key **in** fruits)

console.log( fruits[key] );

Но это будет медленнее и к тому же там мы будем перебирать все публичные ключи массива, а не только целочисленные, которые являются индексами элементов массива. В общем, вывод такой. Нужно перебрать массив, используйте или обычный цикл for или цикл for of.

# Методы push/pop, shift/unshift и многомерные массивы

[Смотреть материал на видео](https://www.youtube.com/watch?v=-M_10IJV1wk&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/metody-push-pop-shift-unshift-mnogomernye-massivy>

Массивы имеют встроенные методы для обработки элементов. Первые два метода, которые мы рассмотрим – это push и pop. Они позволяют добавлять и удалять последний элемент массива. Например, имеется массив:

let ar = [ "Яблоко", "Слива" ];

и мы хотим добавить следующий элемент. Конечно, это можно сделать уже знакомым нам способом:

ar[2] = "Груша";

но здесь приходится высчитывать нужный индекс следующего элемента. Хорошо, можно тогда сделать так:

ar[ar.length] = "Груша";

но такая запись не очень хорошо воспринимается. Часто для добавления последнего элемента используют метод push:

ar.push("Груша");

Смотрите, это выглядит кратко и понятно. Для удаления последнего элемента из массива применяется метод pop:

ar.pop();

причем, этот метод еще и возвращает удаленный элемент, то есть, этот метод можно записать и так:

let delElem = ar.pop();

console.log( delElem );

В консоль будет выведена строка «Груша».

## Методы shift и unshift

Аналогичные методы имеются и для добавления и удаления первых элементов массива – это shift и unshift. Метод shift удаляет первый элемент массива:

let fruits = ["Яблоко", "Апельсин", "Груша"];

let delElem = fruits.shift();

console.log( fruits );

Он также как и метод pop возвращает значение удаляемого элемента. Следующий метод unshift добавляет элемент в начало массива:

fruits.unshift('Персик');

С помощью этих четырех рассмотренных методов на базе массивов в JavaScript часто реализуют очереди двух типов:
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Первым вошел, первым вышел (по англ. FIFO), например, данные поступающие во входной буфер, или события, приходящие в приложение.
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Вторая очередь – это своего рода стек, организованная по принципу первым вошел, последним вышел. Здесь добавление и удаление элемента из очереди всегда выполняется с хвоста массива. Например, так организован стек вызова функций.

Причем, вот эта вторая очередь будет работать быстрее, чем первая. Почему? Дело в том, что методы push и pop, работающие с последними элементами, выполняются весьма эффективно. Все что им нужно сделать – это либо добавить, либо удалить последний элемент. А вот функции shift и unshift работают, как правило, заметно дольше, так как при удалении первого элемента, необходимо сдвигать все оставшиеся элементы вправо на место удаляемого, а при добавлении первого элемента – сдвигать элементы массива влево.
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![C:\Users\Andrey_User\Downloads\image004.jpg](data:image/jpeg;base64,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)

Таким образом, чем длиннее массив, тем дольше работают эти два метода.

## Многомерные массивы

Так как массивы могут содержать самые разные типы данных, то этим можно воспользоваться для организации двумерных массивов. В двумерных массивах каждый элемент является одномерным массивом, например:

let matrix = [

  [1, 2, 3],

  [4, 5, 6],

  [7, 8, 9]

];

console.log( matrix );

Имеем матрицу 3х3 и как видим в консоле каждый элемент является одномерным массивом, длиной 3 элемента. Для доступа к отдельному элементу такого массива, используется запись:

matrix[1][1] = 0;

В результате центральный элемент изменит свое значение с 5 на 0. Выведем этот массив в консоль с помощью вложенных циклов:

**for**(let row of matrix) {

let cols = "";

**for**(let val of row)

cols += val + " ";

console.log(cols);

}

Или же это можно сделать так:

**for**(let i=0; i < matrix.length;++i) {

let cols = "";

**for**(let j = 0; j < matrix[i].length;++j)

cols += matrix[i][j] + " ";

console.log(cols);

}

По аналогии можно создавать многомерные массивы самой разной конфигурации.

# Методы массивов

[Смотреть материал на видео](https://www.youtube.com/watch?v=--fQdPVwyLQ&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/metody-massivov>

На этом занятии рассмотрим основные методы массивов. Некоторые из них мы уже рассмотрели на предыдущем занятии – это push/pop и shift/unshift. Здесь мы продолжим эту тему и чтобы было проще воспринимать материал, все методы разбиты на группы и начнем с группы добавления/удаления элементов массива. В нее входят рассмотренные нами методы push/pop и shift/unshift и следующий метод – это splice.

## splice

Метод splice() – это универсальный «швейцарский нож» для работы с массивами. Умеет всё: добавлять, удалять и заменять элементы. Его синтаксис такой:

Array.splice(index[, deleteCount, elem1, ..., elemN])

Он начинает с позиции index, удаляет deleteCount элементов и вставляет elem1, ..., elemN на их место. Возвращает массив из удалённых элементов. Этот метод проще всего понять, рассмотрев примеры. Начнем с удаления. Предположим, имеется массив:

let ar = ["Я", "смотрю", "этот", "обучающий", "урок"];

Удалим 3-й и 4-й элементы «этот» и «обучающий»:

ar.splice(2, 2);

мы здесь указали индекс элемента, с которого происходит удаление и число удаляемых элементов. Выведем результат в консоль:

console.log(ar);

Видим, в массиве остались строки «я», «смотрю», «урок».

В следующем примере мы удалим первые три элемента и добавим два других:

let delElem = ar.splice(0, 3, "Это", "классный");

получаем массив ar:

«Это», «классный», «обучающий», «урок»

и массив delElem, состоящий из удаленных элементов. Этот пример также показывает, что метод splice возвращает массив из удаленных величин.

С помощью метода splice можно вставлять элементы, не удаляя существующие. Для этого аргумент deleteCount устанавливается в 0:

ar.splice(3, 0, "интересный");

Получим массив:

"Я", "смотрю", "этот", "интересный", "обучающий", "урок"

В этом и в других методах массива допускается использование отрицательного индекса. Он позволяет начать отсчёт элементов с конца:

ar.splice(-3, 3, "это", "обучающее", "видео");

Здесь удаляются последние 3 элемента и вместо них вставляются новые строчки.

## slice

Метод slice имеет синтаксис:

Array.slice([start], [end])

возвращает массив, в который копирует элементы, начиная с индекса start и заканчивая индексом end-1. Например:

let ar = ["Я", "смотрю", "этот", "обучающий", "урок"];

let res1 = ar.slice(2, 4);   *//этот, обучающий*

let res2 = ar.slice(3);      *//обучающий, урок*

let res3 = ar.slice(-3);     *//этот, обучающий, урок*

В res1 копируются элементы с индексами 2 и 3, в res2 с индекса 3 и до конца массива, а в res3 от 3-го индекса с конца и до конца массива. Если вызвать просто

let copyArr = ar.slice();

console.log(copyArr);

то будет скопирован массив целиком. Этим часто пользуются, если нужно создать копию массива.

## concat

Метод concat возвращает новый массив, состоящий из элементов текущего массива, плюс элементы, указанные в качестве аргументов:

Array.concat(arg1, arg2...)

Здесь arg1, arg2 могут быть как примитивными данными (строки, числа), так и массивами. Например:

let ar = [1, 2];

let res1 = ar.concat([3, 4]); *// 1,2,3,4*

console.log( res1 );

let res2 = ar.concat([3, 4], [5, 6]); *// 1,2,3,4,5,6*

console.log( res2 );

console.log( ar.concat([3, 4], 5, 6) ); *// 1,2,3,4,5,6*

По идее, этот метод работает и с объектами, вот так:

let obj = {name: "guest"};

let ar = [1, 2];

let res = ar.concat(obj);

console.log( res );

но здесь копируется лишь ссылка на объект, а не он сам.

## forEach

Данный метод перебирает элементы массива и при этом позволяет с ними выполнить какие-либо действия. Имеет следующий синтаксис:

ar.forEach(function(item, index, array) {

  // ... делать что-то с item

});

Например, здесь выводятся элементы массива в консоль:

let ar = ["Я", "смотрю", "этот", "обучающий", "урок"];

ar.forEach(**function**(item) {

         console.log(item);

});

Обратите внимание, что нам нет необходимости указывать все аргументы функции, достаточно лишь те, что необходимы. В реализацию метода forEach очень хорошо вписываются стрелочные функции, о которых мы говорили ранее, например так:

let dig = [1, 2, 3, 4, 5, 6, 7];

dig.forEach( (item) => console.log(item) );

или так для вывода только четных значений:

dig.forEach( (item, index) => {

**if**(item % 2 == 0) console.log(`${item} с индексом ${index}`);

});

А вот так все нечетные элементы можно заменить на 1:

dig.forEach( (item, index, array) => {

**if**(item % 2 != 0) array[index] = 1;

});

Далее мы рассмотрим группу методов для поиска элементов в массиве.

## indexOf, lastIndexOf и includes

Данные методы имеют одинаковый синтаксис и делают по сути одно и то же с небольшими отличиями. Их синтаксис следующий:

* ar.indexOf(item, from) ищет item, начиная с индекса from, и возвращает индекс, на котором был найден искомый элемент, в противном случае -1.
* ar.lastIndexOf(item, from) – то же самое, но ищет справа налево.
* ar.includes(item, from) – ищет item, начиная с индекса from, и возвращает true, если такой элемент был найден.

Например:

let ar = ["Я", "смотрю", "этот", "обучающий", "урок", 0, **false**, **null**];

let res1 = ar.indexOf("смотрю", 0);           *// 1*

let res2 = ar.lastIndexOf(**null**, 0);             *// -1*

let res3 = ar.includes(0, 3);                *// true*

Получим индекс, равный 1 для элемента «смотрю», -1 для null и true для нуля. Почему метод lastIndexOf вернул значение -1 (то есть, элемент null не найден), хотя он присутствует в массиве? Дело в том, что аргумент from – это индекс с которого мы просматриваем массив в обратном направлении. Так как здесь from=0, то мы идет назад с нулевого элемента, т.е. мы просматриваем только 1-й элемент. Чтобы просмотреть весь массив, этот индекс можно либо не указывать, либо указать индекс последнего элемента:

let res2 = ar.lastIndexOf(**null**);          *// 7*

Теперь значение null находится как надо. Также обратите внимание, что эти методы используют строгое сравнение ===. То есть, если мы ищем false, они находят именно false, а не ноль (числовой эквивалент false).

## find и findIndex

Метод find позволяет найти элемент массива по какому-либо критерию (условию). Она имеет следующий синтаксис:

let result = ar.find(function(item, index, array) {

  // если true – возвращается текущий элемент и перебор прерывается

  // если все итерации оказались ложными, возвращается undefined

});

Функция вызывается по очереди для каждого элемента массива:

* item – очередной элемент;
* index – его индекс;
* array – сам массив.

Предположим, у нас имеется массив объектов:

let cars = [

{model: "toyota", price: 1000},

{model: "opel", price: 800},

{model: "reno", price: 1200}

];

Найдем в нем первую машину со стоимостью меньше 1000 единиц:

let res = cars.find(item => item.price < 1000);

console.log(res);

Результатом будет элемент opel. Так как на практике в JavaScript часто применяются массивы из объектов, то метод find бывает весьма полезным для поиска нужного элемента. Также обратите внимание, что в примере мы в find передаем стрелочной функции только один аргумент – item. Так тоже можно делать и это довольно типичная ситуация.

Метод ar.findIndex – по сути, то же самое, что и find, но возвращает индекс, по которому элемент был найден, и -1 в противном случае:

let res = cars.findIndex(item => item.price < 1000);

## filter

Рассмотренные методы find и findIndex ищут первый подходящий элемент. Если же нужно найти все элементы по заданному критерию (условию), то следует использовать метод filter:

let results = ar.filter(function(item, index, array) {

  // если true – элемент добавляется к результату, и перебор продолжается

  // возвращается пустой массив в случае, если ничего не найдено

});

Перепишем наш пример:

let res = cars.filter(item => item.price <= 1000);

Получаем массив из двух найденных элементов.

## Методы преобразования массива: map

Метод map довольно часто используется на практике и позволяет получить результаты обработки элементов массива. Его синтаксис похож на предыдущие функции:

let result = arr.map(function(item, index, array) {

  // возвращается новое значение вместо элемента

});

И может быть использован так:

let cars = ["toyota", "opel", "reno"];

let res = cars.map(**function** (item) {

**return** item.length;

});

Мы здесь получаем массив длин строк массива cars.

## sort

Данный метод сортирует массив по тому критерию, который указывается в ее необязательной callback-функции:

ar.sort(function(a, b) {

if (a > b) return 1; // если первое значение больше второго

if (a == b) return 0; // если равны

if (a < b) return -1; // если первое значение меньше второго

})

Сортировка выполняется непосредственно внутри массива ar, но функция также и возвращает отсортированный массив, правда это возвращаемое значение, обычно игнорируется. Например:

let dig = [4, 25, 2];

dig.sort();

console.log( dig );

И получим неожиданный результат: 2, 25, 4. Дело в том, что по умолчанию метод sort рассматривает значения элементов массива как строки и сортирует их в лексикографическом порядке. В результате, строка «2» < «4» и «25» < «4», отсюда и результат. Для указания другого критерия сортировки, мы должны записать свою callback-функцию:

dig.sort(**function**(a, b) {

**if**(a > b) **return** 1;

**else** **if**(a < b) **return** -1;

**else** **return** 0;

});

Теперь сортировка с числами проходит так как нам нужно. Кстати, чтобы изменить направление сортировки (с возрастания на убывание), достаточно поменять знаки больше и меньше на противоположные. И второй момент: callback-функция не обязательно должна возвращать именно 1 и -1, можно вернуть любое положительное, если a>b и отрицательное при a<b. В частности, это позволяет переписать приведенный выше пример вот в такой краткой форме:

dig.sort( (a, b) => a-b );

По аналогии можно формировать и более сложные алгоритмы сортировки самых разных типов данных: строк, чисел, объектов, булевых переменных и так далее.

## reverse

Данный метод прост, он меняет порядок следования элементов на обратный. Например:

let dig = [4, 25, 2, 1];

dig.reverse();

Получим этот же массив со значениями: 1, 2, 25, 4.

## split, join

Метод split применяется к строкам и позволяет разбить строку по указанному разделителю на массив строк. Например, мы в строке указываем email адреса, на которые хотим отправить письма:

let emailsTo = "alex12@m.ru; m2@m.com; pp@g.com; upr@g.ru";

Но в программе нам было бы удобнее оперировать массивами из этих адресов. Чтобы разбить строку по email мы вызовем для строки метод split и укажем разделитель «; »:

let arEmails = emailsTo.split("; ");

**for**( let email of arEmails)

console.log( email );

Все, теперь можно использовать массив arEmails вместо строки с email адресами.

У данного метода есть второй необязательный аргумент, указывающий максимальное число элементов в выходном массиве. Обычно, он опускается, но если, например, указать вот так:

let arEmails = emailsTo.split("; ", 2);

то в выходном массиве будет только два первых элемента.

Метод join работает в точности наоборот: он из массива строк формирует единую строку, например:

let strEmails = arEmails.join(", ");

console.log( strEmails );

Получаем строку из email-адресов через запятую.

## reduce и reduceRight

Если нам нужно перебрать массив – мы можем использовать forEach, for или for..of. Если нужно перебрать массив и вернуть данные для каждого элемента – мы используем map.

Методы reduce и reduceRight похожи на методы выше, но они немного сложнее и, как правило, используются для вычисления какого-нибудь единого значения на основе всего массива.

Синтаксис:

let value = ar.reduce(function(previousValue, item, index, array) {  
  // ...  
}, [initial]);

Функция применяется по очереди ко всем элементам массива и «переносит» свой результат на следующий вызов. Ее аргументы:

* previousValue – результат предыдущего вызова этой функции, равен initial при первом вызове (если передан initial);
* item – очередной элемент массива;
* index – его индекс;
* array – сам массив.

Например, требуется вычислить сумму значений элементов массива. Это очень легко реализовать этим методом, например, так:

let digs = [1, -2, 100, 3, 9, 54];

let sum = digs.reduce((sum, current) => sum+current, 0);

console.log(sum);

Здесь значение sum при первом вызове будет равно 0, так как мы вторым аргументом метода reduce указали 0 – это начальное значение previousValue (то есть sum). Затем, на каждой итерации мы будем иметь ранее вычисленное значение sum, к которому прибавляем значение текущего элемента – current. Так и подсчитывается сумма.

А вот примеры вычисления произведения элементов массива:

let pr = digs.reduce((pr, current) => pr\*current, 1);

console.log(pr);

Здесь мы уже указываем начальное значение 1, иначе бы все произведение было бы равно нулю.

Если начальное значение не указано, то в качестве previousValue берется первый элемент массива и функция стартует сразу со второго элемента. Поэтому во всех наших примерах второй аргумент можно было бы и не указывать. Но такое использование требует крайней осторожности. Если массив пуст, то вызов reduce без начального значения выдаст ошибку:

let digs = [];

let pr = digs.reduce((pr, current) => pr\*current);

Поэтому, лучше использовать начальное значение.

Метод reduceRight работает аналогично, но проходит по массиву справа налево.

## Array.isArray

Массивы не образуют отдельный тип языка. Они основаны на объектах. Поэтому typeof не может отличить простой объект от массива:

console.log(**typeof** {}); *// object*

console.log (**typeof** []); *// тоже object*

Но массивы используются настолько часто, что для этого придумали специальный метод: Array.isArray(value). Он возвращает true, если value массив, и false, если нет.

console.log(Array.isArray({})); *// false*

console.log(Array.isArray([])); *// true*

Подведем итоги по рассмотренным методам массивов. У нас получился следующий список:

|  |  |
| --- | --- |
| Для добавления/удаления элементов | |
| push(...items) | добавляет элементы в конец |
| pop() | извлекает элемент с конца |
| shift() | извлекает элемент с начала |
| unshift(...items) | добавляет элементы в начало |
| splice(pos, deleteCount, ...items) | начиная с индекса pos, удаляет deleteCount элементов и вставляет items |
| slice(start, end) | создаёт новый массив, копируя в него элементы с позиции start до end (не включая end) |
| concat(...items) | возвращает новый массив: копирует все члены текущего массива и добавляет к нему items (если какой-то из items является массивом, тогда берутся его элементы) |
| Для поиска среди элементов | |
| indexOf/lastIndexOf(item, pos) | ищет item, начиная с позиции pos, и возвращает его индекс или -1, если ничего не найдено |
| includes(value) | возвращает true, если в массиве имеется элемент value, в противном случае false |
| find/filter(func) | фильтрует элементы через функцию и отдаёт первое/все значения, при прохождении которых через функцию возвращается true |
| findIndex(func) | похож на find, но возвращает индекс вместо значения |
| Для перебора элементов | |
| forEach(func) | вызывает func для каждого элемента. Ничего не возвращает |
| Для преобразования массива | |
| map(func) | создаёт новый массив из результатов вызова func для каждого элемента |
| sort(func) | сортирует массив «на месте», а потом возвращает его |
| reverse() | «на месте» меняет порядок следования элементов на противоположный и возвращает изменённый массив |
| split/join | преобразует строку в массив и обратно |
| reduce(func, initial) | вычисляет одно значение на основе всего массива, вызывая func для каждого элемента и передавая промежуточный результат между вызовами |

# Методы числовых объектов

[Смотреть материал на видео](https://www.youtube.com/watch?v=8_1c2DAkNII&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/metody-chislovyh-obektov>

Теперь, когда мы с вами подробно познакомились с функциями, объектами и методами вернемся к примитивным типам данных и посмотрим, какими полезными методами они обладают. Да, все верно, JavaScript так устроен, что примитивные типы тоже имеют свои методы подобно объектам. И начнем рассмотрение с числового типа Number.

## Форматы записи чисел

Ранее мы уже говорили, что в JavaScript числа можно задавать следующим образом:

let a1 = 1e9;   *// 1 000 000 000*

let a2 = 0.5e3; *// 0.5\*1000 = 500*

let a3 = 1e-6;  *// 0.000001*

let a4 = 0xff;  *// шестнадцатиричная запись (ff = 255)*

let a5 = 0b11111111; *// двоичная запись десятичного числа 255*

let a6 = 0o377; *// восьмеричная форма записи числа 255*

Можно использовать и другие системы счисления, но они почти не встречаются на практике.

## Особенности числовой арифметики

В JavaScript число представлено в виде 64-битного формата IEEE-754. Для хранения числа используется 64 бита: 52 из них используется для хранения цифр, 11 из них для хранения положения десятичной точки (если число целое, то хранится 0), и один бит отведён на хранение знака. Если число слишком большое, оно переполнит 64-битное хранилище, JavaScript вернёт бесконечность:

console.log( 1e500 ); *// Infinity*

Наиболее часто встречающаяся ошибка при работе с числами в JavaScript – это потеря точности. Например, сумма двух таких вещественных чисел:

let res = 0.1+0.2;

console.log( res );

не дает точное значение 0,3. Потому, например, при таком сравнении:

**if**(res == 0.3) console.log( **true** );

мы получим значение false и оператор после if выполнен не будет. Почему так происходит? Не вдаваясь в подробности, можно сказать так: вещественные числа 0.1 и 0.3 в двоичной системе счисления (именно так они представляются в памяти ЭВМ) являются бесконечной дробью. Отсюда и потеря точности.

Как обойти эту проблему и корректно работать с такими числами? Если это имеет значение, то в общем случае нужно придумывать свои подходы в каждой конкретной ситуации. Например, если разрабатывается интернет-магазин, то все вычисления можно делать целыми числами, выраженные в копейках и только на экране браузера результат отображать в рублях и копейках. И так далее. Здесь каждый сам решает как ему обойти эту проблему.

## toString(base)

Метод num.toString(base) возвращает строковое представление числа num в системе счисления base. Например:

let num = 255;

console.log( num.toString(16) );  *// ff*

console.log( num.toString(2) );   *// 11111111*

Параметр base может принимать целые значения из диапазона от 2 до 36 (по умолчанию 10). Интересной особенностью записью методов у чисел служит такой синтаксис:

let res = 127..toString(16);

console.log( res );

После любого числа можно поставить две точки и вызвать любой числовой метод.

## Методы округления чисел

В JavaScript имеется встроенный объект Math, предоставляющий различные математические методы. Здесь мы рассмотрим функции, связанные с округлением чисел. Они следующие:

* Math.floor – округление в меньшую сторону;
* Math.ceil – округление в большую сторону;
* Math.round – округление до ближайшего целого.

Например:

let dig = 1.5;

let res = Math.floor(dig);

console.log( res );        *// 1*

console.log( Math.ceil(dig) );       *// 2*

console.log( Math.round(1.4) );      *// 1*

console.log( Math.round(1.5) );      *// 2*

А что если мы хотим округлить число до второго знака после запятой (до сотых)? Это можно сделать, например, так:

let dig = 1.23456;

let res = Math.round(dig\*100)/100;

console.log( res );

Но для такой операции в JavaScript имеется встроенный числовой метод toFixed(n), где n – число знаков после запятой. Наш пример можно переписать так:

console.log( dig.toFixed(2) );

## isFinite и isNaN

Если по каким-то причинам результатом вычислений становятся значения Infinite или NaN, то было бы полезно иметь функции, которые бы умели «узнавать» такие выражения. Этими функциями как раз и являются isFinite и isNaN. Например:

console.log( isNaN(**NaN**) );       *// true*

console.log( isNaN("1") );     *// false*

console.log( isNaN(2) );          *// false*

console.log( isNaN("abc") );    *// true*

По аналогии работает и вторая функция isFinit:

console.log( isFinite("15") ); *// true*

console.log( isFinite("str") ); *// false, потому что специальное значение: NaN*

console.log( isFinite(**Infinity**) ); *// false*

Как видим, она возвращает true, если это число и оно ограничено (не бесконечно) и false в других случаях.

Кстати, иногда isFinite используется для проверки: содержится ли в строке число:

let num = prompt("Enter a number", '');

**if**( isFinite(num) ) console.log("это число");

**else** console.log("это не число");

Правда, если num будет пустой строкой, то эта функция решит, что это число 0 (так как пустая строка приводится к числу 0). Поэтому, более точная проверка будет такой:

**if**( num.length > 0 && isFinite(num) ) console.log("это число");

**else** console.log("это не число");

## parseInt и parseFloat

Данные методы позволяют выделить число из строки, даже если в строке имеются другие не числовые символы. Например, при работе с CSS часто встречаются такие выражения: «12pt», «100%», «340px» и прочее. Если мы попытаемся получить значения с помощью уже знакомых нам подходов:

let arg1 = "12pt";

let arg2 = "100%";

let arg3 = "340px";

console.log( Number(arg1) );

console.log( +arg2 );

console.log( +arg3 );

То всюду получим значение NaN. Но, функии parseInt и parseFloat справляются с такими задачами. Они преобразовывают строку в число до тех пор, пока либо не дойдут до конца, либо не встретится ошибка преобразования. В данном случае, получим всюду правильные числовые значения:

console.log( parseInt(arg1) );

console.log( parseInt(arg2) );

console.log( parseInt(arg3) );

Если же в строке предполагается вещественное число, то применяется вторая функция:

console.log( parseFloat("12.5pt") );

console.log( parseFloat("  90.5% ") );

console.log( parseFloat("+30.5px") );

Функция parseInt имеет второй необязательный аргумент, в котором можно указать систему, в которой представлено число, например:

console.log( parseInt('0xff', 16) ); *// 255*

console.log( parseInt('aa', 16) ); *// 170, можно и без 0x*

console.log( parseInt('11011', 2) ); *// 27*

## Другие математические функции

Math.random() возвращает псевдослучайное число в диапазоне (0; 1], например:

**for**(let i = 0;i < 10;++i)

   console.log( Math.random() );

Причем, при каждом запуске будем получать разные последовательности чисел.

Math.max(a, b, c...) / Math.min(a, b, c...) возвращают наибольшее/наименьшее число из переданных аргументов:

let max = Math.max(1, 2, 0, -10, 5, 7);

let min = Math.min(1, 2, -10, 5);

console.log( max );        *// 7*

console.log( min );        *// -10*

Число аргументов может быть любым.

Math.pow(n, power) возвращает число n, возведённое в степень power:

console.log( Math.pow(2, 10) ); *// 2 в степени 10 = 1024*

Объект Math содержит множество других функций (cos, sin) и констант, например, PI, которыми удобно оперировать в JavaScript.

# Методы и свойства строк

[Смотреть материал на видео](https://www.youtube.com/watch?v=Rvn5x8vGGGg&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/metody-i-svoystva-strok>

По аналогии с числами у строк тоже есть свой набор методов, упрощающих работу с ними. И, как вы уже догадались, на этом занятии мы будем рассматривать методы работы со строками. Но в начале отметим, что все строки в JavaScript представлены в кодировке UTF-16, даже если в браузере HTML-документ имеет другую кодировку.

Итак, поехали. Мы с вами уже говорили о разнообразии кавычек для представления строковых литералов, например:

let str1 = "Hello World!";

let str2 = 'Hello World!';

let str3 = `Hello World!`;

Все это одинаковые строки, то есть, кавычки «работают» одинаково, но последние предоставляют нам более широкий функционал и позволяют вписывать значения переменных непосредственно в строку:

let name = "Java", age = 18;

let str = `Меня зовут ${name}, мне ${age} лет`;

console.log( str );

Обо всем это мы с вами уже говорили. Продолжим. В строках можно указывать специальные управляющие символы (они называются спецсимволами). Наиболее распространенных несколько:

* \n – спецсимвол перевода на новую строку;
* \r – возврат каретки (используется в ОС Windows совместно с символом \n);
* \t – спецсимвол табуляции;
* \uXXXX – символ в кодировке UTF-16;
* \" и \' – символы кавычек (внутри строки);
* \\ - символ обратного слеша.

Существуют и другие спецсимволы, но они используются довольно редко. Вот примеры использования этих символов:

let str = 'Hello!**\n**I**\'**m Javascript.**\n**Вот мой символ **\t** табуляции, обратный слеш **\\** и символ **\u**00A9 копирайта';

console.log( str );

Далее рассмотрим частые свойства и методы, которые имеются у строковых переменных и литералов.

## length

Свойство length содержит длину строки, например:

let str = 'Hello!**\n**I**\'**m Javascript.';

console.log( str.length );

Увидим в консоле длину строки str. Обратите внимание, что length – это свойство, а не метод, поэтому вот такое обращение str.length() работать не будет.

## [] и charAt

Из любой строки можно взять отдельный символ. Это делается с помощью оператора [], в которых указывается индекс нужного символа. Например:

let str = 'Hello!**\n**I**\'**m Javascript.';

let ch1 = str[0];

let ch2 = str[7];

console.log(ch1, ch2);

console.log(**typeof** ch1);

Обратите внимание, что так как в JavaScript нет символьного типа, то возвращаемое значение – это строка, состоящая из одного символа.

Ту же самую операцию выделения символа можно выполнить и с помощью метода charAt(pos), но он менее удобен и существует, скорее по историческим причинам для совместимости со старыми скриптами:

let ch1 = str.charAt(0);

let ch2 = str.charAt(7);

Интересной особенностью JavaScript является возможность перебрать строку посимвольно с помощью цикла for of, используемого для массивов:

**for**(let ch of "Hello")

   console.log(ch);

Обратите внимание, что строки в JavaScript изменять нельзя. Например, нельзя выполнить такую операцию:

str[0] = "h";

получим ошибку исполнения. Если нужно изменить строку, то создается новая измененная строка.

## toLowerCase() и toUpperCase()

Данные методы возвращают строку в нижнем и верхнем регистрах. Например:

let str = 'Hello!';

let low = str.toLowerCase();

let hi = "string".toUpperCase();

console.log(low, hi);

Обратите внимание, что мы можем вызывать методы непосредственно у строковых литералов, а не только у переменных.

## infexOf и lastIndexOf

Данный метод выполняет поиск подстроки substr, начиная с позиции pos:

str.indexOf(substr[, pos])

возвращает позицию, на которой располагается совпадение, либо -1 если совпадений не найдено.

let str = '<span class="clock">12:34</span>';

let indx1 = str.indexOf("clock");        *// 13*

let indx2 = str.indexOf("span", 2);      *// 27*

let indx3 = str.indexOf("div"); *// -1*

console.log(indx1, indx2, indx3);

Обратите внимание, данный метод находит только одно первое совпадение, дальше поиск не продолжается. Если нужно найти все совпадения, то можно реализовать такой простой алгоритм:

let indx = -1;

while(**true**) {

indx = str.indexOf("span", indx+1);

**if**(indx == -1) **break**;

console.log(indx);

}

Другой похожий метод

str.lastIndexOf(substr, position)

ищет подстроку с конца строки к началу. Он используется тогда, когда нужно получить самое последнее вхождение:

let indx = str.lastIndexOf("span");

console.log(indx);

## includes, startsWith, endsWith

Следующие три метода позволяют проверять: есть ли в строке искомая подстрока. Первый метод имеет ожидаемый синтаксис:

str.includes(substr[, pos])

он возвращает true, если подстрока substr была найдена в строке str и false в противном случае. Второй необязательный параметр pos указывает начальный индекс для поиска. Вот примеры использования данного метода:

let str = '<span class="clock">12:34</span>';

console.log( str.includes("span") );

console.log( str.includes("<span>") );

console.log( str.includes("clock", 20) );

Следующие два метода startsWith и endsWith проверяют, соответственно, начинается ли и заканчивается ли строка определённой строкой:

console.log( str.startsWith("span") );    *//false*

console.log( str.startsWith("<span") );        *//true*

console.log( str.endsWith("span>") );   *//true*

## slice

Есть три основных метода для выделения подстрок из строки – это substring, substr и slice. Метод slice имеет следующий синтаксис:

str.slice(start [, end])

и возвращает часть строки от start до end (не включая его). Например:

console.log( str.slice(0, 5) );       *//<span*

console.log( str.slice(6, 11) );   *//class*

console.log( str.slice(12) );         *//"clock"...*

console.log( str.slice(-7, -1) );     *//</span*

Следующий метод

str.substring(start [, end])

работает практически также как и slice, но здесь аргумент start может быть больше, чем end, например:

console.log( str.substring(6, 11) );     *//class*

console.log( str.substring(11, 6) );     *//class*

Но отрицательные значения записывать нельзя, они будут трактоваться как 0.

Последний метод

str.substr(start [, length])

Возвращает часть строки, начиная с индекса start и длиной в length символов. В противоположность предыдущим методам, здесь указывается длина вместо конечной позиции:

console.log( str.substr(6, 13) );   *//class = "clock"*

console.log( str.substr(12) );     *//"clock">12:34</span>*

При отрицательном значении первого аргумента позиция отсчитывается с конца строки.

Какой из этих трех методов выбирать для выделения строк? По большому счету без разницы. Они все работают эффективно, так что это дело предпочтения программиста.

## Нюансы сравнения строк

Если мы проверяем строки на равенство, то никаких особых проблем в JavaScript это не вызывает, например:

**if**("abc" == "abc") console.log( "строки равны" );

**if**("abc" != "ABC") console.log( "строки не равны" );

Но, когда мы используем знаки больше/меньше, то строки сравниваются в лексикографическом порядке. То есть:

1. Если код текущего символа одной строки больше кода текущего символа другой строки, то первая строка больше второй (остальные символы не имеют значения), например:

console.log( "z" > "Za" );        *//true*

2. Если код текущего символа одной строки меньше кода текущего символа другой строки, то первая строка меньше второй:

console.log( "B" < "a" ); *//true*

3. При равенстве символов больше та строка, которая содержит больше символов:

console.log( "abc" < "abcd" ); *//true*

4. В остальных случаях строки равны:

console.log( "abc" == "abc" ); *//true*

Но в этом алгоритме есть один нюанс. Например, вот такое сравнение:

console.log( "Америка" > "Japan" ); *//true*

Дает значение true, так как русская буква A имеет больший код, чем латинская буква J. В этом легко убедиться, воспользовавшись методом

str.codePointAt(pos)

который возвращает код символа, стоящего в позиции pos:

console.log( "А".codePointAt(0), "J".codePointAt(0) );

Сморите, у буквы А код равен 1040, а у буквы J – 74. Напомню, что строки в JavaScript хранятся в кодировке UTF-16. К чему может привести такой результат сравнения? Например, при сортировке мы получим на первом месте страну «Japan», а потом «Америка». Возможно, это не то, что нам бы хотелось? И здесь на помощь приходит специальный метод для корректного сравнения таких строк:

str.localeCompare(compareStr)

он возвращает отрицательное число, если str < compareStr, положительное при str > compareStr и 0 если строки равны. Например:

console.log( "Америка".localeCompare("Japan") );      *// -1*

возвращает -1 как и должно быть с учетом языкового сравнения. У этого метода есть два дополнительных аргумента, которые указаны в документации JavaScript. Первый позволяет указать язык (по умолчанию берётся из окружения) — от него зависит порядок букв. Второй позволяет определять дополнительные правила, например, чувствительность к регистру.

## Некоторые другие методы

У строковых переменных есть еще пара полезных и часто используемых методов, это:

str.trim()

убирает пробелы в начале и конце строки:

let str = "   string   ";

console.log( str.trim() );

и

str.repeat(n)

для повторения строки n раз:

let str = "Abc";

console.log( str.repeat(5) );

Это, конечно, не все методы строк. По мере использования JavaScript вы познакомитесь со многими другими, но для начала этого будет достаточно. Также отдельно стоит тема регулярных выражений – мощнейший инструмент для поиска, замены и проверки различных строковых шаблонов, но об этом мы будем говорить на отдельном занятии.

# Коллекции Map и Set

[Смотреть материал на видео](https://www.youtube.com/watch?v=Ggmk21ZNSKQ&list=PLA0M1Bcd0w8x9TltCzZDhw0SatK1d10yy" \t "_blank)

<https://proproprogs.ru/javascript/kollekcii-map-i-set>

Итак, мы с вами рассмотрели примитивные типы, объекты и массивы. Для полноты картины не хватает еще двух структур данных – это карты (Map) и наборы (Set). И на этом занятии мы с ними познакомимся. Начнем с карт Map.

## Map

Помните, когда мы говорили об объектах, то отмечали, что ключи (имена свойств) являются строками – всегда строки. Так вот, в отличие от объектов в Map в качестве ключа могут выступать не только строки, но вообще любые типы данных.

У Map есть такие методы и свойства:

* new Map() – создаёт коллекцию;
* map.set(key, value) – записывает по ключу key значение value;
* map.get(key) – возвращает значение по ключу или undefined, если ключ key отсутствует;
* map.has(key) – возвращает true, если ключ key присутствует в коллекции, иначе false;
* map.delete(key) – удаляет элемент по ключу key;
* map.clear() – очищает коллекцию от всех элементов;
* map.size – возвращает текущее количество элементов.

Рассмотрим их. Например:

let m = **new** Map();

m.**set**("string", "строка");

m.**set**(7, "простое число");

m.**set**(**true**, {descr: "boolean", value: **true**});

console.log( m.**get**("string") );

console.log( m.**get**(7) );

console.log( m.**get**(**true**) );

В качестве ключей можно использовать и объекты, например:

let user = {

name: "JavaScript",

type: "ES6"

};

let m = **new** Map();

m.**set**(user, "объект user");

console.log( m.**get**(user) );

Часто коллекцию Map используют благодаря этому свойству – возможности использования объектов в качестве ключей. Ни одна другая структура в JavaScript не обладает таким свойством.

Чтобы сравнивать ключи, объект Map использует алгоритм SameValueZero. Это почти такое же сравнение, что и ===, с той лишь разницей, что NaN считается равным NaN. Так что NaN также может использоваться в качестве ключа. Причем этот встроенный алгоритм сравнения не может быть заменён или модифицирован.

Создать объект Map также можно на основе двумерного массива:

let car = **new** Map([

   ["model", "opel"],

   ["color", 0xff],

   ["price", 1000]

]);

Здесь каждый элемент массива интерпретируется как «ключ – значение». В итоге коллекция car содержит три элемента с ключами model, color, price и соответствующими значениями.

Вообще, объект Map можно создать на основе любого итерируемого объекта, представляющего данные в формате «ключ - значение». Например, можно взять некий объект:

let book = {

author: "Пушкин",

title: "Онегин",

pages: 100,

price: 80

};

И создать из него карту:

let lib = **new** Map(Object.entries(book));

Здесь метод объекта entries преобразует объект book в массив с элементами «ключ – значение», на основе которого и формируется lib.

Есть также противоположный метод Object.fromEntries, который из двумерного массива по формату «ключ-значение», формирует объект:

let prices = Object.fromEntries([

['banana', 1],

['orange', 2],

['meat', 4]

]);

В частности, этот принцип используется для преобразования Map в Object:

let objLib = Object.fromEntries(lib.entries());

console.log(objLib);

Здесь метод entries коллекции Map, также как и у Object, преобразует содержимое в двумерный массив по формату «ключ-значение». Затем, с помощью метода fromEntries этот двумерный массив преобразуется в объект. Вот так можно Map превратить в Object.

Но, вернемся к коллекции car, переберем его содержимое. Для этого, обычно, используется цикл for of следующим образом:

**for** (let value of car) {

console.log(value);

}

В результате value принимает вид массива [ключ, значение] и выводится в консоль.

Если нам нужно выбрать только ключи из коллекции car, то можно сделать так:

**for** (let key of car.keys()) {

console.log(key);

}

Здесь мы в цикл передаем итерируемый (перебираемый) объект по ключам и в цикле выводим ключи в консоль.

Для отображения значений соответствующих ключей, передается другой итерируемый объект:

**for** (let value of car.values()) {

console.log(value);

}

В отличие от обычных объектов Object, в Map перебор происходит в том же порядке, в каком происходило добавление элементов.

Еще одним вариантом перебора служит цикл forEach, встроенный в объект Map:

Map.forEach( function(value, key, map) {

// что-то делаем

});

Например, можно вывести в консоль информацию объекта Map следующим образом:

car.forEach((value, key) => {

console.log( `car[${key}] = ${value}` );

});

Здесь используется стрелочная функция с двумя входными аргументами value и key.

## Set

Коллекция Set формируется из уникальных данных (без ключей – только данные). Уникальность означает, что одно и то же значение не может быть добавлено дважды – оно просто проигнорируется.

Данный объект имеет следующие методы и свойства:

* new Set(iterable) – создаёт Set, если в качестве аргумента был предоставлен итерируемый объект (обычно это массив), то копирует его значения в Set;
* set.add(value) – добавляет значение (если оно уже есть, то ничего не происходит), возвращает тот же объект set;
* set.delete(value) – удаляет значение, возвращает true если value было найдено и удалено, иначе false;
* set.has(value) – возвращает true, если значение присутствует в коллекции, иначе false;
* set.clear() – удаляет все значения из набора;
* set.size – возвращает количество элементов в наборе.

Например, мы ожидаем посетителей, и нам необходимо составить их список. Но повторные визиты не должны приводить к дубликатам. Каждый посетитель должен появиться в списке только один раз. Здесь как раз и подойдет множество Set:

let guests = **new** Set();

let alex = { name: "Alexey", old: 25 };

let oleg = { name: "Oleg", old: 32 };

let masha = { name: "Masha", old: 18 };

guests.add(alex);

guests.add(oleg);

guests.add(masha);

guests.add(alex);

guests.add(masha);

Выведем в консоль получившийся набор:

**for** (let guest of guests) {

console.log(guest.name);

}

Получим только троих гостей. Все так, как и должно быть.

Перебрать объект Set также можно и с помощью встроенного метода forEach. Он имеет следующий синтаксис:

Set.forEach( function(value, valueAgain, set) {

// что-то делаем

});

Здесь второй аргумент valueAgain добавлен для синтаксической совместимости данного метода с аналогичным методом из Map. Это бывает полезно, если программист решит вместо Set использовать Map. Тогда ему достаточно будет поменять Set на Map и все заработает уже с новым объектом.

Выполним перебор элементов с помощью forEach:

guests.forEach( (item) => {

console.log(item.name+": "+item.old);

});

Как видите, все достаточно просто. Перебор Map и Set всегда осуществляется в порядке добавления элементов, так что нельзя сказать, что это – неупорядоченные коллекции, но поменять порядок элементов или получить элемент напрямую по его номеру здесь не получится.