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**Цель работы:**

1. Уметь структурировать программу при помощи функций.
2. Уметь писать модульные тесты.

# Задание:

# Часть 1. Декомпозиция программы функциями

Программа для построения гистограммы из ЛР № 1 состоит из одной функции main() на более чем 100 строк, из-за чего в ней неудобно ориентироваться. Необходимо выделить части программы в функции:

* Ввод чисел:
  + принимает количество чисел, которое необходимо ввести;
  + возвращает вектор чисел.
* Поиск наибольшего и наименьшего значения:
  + принимает вектор чисел;
  + возвращает два результата — min и max.
* Расчет гистограммы:
  + принимает вектор чисел и количество корзин;
  + возвращает вектор количеств чисел в каждой корзине;
  + *вызывает* в процессе работы функцию поиска min и max.

# Часть 2. Вывод гистограммы как изображения в формате SVG

Требуется вместо текстовой гистограммы рисовать картинку, например:

![Изображение выглядит как стрела

Автоматически созданное описание](data:image/png;base64,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)

# Часть 3. Модульное тестирование

Написать модульный тест для функции поиска минимума и максимума.

**Индивидуальное задание. Вариант 1**

Дайте пользователю возможность задавать произвольную ширину столбца гистограммы вместо 400. Считайте некорректной ширину менее 70, более 800 или менее трети количества чисел, умноженных на ширину блока (BLOCK\_WIDTH) — предлагайте пользователю ввести ширину заново с указанием причины.

**Исходный код:**

**main.cpp**

#include <iostream>

#include <vector>

#include <string>

#include <math.h>

#include "histogram.h"

#include "svg.h"

const size\_t SCREEN\_WIDTH = 80;

const size\_t MAX\_ASTERISK = SCREEN\_WIDTH - 4 - 1;

using namespace std;

vector<double> input\_numbers(size\_t count)

{

vector<double> result(count);

for (size\_t i = 0; i < count; i++)

{

cin >> result[i];

}

return result;

}

vector <size\_t> make\_histogram(const vector<double>& numbers, size\_t bin\_count)

{

double min;

double max;

vector <size\_t> bins(bin\_count);

find\_minmax(numbers, min, max);

for (double number : numbers)

{

size\_t bin = (size\_t)((number - min) / (max - min) \* bin\_count);

if (bin == bin\_count)

{

bin--;

}

bins[bin]++;

}

return bins;

}

void show\_histogram\_text(vector <size\_t> bins, const size\_t MAX\_ASTERISK)

{

size\_t bin\_count = bins.size();

size\_t Max = bins[0];

for (size\_t j=1; j<bin\_count; j++)

{

if (bins[j]>Max)

Max = bins[j];

}

for (size\_t j=0; j<bin\_count; j++)

{

if(bins[j]>=100)

cout<<bins[j];

if (bins[j]<10)

cout <<" "<< bins[j];

else if (bins[j]<100)

cout<< " "<< bins[j] ;

cout << "|";

if(Max>MAX\_ASTERISK)

{

size\_t height = MAX\_ASTERISK \* (static\_cast<double>(bins[j]) / Max);

for (size\_t a=0; a<height; a++)

{

cout << "\*";

}

}

else

for(size\_t a=0; a<bins[j]; a++)

cout << "\*";

cout << endl;

}

}

int main()

{

size\_t number\_count;

cerr << "Enter number count: ";

cin >> number\_count;

const auto numbers = input\_numbers(number\_count);

size\_t bin\_count;

cerr << "Enter bin\_count: ";

cin >> bin\_count;

//vector <size\_t> bins (bin\_count);

const auto bins = make\_histogram(numbers, bin\_count);

//show\_histogram\_text(bins, MAX\_ASTERISK);

string stroke;

string fill;

show\_histogram\_svg(bins, MAX\_ASTERISK, number\_count,stroke,fill);

return 0;

}

**histogram.cpp**

#include "histogram.h"

void find\_minmax(const vector<double>& numbers, double& min, double& max)

{

if (numbers.size() == 0)

return;

else

{

min = numbers[0];

max = numbers[0];

for (double number : numbers)

{

if (number < min)

{

min = number;

}

if (number > max)

{

max = number;

}

}

}

}

**histogram.h**

#ifndef HISTOGRAM\_H\_INCLUDED

#define HISTOGRAM\_H\_INCLUDED

#include <vector>

using namespace std;

void find\_minmax(const vector<double>& numbers, double& min, double& max);

#endif // HISTOGRAM\_H\_INCLUDED

**svg.cpp**

#include "svg.h"

const size\_t SCREEN\_WIDTH = 80;

const size\_t MAX\_ASTERISK = SCREEN\_WIDTH - 4 - 1;

void

svg\_begin(double width, double height)

{

cout << "<?xml version='1.0' encoding='UTF-8'?>\n";

cout << "<svg ";

cout << "width='" << width << "' ";

cout << "height='" << height << "' ";

cout << "viewBox='0 0 " << width << " " << height << "' ";

cout << "xmlns='http://www.w3.org/2000/svg'>\n";

}

void

svg\_text(double left, double baseline, string text)

{

cout << "<text x='" << left << "' y='" << baseline << "'>" << text << "</text>";

}

void svg\_rect(double x, double y, double width, double height,string stroke, string fill)

{

cout << "<rect x='" << x << "' y='" << y << "' width='" << width << "' height='" << height <<"' stroke='"<<stroke<<"' fill='"<< fill<<"'/>";

}

void

svg\_end()

{

cout << "</svg>\n";

}

double image\_width (size\_t number\_count, double BLOCK\_WIDTH)

{

double IMAGE\_WIDTH;

cerr << "Enter IMAGE\_WIDTH:";

cin >> IMAGE\_WIDTH;

while(IMAGE\_WIDTH < 70 || IMAGE\_WIDTH > 800 || IMAGE\_WIDTH < 1/3\*(number\_count\*BLOCK\_WIDTH))

{

cerr << "invalid input, please enter again";

cerr << "Enter SCREEN\_WIDTH:";

cin >> IMAGE\_WIDTH;

}

return IMAGE\_WIDTH;

}

void show\_histogram\_svg(const vector <size\_t>& bins, double bin\_count, size\_t number\_count, string& stroke, string& fill)

{

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

double IMAGE\_WIDTH = image\_width(number\_count, BLOCK\_WIDTH);

double top = 0;

size\_t Max = bins[0];

for (size\_t j=1; j<bin\_count; j++)

{

if (bins[j]>Max)

Max = bins[j];

}

const bool scaling\_up = Max > MAX\_ASTERISK;

if (scaling\_up)

{

const double scaling = (double)MAX\_ASTERISK / Max;

svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT);

for (size\_t bin : bins)

{

auto height = (size\_t)(bin \* scaling);

const double bin\_width = BLOCK\_WIDTH \* bin;

svg\_text(TEXT\_LEFT, top + TEXT\_BASELINE, to\_string(bin));

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT,"blue", "#ffeeee");

top += BIN\_HEIGHT;

}

}

else

{

for (size\_t bin : bins)

{

const double bin\_width = BLOCK\_WIDTH \* bin;

svg\_text(TEXT\_LEFT, top + TEXT\_BASELINE, to\_string(bin));

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT, stroke, fill);

top += BIN\_HEIGHT;

}

}

svg\_end();

}

**svg.h**

#ifndef SVG\_H\_INCLUDED

#define SVG\_H\_INCLUDED

#include <iostream>

#include <vector>

#include <string>

using namespace std;

void

svg\_begin(double width, double height);

void

svg\_text(double left, double baseline, string text);

void svg\_rect(double x, double y, double width, double height,string stroke, string fill);

void

svg\_end();

double image\_width (size\_t number\_count, double BLOCK\_WIDTH);

void show\_histogram\_svg(const vector <size\_t>& bins, double bin\_count, size\_t number\_count, string& stroke, string& fill);

#endif // SVG\_H\_INCLUDED

**test.cpp**

#include <cassert>

#include "histogram.h"

void

test\_positive() {

double min = 0;

double max = 0;

find\_minmax({1, 2, 3}, min, max);

assert(min == 1);

assert(max == 3);

}

void

test\_negative() {

double min = 0;

double max = 0;

find\_minmax({-1,-2, -3}, min, max);

assert(min == -3);

assert(max == -1);

}

void

test\_similar() {

double min = 0;

double max = 0;

find\_minmax({3, 3, 3}, min, max);

assert(min == 3);

assert(max == 3);

}

void

test\_single() {

double min = 0;

double max = 0;

find\_minmax({1}, min, max);

assert(min == 1);

assert(max == 1);

}

void

test\_empty() {

double min = 0;

double max = 0;

find\_minmax({}, min, max);

}

int

main() {

test\_positive();

test\_negative();

test\_single();

test\_empty();

}