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**Мета:** створення додатка для малювання 3D-фігур у ASCII-арті на основі об’єктно-орієнтованого підходу та мови Python.

**План роботи**

**Завдання 1: Проектування класів.**

Розробіть структуру класів для вашого генератора 3D ASCII-арту. Визначте основні компоненти, атрибути та методи, необхідні для програми.

**Завдання 2: Введення користувача.**

Створіть методи у межах класу для введення користувача та вказання 3D-фігури, яку вони хочуть намалювати, та її параметрів (наприклад, розмір, кольори).

**Завдання 3: Представлення фігури.**

Визначте структури даних у межах класу для представлення 3D-фігури. Це може включати використання списків, матриць або інших структур даних для зберігання форми фігури та її властивостей.

**Завдання 4: Проектування з 3D в 2D.**

Реалізуйте метод, який перетворює 3D-представлення фігури у 2D-представлення, придатне для ASCII-арту.

**Завдання 5: Відображення ASCII-арту.**

Напишіть метод у межах класу для відображення 2D-представлення 3D-фігури як ASCII-арту. Це може включати відображення кольорів і форми за допомогою символів ASCII.

**Завдання 6: Інтерфейс, зрозумілий для користувача.**

Створіть зручний для користувача командний рядок або графічний інтерфейс користувача (GUI) за допомогою об'єктно-орієнтованих принципів, щоб дозволити користувачам спілкуватися з програмою.

**Завдання 7: Маніпуляція фігурою.**

Реалізуйте методи для маніпулювання 3D-фігурою, такі масштабування або зміщення, щоб надавати користувачам контроль над її виглядом.

**Завдання 8: Варіанти кольорів.**

Дозвольте користувачам вибирати варіанти кольорів для їхніх 3D ASCII-арт-фігур. Реалізуйте методи для призначення кольорів різним частинам фігури.

**Завдання 9: Збереження та експорт.**

Додайте функціональність для зберігання згенерованого 3D ASCII-арту у текстовий файл.

**Завдання 10: Розширені функції.**

Розгляньте можливість додавання розширених функцій, таких як тінь, освітлення та ефекти перспективи, для підвищення реалізму 3D ASCII-арту.

Код виконаних завдань представлено нижче.

Клас Rectangle:

# from Data.lab\_5.Figure import Figure

from Data.lab\_5.Figure import Figure

class Rectangle(Figure):

@staticmethod

def build\_up\_2d\_line(self, color\_1, color\_2, symbol\_1, symbol\_2):

line = ''

for size\_x in range(self.size\_x + 1):

if size\_x == 0 or size\_x == self.size\_x:

line += self.color\_line(self, color\_1, symbol\_1)

else:

line += self.color\_line(self, color\_2, symbol\_2)

return line

@staticmethod

def build\_up\_2d(self, lines, symbol, space\_color):

for index in range(len(lines)):

if index == 0:

color\_1 = self.\_symbol\_color

color\_2 = self.\_symbol\_color

symbol\_1 = self.\_SYMBOLS.get('corner')

symbol\_2 = self.\_SYMBOLS.get('horizontal')

else:

color\_1 = self.\_symbol\_color

color\_2 = space\_color

symbol\_1 = symbol

symbol\_2 = self.\_SYMBOLS.get('space')

line = self.build\_up\_2d\_line(self, color\_1, color\_2, symbol\_1, symbol\_2)

lines[index] = lines[index] + line

return lines

@staticmethod

def build\_3d(self, lines):

inclined\_count = 1

for index in range(len(lines)):

line = ''

mx = (len(lines[0]))

shadow\_mx = mx + self.size\_x

shadow = ''

if index != 0 and index != len(lines) - 1:

count = mx - len(lines[index]) - 1

if index < self.size\_y:

symbol = self.\_SYMBOLS.get('vertical')

elif index == self.size\_y:

symbol = self.\_SYMBOLS.get('corner')

else:

count -= inclined\_count

shadow\_count = shadow\_mx - len(lines[index]) - 1

shadow = self.build\_symbol(self.\_SYMBOLS.get('space'), shadow\_count, self.\_shadow\_color)

symbol = self.\_SYMBOLS.get('inclined')

inclined\_count += 1

line = self.build\_symbol(self.\_SYMBOLS.get('space'), count, self.\_color\_3)

line += self.color\_line(self, self.\_symbol\_color, symbol)

line += self.color\_line(self, self.\_symbol\_color, shadow)

lines[index] += line

return lines

def build(self):

self.set\_zoom()

shadow\_up\_lines = self.build\_2d\_shadow(self, self.size\_z, self.\_SYMBOLS.get('space'), self.size\_z)

shadow\_down\_lines = self.build\_2d\_shadow(self, self.size\_y, self.\_SYMBOLS.get('nothing'), self.size\_z)

up\_2d = self.build\_up\_2d(self, shadow\_up\_lines, self.\_SYMBOLS.get('inclined'), self.\_color\_1)

down\_2d = self.build\_up\_2d(self, shadow\_down\_lines, self.\_SYMBOLS.get('vertical'), self.\_color\_2)

down\_2d += [down\_2d[0]]

lines = up\_2d + down\_2d

result = self.build\_3d(self, lines)

self.\_result = self.convert(result)

Клас Pyramid:

from Data.lab\_5.Figure import Figure

class Pyramid(Figure):

def set\_length\_x(self):

self.length\_x = self.size\_x + self.size\_y

def set\_length\_y(self):

self.length\_y = self.size\_z

@staticmethod

def build\_up\_2d\_line(self, color\_1, color\_2, symbol\_1, symbol\_2, count):

line = ''

for size\_x in range(count):

if size\_x == 0:

line += self.color\_line(self, color\_1, symbol\_1)

else:

line += self.color\_line(self, color\_2, symbol\_2)

return line

@staticmethod

def build\_up\_2d(self, lines, symbol, space\_color):

mx = len(lines[0])

for index in range(len(lines)):

if index == 0:

color\_1 = self.\_symbol\_color

color\_2 = ''

symbol\_1 = self.\_SYMBOLS.get('corner')

symbol\_2 = ''

count = 1

else:

color\_1 = self.\_symbol\_color

color\_2 = space\_color

symbol\_1 = symbol

symbol\_2 = self.\_SYMBOLS.get('space')

count = mx - len(lines[index])

line = self.build\_up\_2d\_line(self, color\_1, color\_2, symbol\_1, symbol\_2, count)

lines[index] = lines[index] + line

return lines

@staticmethod

def build\_3d(self, lines):

inclined\_count = 0

mx = 0

count = 0

for index in range(len(lines)):

line = ''

shadow\_mx = mx + self.size\_x

shadow = ''

if index != 0 and index != len(lines) - 1:

if index < self.size\_y:

count = index - 1

symbol = '\\'

elif index == self.size\_y:

mx = count

count = 0

symbol = self.\_SYMBOLS.get('nothing')

else:

count = mx - inclined\_count

shadow\_count = shadow\_mx - len(lines[index]) - 1

shadow = self.build\_symbol(self.\_SYMBOLS.get('space'), shadow\_count, self.\_shadow\_color)

symbol = self.\_SYMBOLS.get('inclined')

inclined\_count += 1

line = self.build\_symbol(self.\_SYMBOLS.get('space'), count, self.\_color\_2)

line += self.color\_line(self, self.\_symbol\_color, symbol)

line += self.color\_line(self, self.\_symbol\_color, shadow)

lines[index] += line

return lines

def build\_footer(self):

line = ''

for index in range(self.size\_y \* 2 + 1):

if index == 0 or index == (self.size\_y \* 2):

symbol = '+'

color = self.\_color\_1

elif index == self.size\_y:

symbol = '|'

color = self.\_color\_1

else:

symbol = ' '

color = self.\_color\_1

line += self.color\_line(self, self.\_symbol\_color, symbol)

return line

def build(self):

self.set\_zoom()

shadow\_up\_lines = self.build\_2d\_shadow(self, self.size\_y, self.\_SYMBOLS.get('space'), self.size\_y)

first\_list = self.build\_up\_2d(self, shadow\_up\_lines, self.\_SYMBOLS.get('inclined'), self.\_color\_1)

for index in range(len(first\_list)):

if index != 0:

line = self.color\_line(self, self.\_default\_color, self.\_SYMBOLS.get('vertical'), )

else:

line = ''

first\_list[index] += line

second\_list = [s.replace('/', '\\') for s in first\_list]

second\_list += [self.build\_footer()]

second\_list = list(reversed(second\_list))

lst = first\_list + second\_list

result = self.build\_3d(self, lst)

self.\_result = self.convert(result)

Клас Figure:

class Figure:

length\_x = 0

length\_y = 0

\_result = ''

\_color\_1 = '\033[44m'

\_color\_2 = '\033[42m'

\_color\_3 = '\033[43m'

\_default\_color = '\033[00m'

\_shadow\_color = '\033[47m'

\_symbol\_color = '\033[36m'

\_space = 0

\_zoom = 1

size\_x = None

size\_y = None

size\_z = None

\_COLORS = {

'RED': '\033[31m',

'GREEN': '\033[32m',

'YELLOW': '\033[33m',

'BLUE': '\033[34m',

'MAGENTA': '\033[35m',

'CYAN': '\033[36m',

'WHITE': '\033[37m',

}

\_SYMBOLS = {

'corner': '+',

'horizontal': '—',

'vertical': '|',

'inclined': '/',

'space': ' ',

'nothing': '',

}

def \_\_init\_\_(self, \*\*kwargs):

if 'size\_y' in kwargs:

self.size\_y = kwargs['size\_y']

if 'size\_x' in kwargs:

self.size\_x = kwargs['size\_x']

if 'size\_z' in kwargs:

self.size\_z = kwargs['size\_z']

if self.size\_x:

if not self.size\_y or not self.size\_z:

self.size\_y = self.size\_z = self.size\_x

self.set\_length\_x()

self.set\_length\_y()

else:

self.size\_y = self.size\_z = self.size\_x = 0

def set\_length\_x(self):

self.length\_x = self.length\_x

def set\_length\_y(self):

self.length\_y = self.length\_y

def set\_zoom(self):

self.size\_x \*= self.\_zoom

self.size\_y \*= self.\_zoom

self.size\_z \*= self.\_zoom

@staticmethod

def color\_line(self, color, line):

return color + line + self.\_default\_color

@staticmethod

def build\_2d\_shadow(self, count, symbol, size):

lines = []

for index in range(count):

line = self.build\_symbol(self.\_SYMBOLS.get('space'), self.\_space, self.\_default\_color)

line += self.color\_line(self, self.\_default\_color, symbol \* (size - index))

lines += [line]

return lines

def build\_symbol(self, symbol, count, color):

line = ''

for i in range(count):

line += self.color\_line(self, color, symbol)

return line

def build(self):

self.\_result = self.\_result

def create(self):

self.set\_zoom()

self.build()

def save(self, filename):

self.create()

result = self.remove\_color\_codes(self.\_result)

# print(result)

with open(filename, 'w') as file:

file.write(result)

def remove\_color\_codes(self, text):

while '\033[' in text:

start = text.find('\033[')

end = text.find('m', start)

if end != -1:

text = text[:start] + text[end+1:]

else:

break

return text

@staticmethod

def convert(lines):

result = ''

for line in lines:

result += line + '\n'

return result

def \_\_str\_\_(self):

return self.\_result

Клас ConsoleRectangle:

from Data.lab\_5.Rectangle import Rectangle

class ConsoleRectangle(Rectangle):

figure = Rectangle

@classmethod

def set\_parameters(cls, dct, input\_message):

for key, value in dct.items():

print(f"{key}: {value}")

value = input(f"Select {input\_message}: ")

current\_value = dct.get(value, None)

if current\_value:

return current\_value

else:

return None

def input\_function(self, dct, input\_message, default):

check = input(f"do you want to set {input\_message}? (1/0): ")

font = None

if check == '1':

font = self.set\_parameters(dct, input\_message)

if font:

return font

else:

return default

def configuration(self):

self.size\_x = int(input("Input size\_x: "))

self.size\_y = int(input("Input size\_y: "))

self.size\_z = int(input("Input size\_z: "))

self.\_color\_1 = self.input\_function(self.\_COLORS, 'color\_1', self.\_color\_1)

self.\_color\_2 = self.input\_function(self.\_COLORS, 'color\_2', self.\_color\_2)

self.\_color\_3 = self.input\_function(self.\_COLORS, 'color\_3', self.\_color\_3)

change\_space = input('do you want to create space? (1/0): ')

if change\_space == '1':

space = int(input("Input space: "))

self.\_space(space)

change\_zoom = input('do you want to create zoom? (1/0): ')

if change\_zoom == '1':

self.\_zoom = int(input("Input zoom: "))

self.set\_zoom()

check = input("do you want to save? (1/0): ")

if check == '1':

save = input("Input filename: ")

self.save(save)

def run(self):

stop = ''

while stop != 'f':

try:

self.configuration()

self.create()

print(self)

except Exception as e:

print(e)

finally:

stop = input("Press 'f' if you want to exit: ")

Клас ConsoleRectangle:

from Data.lab\_5.Pyramid import Pyramid

class ConsolePyramid(Pyramid):

@classmethod

def set\_parameters(cls, dct, input\_message):

for key, value in dct.items():

print(f"{key}: {value}")

value = input(f"Select {input\_message}: ")

current\_value = dct.get(value, None)

if current\_value:

return current\_value

else:

return None

def input\_function(self, dct, input\_message, default):

check = input(f"do you want to set {input\_message}? (1/0): ")

font = None

if check == '1':

font = self.set\_parameters(dct, 'font')

if font:

return font

else:

return default

def configuration(self):

self.size\_x = int(input("Input size\_x: "))

self.size\_y = int(input("Input size\_y: "))

self.size\_z = int(input("Input size\_z: "))

self.\_color\_1 = self.input\_function(self.\_COLORS, 'color\_1', self.\_color\_1)

self.\_color\_2 = self.input\_function(self.\_COLORS, 'color\_2', self.\_color\_2)

self.\_color\_3 = self.input\_function(self.\_COLORS, 'color\_3', self.\_color\_3)

change\_space = input('do you want to create space? (1/0): ')

if change\_space == '1':

space = int(input("Input space: "))

self.\_space(space)

change\_zoom = input('do you want to create zoom? (1/0): ')

if change\_zoom == '1':

zoom = int(input("Input zoom: "))

self.\_zoom(zoom)

check = input("do you want to save? (1/0): ")

if check == '1':

save = input("Input filename: ")

self.save(save)

def run(self):

stop = ''

while stop != 'f':

try:

self.configuration()

self.create()

print(self)

except Exception as e:

print(e)

finally:

stop = input("Press 'f' if you want to exit: ")

from Data.lab\_5.ConsolePyramid import ConsolePyramid

Клас main:

from Data.lab\_5.ConsoleRectangle import ConsoleRectangle

art = ConsolePyramid()

art.run()

На рисунку 1 та 2 зображено результат виконання програми.

![](data:image/png;base64,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)

*Рис.1 Вивід куба*

![](data:image/png;base64,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)

*Рис.2 Вивід піраміди*

**Висновок:** під час виконання лабораторної роботи я навчився створювати високорівневий об'єктно-орієнтований генератор 3D ASCII-арту, який дозволить користувачам проектувати, відображати та маніпулювати 3D-фігурами в ASCII-арті. Цей проект надав мені глибоке розуміння об'єктно-орієнтованого програмування і алгоритмів графіки, посприяв творчому підходу до створення ASCII-арту.