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## Basics

* Object oriented programming
* Class is equivalent to structure
* Generic programming
* Vectors (array, arrayLists): Containers of similar data types
* C++ vs C:
* Almost everything in C is there in C++.
* C++ give flexibilities in terms of performance.
* If you want to optimize a program, you will use C++. Extremely computationally heavy.

#include <iostream> // Preprocessor directive

int main() { //You always have the main function. Irrespective of its position in the code, it is called at the beginning when program is run

    std::cout << "Hello world\n"; //std standard: namespace, iostream is a namespace which has cout

    return 0;

}

* Namespaces are used for avoiding conflicts for functions of same name.
  + - Ostream (class) 🡪 cout (object)
    - Cout stands for character output device
* << : operator takes the right hand data and give it as an input to the right hand side object
* Hardcoding is manually typing in values inside our code
* Preprocessor directives (those that begin by #) are out of this general rule since they are not statements. They are lines read and processed by the preprocessor before proper compilation begins. Preprocessor directives must be specified in their own line and, because they are not statements, do not have to end with a semicolon (;).

#include <iostream> //reprocessor

//using directive

// using namespace std;

using std::cout;

using std::cin;

// namespace std;

int main() { //You alwys have the main function

    int slices = 5; //declaration and initialization

    slices = 5; //Assignment is more like storing things

    cout << "Yo man, how many slices of pizza you want? ";

    std::cin >> slices;

    std::cout << "Hello world\n" << slices << "\nslices of pizza";

    //std standard: namespace,  iostream is a namespace which has cout

    return 0;

}

Style guide for c++: How to properly write a program.

C++ is case sensitive.

## Comments

// line comment

/\* block comment \*/

Accessing namespace can be done by two ways

1. an *unqualified* manner (without the std:: prefix). Using statement

using namespace std;

1. *qualified manner* (std::cout), while the second qualifies it directly within the *namespace* std (as std::cout).

## What is an identifier?

A valid identifier is a sequence of one or more letters, digits, or underscore characters (\_). Spaces, punctuation marks, and symbols cannot be part of an identifier

## Data types and variables

* **Character types:** They can represent a single character, such as 'A' or '$'. The most basic type is char, which is a one-byte character. Other types are also provided for wider characters.
* **Numerical integer types:** They can store a whole number value, such as 7 or 1024. They exist in a variety of sizes, and can either be *signed* or *unsigned*, depending on whether they support negative values or not.
* **Floating-point types:** They can represent real values, such as 3.14 or 0.01, with different levels of precision, depending on which of the three floating-point types is used.
* **Boolean type:** The boolean type, known in C++ as bool, can only represent one of two states, true or false.

| Data Type | Meaning | Size (in Bytes) |
| --- | --- | --- |
| int | Integer | 2 or 4 |
| float | Floating-point | 4 |
| double | Double Floating-point | 8 |
| char | Character | 1 |
| wchar\_t | Wide Character | 2 |
| bool | Boolean | 1 |
| void | Empty | 0 |
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Detailed table

|  |  |  |
| --- | --- | --- |
| **Group** | **Type names** | **Notes on size / precision** |
| Character types | **char** | Exactly one byte in size. At least 8 bits. |
| **char16\_t** | Not smaller than char. At least 16 bits. |
| **char32\_t** | Not smaller than char16\_t. At least 32 bits. |
| **wchar\_t** | Can represent the largest supported character set. |
| Integer types (signed) | **signed char** | Same size as char. At least 8 bits. |
| *signed* **short** *int* | Not smaller than char. At least 16 bits. |
| *signed* **int** | Not smaller than short. At least 16 bits. |
| *signed* **long** *int* | Not smaller than int. At least 32 bits. |
| *signed* **long long** *int* | Not smaller than long. At least 64 bits. |
| Integer types (unsigned) | **unsigned char** | (same size as their signed counterparts) |
| **unsigned short** *int* |
| **unsigned** *int* |
| **unsigned long** *int* |
| **unsigned long long** *int* |
| Floating-point types | **float** |  |
| **double** | Precision not less than float |
| **long double** | Precision not less than double |
| Boolean type | **bool** | 1 bit |
| Void type | **void** | no storage |
| Null pointer | **decltype(nullptr)** |  |

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Size (in bytes)** | **Range** |
| short int | 2 | -32,768 to 32,767 |
| unsigned short int | 2 | 0 to 65,535 |
| unsigned int | 4 | 0 to 4,294,967,295 |
| int | 4 | -2,147,483,648 to 2,147,483,647 |
| long int | 8 | -2,147,483,648 to 2,147,483,647 |
| unsigned long int | 8 | 0 to 4,294,967,295 |
| long long int | 8 | -(2^63) to (2^63)-1 |
| unsigned long long int | 8 | 0 to 18,446,744,073,709,551,615 |
| signed char | 1 | -128 to 127 |
| unsigned char | 1 | 0 to 255 |
| float | 4 |  |
| double | 8 |  |
| long double | 12 |  |
| wchar\_t | 2 or 4 | 1 wide character |

***Note:*** *in the panel above that other than char (which has a size of exactly one byte), none of the fundamental types has a standard size specified (but a minimum size, at most). Therefore, the type is not required (and in many cases is not) exactly this minimum size. This does not mean that these types are of an undetermined size, but that there is no standard size across all compilers and machines; each compiler implementation may specify the sizes for these types that fit the best the architecture where the program is going to run.*

***Note****: We cannot declare void type*

#include <iostream>

int main(){

    wchar\_t number = L'ם';

    //wchar\_t is used to represent characters that require more memory to represent them than a single char.

    float area = 24.56;

    //For floating-point types, the size affects their precision, by having more or less bits for their significant and exponent.

    bool isDone = true;

    int myNUmber = 10;

    int a, b, c;

    char test = 'A';

    //void, which identifies the lack of type

    //type nullptr, which is a special type of pointer

    std::cout << "This is my number: " << number << std::endl;

}

### Initializing a variable

Three types

1. C-like initialization

type identifier = initial\_value;

1. Constructor initialization

type identifier (initial\_value);

1. Uniform initialization

type identifier {initial\_value};

    int num1 = 0; //c-like

    int num2(20); //constructor

    int num3{121}; //uniform

### Type deduction and decltype

    int num4 = 0;

    auto num5 = num4;

    decltype(num4) num6;

## Constants

These are four valid numbers with decimals expressed in C++. The first number is PI, the second one is the number of Avogadro, the third is the electric charge of an electron (an extremely small number) -all of them approximated-, and the last one is the number *three* expressed as a floating-point numeric literal.

Character and string literals are enclosed in quotes:

|  |  |
| --- | --- |
| 1 2 3 4 | 'z'  'p'  "Hello world"  "How do you do?" |

Escape sequence

|  |  |
| --- | --- |
| **Escape code** | **Description** |
| \n | newline |
| \r | carriage return |
| \t | tab |
| \v | vertical tab |
| \b | backspace |
| \f | form feed (page feed) |
| \a | alert (beep) |
| \' | single quote (') |
| \" | double quote (") |
| \? | question mark (?) |
| \\ | backslash (\) |

Character and string prefixes

|  |  |
| --- | --- |
| **Prefix** | **Character type** |
| u | char16\_t |
| U | char32\_t |
| L | wchar\_t |
| u8 | The string literal is encoded in the executable using UTF-8 |
| R | The string literal is a raw string |

## Preprocessor definition (#define)

Another mechanism to name constant values is the use of preprocessor definitions. They have the following form:  
  
#define identifier replacement

#define PI 3.14159

#define NEWLINE '\n'

We can even replace default values using preprocessor definition

## Operators

Operators perform operations on data types

### Assignment operator (=)

Assigns contents of right hand side contents to left hand side variable

#include <iostream>

int main(){

    int a,b;

    a = 5;

    b = 13;

    a = b; // Assign contents at memory location of b to a.

    b = 20; // b changes but a doesn't because they are different

    // variables pointing to two different locations

    int x = 10;

    int y = 2 + (x=5); // Assignment operations can be evaluated inside other expressions

    // Above operation is equivalent to 1. x = 5 and y = 2 + x; (Assignment operations precedes)

    // x becomes 5 and y = 7

    std::cout << "value of x is: " << x << " and value of y is: " << y << std::endl;

}

Output:

value of x is: 5 and value of y is: 7

### Arithmetic operators (+, -, \*, /, %)

|  |  |
| --- | --- |
| **operator** | **description** |
| + | addition |
| - | subtraction |
| \* | multiplication |
| / | division |
| % | modulo |

Modulo operators gives remainder of the integral division.

### Compound assignment (+=, -=, \*=, /=, %=, >>=, <<=, &=, ^=, |=)

Modify and assign at the same time by this operator

|  |  |
| --- | --- |
| **expression** | **equivalent to...** |
| y += x; | y = y + x; |
| x -= 5; | x = x - 5; |
| x /= y; | x = x / y; |
| price \*= units + 1; | price = price \* (units+1); |

### Increment and decrement operator (++, --)

Increase value by one

|  |  |
| --- | --- |
| ++x;  x+=1;  x=x+1; |  |

are all equivalent in its functionality; the three of them increase by one the value of x.

In the case that the increase operator is used as a prefix (++x ~ x = x + 1) of the value, the expression evaluates to the final value of x, once it is already increased. On the other hand, in case that it is used as a suffix (x++ ~ x + 1), the value is also increased, but the expression evaluates to the value that x had before being increased.

     //Increment and decrement operator

     int z; x = 10;

     z = x++; // z = 11 and x = 10 i.e. no change in x

     std::cout << "Result of z = x++" <<std::endl;

     std::cout << "value of z: " << z <<std::endl;

     std::cout << "value of x: " << x <<std::endl;

     z = ++x;  // z = 12 ans x = 11 i.e. increament in x

     std::cout << "Result of z = ++x" <<std::endl;

     std::cout << "value of z: " << z <<std::endl;

     std::cout << "value of x: " << x <<std::endl;

### Relational operator ( ==, !=, >, <, >=, <= )

Evaluates to true or false

|  |  |
| --- | --- |
| **operator** | **description** |
| == | Equal to |
| != | Not equal to |
| < | Less than |
| > | Greater than |
| <= | Less than or equal to |
| >= | Greater than or equal to |

    //Relational operators (==, !=, <=, >=, >, <)

    int num1, num2; num1 = 10; num2 = 20;

    std::cout << "Values of num1 and num2 are: " << num1 << " and " << num2 <<std::endl;

    std::cout << "Result of (num1 == num2): " << (num1 == num2) <<std::endl;

    std::cout << "Result of (num1 != num2): " << (num1 != num2) <<std::endl;

    std::cout << "Result of (num1 >= num2): " << (num1 >= num2) <<std::endl;

    std::cout << "Result of (num1 <= num2): " << (num1 <= num2) <<std::endl;

    std::cout << "Result of ((num1 = 21) <= num2): " << ((num1 = 21) <= num2) <<std::endl;

    // first assignment  num1 = 21 occurs, then expression is evaluated

### Logical operators ( !, &&, || )

|  |  |  |
| --- | --- | --- |
| **&& OPERATOR (and)** | | |
| **a** | **b** | **a && b** |
| true | true | true |
| true | false | false |
| false | true | false |
| false | false | false |

|  |  |  |
| --- | --- | --- |
| **|| OPERATOR (or)** | | |
| **a** | **b** | **a || b** |
| true | true | true |
| true | false | true |
| false | true | true |
| false | false | false |

These are used when more than one relational operation are required to be evaluated.

***Note:*** *When using the logical operators, C++ only evaluates what is necessary from left to right to come up with the combined relational result, ignoring the rest*

|  |  |
| --- | --- |
| *operator* | *short-circuit* |
| *&&* | *if the left-hand side expression is false, the combined result is false (the right-hand side expression is never evaluated).* |
| *||* | *if the left-hand side expression is true, the combined result is true (the right-hand side expression is never evaluated).* |

    //Logical operators (!, &&, ||)

    num1 = 20; num2 = 30;

    std::cout << "Values of num1 and num2 are: " << num1 << " and " << num2 <<std::endl;

    std::cout << "Result of (num1 <= num2) || (++num1 != 20): " << ((num1 <= num2) || (++num1 != 20)) <<std::endl;

    std::cout << "Values of num1 and num2 are: " << num1 << " and " << num2 <<std::endl;

    //for OR (||), if the left-hand side expression is true, the combined result is true (the right-hand side expression is never evaluated).

    std::cout << "Result of (num1 <= num2) || (++num1 != 20): " << ((num1 > num2) && (++num1 != 22)) <<std::endl;

    std::cout << "Values of num1 and num2 are: " << num1 << " and " << num2 <<std::endl;

    //For AND (&&), if the left-hand side expression is false, the combined result is false (the right-hand side expression is never evaluated).

### Conditional ternary operator (?)

The conditional operator evaluates an expression, returning one value if that expression evaluates to true, and a different one if the expression evaluates as false. Its syntax is:  
  
condition ? result1 : result2

If condition is true, the entire expression evaluates to result1, and otherwise to result2.

    //Conditional ternary operator

    num1 = (7 == 5) ? 5 : 4;

    std::cout << "Result of num1 = (7 == 5) ? 5 : 4 is " << num1 << std::endl;

    num1 = (7 == 5 + 2) ? 5 : 4;

    std::cout << "Result of num1 = (7 == 5 + 2) ? 5 : 4 is " << num1 << std::endl;

### Comma Operator (,)

When one or more operations are required to be performed and end result is obtained with rightmost expression. From left to right expressions are evaluated

    // Comma operator

    num1 = (num1 = 10, num2 = 20, num1 + num2); // should assign num1 to 30

    std::cout << "Result of num1 = (num1 = 10, num2 = 20, num1 + num2) is " << num1 << std::endl;

### Bitwise operators ( &, |, ^, ~, <<, >> )

|  |  |  |
| --- | --- | --- |
| **operator** | **asm equivalent** | **description** |
| & | AND | Bitwise AND |
| | | OR | Bitwise inclusive OR |
| ^ | XOR | Bitwise exclusive OR |
| ~ | NOT | Unary complement (bit inversion) |
| << | SHL | Shift bits left |
| >> | SHR | Shift bits right |

### Explicit type casting operator

Type casting operators allow converting a value of a given type to another type. There are several ways to do this in C++. The simplest one, which has been inherited from the C language, is to precede the expression to be converted by the new type enclosed between parentheses.

    //explicit type casting

    float num5 = 3.142;

    int myInt;

    myInt = (int) num5;

    std::cout << "Value of casted myInt from num5 is " << myInt << std::endl;

    // Everything after decimal place is lost

### Precedence of operators

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Level** | **Precedence group** | **Operator** | **Description** | **Grouping** |
| 1 | Scope | :: | scope qualifier | Left-to-right |
| 2 | Postfix (unary) | ++ -- | postfix increment / decrement | Left-to-right |
| () | functional forms |
| [] | subscript |
| . -> | member access |
| 3 | Prefix (unary) | ++ -- | prefix increment / decrement | Right-to-left |
| ~ ! | bitwise NOT / logical NOT |
| + - | unary prefix |
| & \* | reference / dereference |
| new delete | allocation / deallocation |
| sizeof | parameter pack |
| (*type*) | C-style type-casting |
| 4 | Pointer-to-member | .\* ->\* | access pointer | Left-to-right |
| 5 | Arithmetic: scaling | \* / % | multiply, divide, modulo | Left-to-right |
| 6 | Arithmetic: addition | + - | addition, subtraction | Left-to-right |
| 7 | Bitwise shift | << >> | shift left, shift right | Left-to-right |
| 8 | Relational | < > <= >= | comparison operators | Left-to-right |
| 9 | Equality | == != | equality / inequality | Left-to-right |
| 10 | And | & | bitwise AND | Left-to-right |
| 11 | Exclusive or | ^ | bitwise XOR | Left-to-right |
| 12 | Inclusive or | | | bitwise OR | Left-to-right |
| 13 | Conjunction | && | logical AND | Left-to-right |
| 14 | Disjunction | || | logical OR | Left-to-right |
| 15 | Assignment-level expressions | = \*= /= %= += -= >>= <<= &= ^= |= | assignment / compound assignment | Right-to-left |
| ?: | conditional operator |
| 16 | Sequencing | , | comma separator | Left-to-right |

When an expression has two operators with the same precedence level, *grouping* determines which one is evaluated first: either left-to-right or right-to-left.

15/03/2021

## Basic Input/Output

|  |  |
| --- | --- |
| **stream** | **description** |
| cin | standard input stream |
| cout | standard output stream |
| cerr | standard error (output) stream |
| clog | standard logging (output) stream |

C++ uses a convenient abstraction called *streams* to perform input and output operations in sequential media such as the screen, the keyboard or a file.

### Standard output (cout)

On most program environments, the standard output by default is the screen, and the C++ stream object defined to access it is cout.

The << operator inserts the data that follows it into the stream that precedes it.

***Note****: The endl manipulator produces a newline character, exactly as the insertion of '\n' does; but it also has an additional behavior: the stream's buffer (if any) is flushed, which means that the output is requested to be physically written to the device, if it wasn't already. This affects mainly fully buffered streams, and cout is (generally) not a fully buffered stream. Still, it is generally a good idea to use endl only when flushing the stream would be a feature and '\n' when it would not. Bear in mind that a flushing operation incurs a certain overhead, and on some devices it may produce a delay.*

*Q: What is stream buffer, and flushing the buffer?*

#include <iostream>

int main(){

    std::cout << "this is one sentence." << " This is another sentence." << std::endl;

    std::cout << "We can use escape sequence here.\n" << "It doesn't neccessarily flush the stream's buffer." << std::endl;

    std::cout << "Flushing stream buffer is done with endl object. But it has a overhead." << std::endl;

}

### Standard Input

In most program environments, the standard input by default is the keyboard, and the C++ stream object defined to access it is cin.

The extraction operation on cin uses the type of the variable after the >> operator to determine how it interprets the characters read from the input; if it is an integer, the format expected is a series of digits, if a string a sequence of characters, etc.

***Note****: if the user enters something else that cannot be interpreted as an integer? In this case, the extraction operation fails. And this, by default, lets the program continue without setting a value for variable i, producing undetermined results.*

***Note:*** *Any kind of space is used to separate two consecutive input operations; this may either be a space, a tab, or a new-line character.*

    int num1;

    std::cin >> num1;

    float num2;

    std::cin >> num2;

    std::cout << "This is my number: " << num1 << "\nThis is another number: " << num2 <<std::endl;

    std::cin >> num1 >> num2;

    std::cout << "This is my number: " << num1 << "\nThis is another number: " << num2 <<std::endl;

### Cin and Strings

In case of strings, extraction of no more than a single word is possible as, space, tab and new line means termination of the stream.

There is a function called getline, it is used to an entire line and is terminated by newline character (ENTER on keyboard)

Syntax:

getline(stream, stringSequenceToBePrinted);

    //To get a line as input stream

    std::string myStr;

    std::cout  << "What is your name? ";

    getline (std::cin, myStr); //If I have used cin before this, the stream buffer is flushed, then it will not take input from user

    std::cout << "Hello " << myStr << "!" << std::endl;

    std::cout << "What is your favourite sport? ";

    getline (std::cin, myStr);

    std::cout << "I like " << myStr;

### String stream

    //String Stream by adding header <sstream>

    float price; int quantity;

    std::cout << "Enter the price: ";

    getline(std::cin, myStr);

    std::stringstream(myStr) >> price;

    std::cout << "Enter the quantity: ";

    getline(std::cin, myStr);

    std::stringstream(myStr) >> quantity;

    std::cout << "The total price is "<< price \* quantity;
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## Statements and flow control

A program may repeat segments of code, or take decisions and bifurcate.

Flow control statements require a generic statement as a part of its syntax. It can be a compound statement or a single statement

{state1, state2, state3} this is a compound statement

### Selection statement

if (condition) statement

Selection statements with if can also specify what happens when the condition is not fulfilled, by using the else keyword to introduce an alternative statement

if (condition) statement1 else statement2

#include <iostream>

#include <string>

#include <sstream>

int main(){

    std::string mystr;

    int num1;

    std::cout << "Enter a number: ";

    getline(std::cin, mystr);

    std::stringstream(mystr) >> num1;

    if (num1 > 0) std::cout << "You have entered: "<< num1 << ". It is a positive number.";

    else if (num1 < 0) std::cout << "You have entered: "<< num1 << ". It is a negative number.";

    else std::cout << "You have entered zero.";

}

### Iteration statements (loops)

Loops repeat a statement a certain number of times, or while a condition is fulfilled. They are introduced by the keywords while, do, and for.

#### The while loop

while (expression) statement

A thing to consider with while-loops is that the loop should end at some point, and thus the statement shall alter values checked in the condition in some way, so as to force it to become false at some point. Otherwise, the loop will continue looping forever.

    //While loop

    int num2 = 200;

    while (num2 > 0) {

        std::cout << num2 <<", ";

        num2--;

    }

    std::cout << " 0.";

#### The do-while loop

do statement while (condition);  
  
It behaves like a while-loop, except that condition is evaluated after the execution of statement instead of before, guaranteeing at least one execution of statement, even if condition is never fulfilled.

***Note****: The do-while loop is usually preferred over a while-loop when the statement needs to be executed at least once, such as when the condition that is checked to end of the loop is determined within the loop statement itself.*

    //Do-while loop.

    do {

        num2++;

        getline (std::cin, mystr);

        std::cout << "You entered: " << mystr << std::endl;

        std::cout << "num2: " << num2 << std::endl;

    } while ((mystr != "Exit") && (num2 < 10));

#### The for loop

for (initialization; condition; increase) statement;  
  
Like the while-loop, this loop repeats statement while condition is true. But, in addition, the for loop provides specific locations to contain an initialization and an increase expression, executed before the loop begins the first time, and after each iteration, respectively.

1. initialization is executed. Generally, this declares a counter variable, and sets it to some initial value. This is executed a single time, at the beginning of the loop.
2. condition is checked. If it is true, the loop continues; otherwise, the loop ends, and statement is skipped, going directly to step 5.
3. statement is executed. As usual, it can be either a single statement or a block enclosed in curly braces { }.
4. increase is executed, and the loop gets back to step 2.
5. the loop ends: execution continues by the next statement after it.

***Note:*** *Because each of the fields is executed in a particular time in the life cycle of a loop, it may be useful to execute more than a single expression as any of initialization, condition, or statement. Unfortunately, these are not statements, but rather, simple expressions, and thus cannot be replaced by a block. As expressions, they can, however, make use of the comma operator (,): This operator is an expression separator, and can separate multiple expressions where only one is generally expected.*

![https://www.cplusplus.com/doc/tutorial/control/for_loop.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZ0AAAA7CAYAAACg7VflAAAFQElEQVR42u3da5LiIBiFYZiahelOsrTspLMz5s/EQprLxzWQvE9VV+lEIlGHExCDUgCAHGZwudH77Pp8ms8PAEKjSVtoGrep5oK22ihyAQDmPGsf1OswC78mv/zhcwdgRa/Xq0doGM9td7uJNNa55STbc8sYz5+kbOtj8L6edKMALB86x3GUtGW+oaRznzrxGC3cX4vtsXKp+tWULS3jPv/X60norHEGBkAgM3xyG9AegeO2FTqzbElAhJ6vReCkQs/85WM6xYcfwNieTkngtCbpkZTWoaYH1OP4PvcJHQCc3PVtbK98/pah1aQcoQPgSYFjPLe1+v7CO3bfLac8+9CC5wtt14Jykm1GePy1x+C+Nr56fL2ehA6AJ9HCf9fCcqnH6IK6XLGt9BikZT73mTINABiG0AEAEDoAAEIHAABCBwBA6AAAQOgAAAgdAAChAwCoNNOKo4QOAAwOgNQlY1rs26YLQ+VWFw8mdAA8MXC0+n3dsFa4wjyhA+BuCtet8q0nowM9leQqmMIezsgVRyX1vBQX/ASwfPBkXnE6Z6Eyt1cUWjYgdIVoFfl3Ze03dtFM07CehA7Q8CwWhE9N4yppnKULrfVc4rq0noQOEMPqq5CemAz4rIxeVfS29SR0ADz5xCTWKJc02KZTXXqUI3QAoHPghFa6jG1LrSrqrrhpVN8VR0vrSegAwAVyV9fUmY/RwufKec5W9bwcU6YBAIQOAIDQAQCg2DIzHlb43cZxHOr1ei39gSj5cnaV39SUznTiN0P9X2M8x1ITCX62be4Kzl6/hPe+l783P3Mf+/u9V761P7QWCfv+5kVAEsNrAABCBwBwP+7wWuhHUyMN/yGTdobFTMUwU+p5avYdKp+q/6jjq3599KaM2S8rj7ht02rfzRL/p7FG6Dzyg+FryGvDIfg/r3CfOvJdUar+I4/valcHTqpRrmi0p7By3TFX6BhBTyd0qW57m27QU8oOvrNBNvv+dTvVYI9sdO06pHohvsfZAXJlm17yvmq9fQLBvp1bPhYw9mMqgsdUfG6rgups0O3bs/VwKoNH09uBHTqpNRdSl9b2rd8wriX8Hzahs/sZzuhjoXHHHocbDlpvX0NfOcNgksfZ+12x97Bt+qsXNFuPyK4X0CJ0mp3Qz9Cwx3oZMzb2s9ev1ftb2gOR9HSuPD63IXZ7BantlT2I7PpJg4ShNKwQOnOeaU/ek7h7T6c2mGafGGA3zr4eSmr7yPoRLpgBU6YzeiR68R9/1maCmnC99acc3zkEB9yhp5OaSKCVbCLBJdOtzyA4v8dx70t6GtIpxS1mn/kmO9SUT9U/5/gSDXLR+3oOj53f47j33ceW9GzsIbiSyQrqokkEZ5jYvSD3/gy9EjvsZp3sgLVCp3S9hx4Bkz3LxW1AS4IhVaa2h1M7hJYqX7s9473Jr7vT+MfCoHQordEQXPXnuGQoSxIsV/dwGgQMM9fwwfDaoOBYnOb4rkXPAoTOgxoAvuwHgcNJC+jpAAAWs9SU6Tc9jnnfm/e93xsu2w8AeCwWlsOqGF4DABA6AID7+ctLAOBhfEOTzLAjdACgi9SV9dERw2sAltRhMoV9/b3QtfiM8ycta4T7bLWN0AGAHsHTMHzcHpD2BIu2/qS9J7ec71qWsbXMUtv0SsFD1xLgLP82juPIadNSC1Ta9yVDcaH9pQIu1CaHLkSb2iehAwA9gzczbHIDRwlCJ2fl5dz9G0FvahlMJADwlJ5Na6WNf26vSTJ8tkwQ0dMB8CSh6dImcd9XVivZ9OvQEFqsrCnc5/T+AdUOxDoO85GfAAAAAElFTkSuQmCC)

    //For loop

    for (;(num2 < num1);num2++){

        std::cout << "Num1 = " << num1 << "\tNum2 = " << num2 <<std::endl;

    }

    //For loop with comma operator

    for(int i=1, j = 1; (i - j < 200); i++, j--)

    {std::cout << "i = " << i << "\tj = " << j <<std::endl;}

#### Range-based for loop

for ( declaration : range ) statement;

 Ranges are sequences of elements, including arrays, containers, and any other type supporting the functions begin and end; e.g. strings are sequences of characters.

This loop is automatic and does not require the explicit declaration of any counter variable.

Range based loops usually also make use of type deduction for the type of the elements with auto.

Q: Does range based loop has a provision for increment?

#include <iostream>

#include <string>

int main(){

    std::string myStr;

    getline(std::cin, myStr);

    for(char c:myStr){

        std::cout << "\'" << c << "\' \_ ";

    }

}

We can also use auto c:myStr here.

### Jump statements

#### The break statement

break leaves a loop, even if the condition for its end is not fulfilled.

#### The continue statement

The continue statement causes the program to skip the rest of the loop in the current iteration, as if the end of the statement block had been reached, causing it to jump to the start of the following iteration.

#### The goto statement

goto allows to make an absolute jump to another point in the program. This unconditional jump ignores nesting levels, and does not cause any automatic stack unwinding.

// goto loop example

#include <iostream>

using namespace std;

int main ()

{

  int n=10;

mylabel:

  cout << n << ", ";

  n--;

  if (n>0) goto mylabel;

  cout << "liftoff!\n";

}

### Switch statement

Its purpose is to check for a value among a number of possible constant expressions. It is something similar to concatenating if-else statements, but limited to constant expressions.

switch (expression)

{

  case constant1:

     group-of-statements-1;

     break;

  case constant2:

     group-of-statements-2;

     break;

  .

  .

  .

  default:

     default-group-of-statements

}

It works in the following way: switch evaluates expression and checks if it is equivalent to constant1; if it is, it executes group-of-statements-1 until it finds the break statement. When it finds this break statement, the program jumps to the end of the entire switch statement (the closing brace).

Finally, if the value of expression did not match any of the previously specified constants (there may be any number of these), the program executes the statements included after the default: label, if it exists (since it is optional).

***Note****: break statements are needed after each group of statements for a particular label. If break is not included, all statements following the case (including those under any other labels) are also executed, until the end of the switch block or a jump statement. It can also be useful to execute the same group of statements for different possible values.*

## Functions

//Function declaration:  similar to reservation of memory for variables

dataType functionName(datatype1 param1, datatype2 param2);

//Function definition

datatype functionName(param1, param2…){

//function body

}

//Call to this function

functionName(arg1, arg2);

The function is called from within main, the control is passed to function being called: here, execution of main is stopped, and will only resume once the function being called ends. At the moment of the function call, the value of both arguments (5 and 3) are copied to the local variables int a and int b within the function.

***Note:*** *Each parameter looks very much like a regular variable declaration (for example: int x), and in fact acts within the function as a regular variable which is local to the function. The purpose of parameters is to allow passing arguments to the function from the location where it is called from.*

***Note****: The arguments passed to subtraction are variables instead of literals. That is also valid, and works fine. each function call is itself an expression that is evaluated as the value it returns*

### Void functions:

Don’t return any value but does something. Like print function.

***Note****: void can also be used in the function's parameter list to explicitly specify that the function takes no actual parameters when called.*

In C++, an empty parameter list can be used instead of void with same meaning.

### The return value of main

If the execution of main ends normally without encountering a return statement the compiler assumes the function ends with an implicit return statement return 0;

|  |  |
| --- | --- |
| **value** | **description** |
| 0 | The program was successful |
| [EXIT\_SUCCESS](https://www.cplusplus.com/EXIT_SUCCESS) | The program was successful (same as above). This value is defined in header [<cstdlib>](https://www.cplusplus.com/%3Ccstdlib%3E). |
| [EXIT\_FAILURE](https://www.cplusplus.com/EXIT_FAILURE) | The program failed. This value is defined in header [<cstdlib>](https://www.cplusplus.com/%3Ccstdlib%3E). |

### Arguments passed by value and by reference

Pass by value: This means that, when calling a function, what is passed to the function are the values of these arguments on the moment of the call, which are copied into the variables represented by the function parameters.

Pass by reference: Values of actual variables are modified. To gain access to its arguments, the function declares its parameters as *references*. In C++, references are indicated with an ampersand (&) following the parameter type.

***Note****: When a variable is passed by reference, what is passed is no longer a copy, but the variable itself, the variable identified by the function parameter, becomes somehow associated with the argument passed to the function, and any modification on their corresponding local variables within the function are reflected in the variables passed as arguments in the call.*

### Efficiency considerations and const references

Arguments by reference do not require a copy. The function operates directly on (aliases of) the strings passed as arguments, and, at most, it might mean the transfer of certain pointers to the function.   
  
On the flip side, functions with reference parameters are generally perceived as functions that modify the arguments passed, because that is why reference parameters are actually for.  
  
The solution is for the function to guarantee that its reference parameters are not going to be modified by this function.

Efficiency depends on whether the function params are passed by value or passed by reference.

Making copies of variable of compound type which are large in sizes has some overhead. Passing by reference does not involve copying of variables to params and can actually be treated as aliases to variables and has no overhead.

***Note****: The solution is for the function to guarantee that its reference parameters are not going to be modified by this function. This can be done by qualifying the parameters as constant.*

string concatenate (const string& a, const string& b)

{

  return a+b;

}

const references provide functionality similar to passing arguments by value, but with an increased efficiency for parameters of large types.

### Inline Functions

Calling a function generally causes a certain overhead (stacking arguments, jumps, etc...), and thus for very short functions, it may be more efficient to simply insert the code of the function where it is called, instead of performing the process of formally calling a function.

inline specifier informs the compiler that inline expansion is preferred over the usual function call mechanism.

***Note:*** *In C++, optimization is a task delegated to the compiler, which is free to generate any code for as long as the resulting behavior is the one specified by the code.*

### Default values of parameters

Functions can also have optional parameters, for which no arguments are required in the call.

For this, the function shall include a default value for its last parameter, which is used by the function when called with fewer arguments.

#include <iostream>

#include <string>

int add (int a, int b = 1){

    return a+b;

}

int main(){

    std::cout << "The sum 523 + 211 = " << add(523, 211) << std::endl;

    std::cout << "The result of add(523) = " << add(523) << std::endl;

}

### Declaring functions

Functions cannot be called before they are declared. If main were defined before the other functions, this would break the rule that functions shall be declared before being used, and thus would not compile.

The prototype of a function can be declared without actually defining the function completely, giving just enough details to allow the types involved in a function call to be known.

The prototype of a function can be declared without actually defining the function completely, giving just enough details to allow the types involved in a function call to be known.

//function declarations

int substract (int, int);

int multiply (int, int );

int divide (int a, int b);

int remainder (int, int);

### Recursivity

Recursivity is the property that functions have to be called by themselves. It is useful for some tasks, such as sorting elements, or calculating the factorial of numbers.

#include <iostream>

int function1(int);

int function2(int);

bool validateFunction1(int a, int sum){

    return (sum == (a\*(a+1)/2));

}

int main(){

    int myInt;

    std::cout << "Enter a number: ";

    std::cin >> myInt;

    int sum = function1(myInt);

    std::cout << "The sum of integers upto " << myInt << " is " << sum << std::endl;

    if (validateFunction1(myInt, sum)) std::cout << "The results are correct.";

    else std::cout << "Recursive function failed.";

}

int function1(int a){

    if (a>0){

        return (a+function1(a-1));

    } else return 0;

}

//sum of odd numbers up to a given number

int function2(int a){

    if (a>1){

        a--;

        std::cout << a << std::endl;

        return (a+function2(a-1));

    } else return 0;

}

### Overloards and templates (Function overloading)

### Overloaded functions

In C++, two different functions can have the same name if their parameters are different; either because they have a different number of parameters, or because any of their parameters are of a different type.

The compiler knows which one to call in each case by examining the types passed as arguments when the function is called.

***Note****: A function cannot be overloaded only by its return type. At least one of its parameters must have a different type.*

### Function template

Overloaded functions have same body but different parameters types.

C++ has the ability to **define functions with generic types**, known as *function templates*.

 Function template is preceded by the template keyword and a series of template parameters enclosed in angle-brackets <>.

template <template-parameters> function-declaration

 Template parameters can be generic template types by specifying either the class or typename keyword followed by an identifier.

e.g

template <class T>

T sum (T a, T b)

{

  return a+b;

}

template <typename SomeType>  // typename ~ class (both keywords means the same thing)

SomeType sum (SomeType a, SomeType b)

{

  return a+b;

}

It can be used as the type for parameters, as return type, or to declare new variables of this type. In all cases, it represents a generic type that will be determined on the moment the template is instantiated.

Instantiating a template is applying the template to create a function using particular types or values for its template parameters.

A template is instantiated as following

name <template-arguments> (function-arguments)

int main() {

    std::cout << sum3<int>(20.01, 10) << std::endl;

    std::cout << sum3<float>(20.3, 12.25) << std::endl;

}

The compiler is even able to deduce the data type automatically without having to explicitly specify it within angle brackets. Therefore, instead of explicitly specifying the template arguments with

***Note****: numerical literals are always of a specific type: Unless otherwise specified with a suffix, integer literals always produce values of type int, and floating-point literals always produce values of type double.*

### Non-type template arguments

The template parameters can not only include types introduced by class or typename, but can also include expressions of a particular type.

template <class Type1, int myInt> //expression

Type1 constantAdd (Type1 a)

{

  return a+myInt;

}

    std::cout << constantAdd<int, 3>(20) << std::endl;

    std::cout << constantAdd<float, 1000>(10.25) << std::endl;

***Note****: the value of template parameters is determined on compile-time to generate a different instantiation of the function constantAdd, and thus the value of that argument is never passed during runtime.*

***Note****: Template parameters can never be passed a variable, as they are different instantiation of same function.*

## Name visibility

### Scopes

An entity declared outside any block has *global scope*, meaning that its name is valid anywhere in the code. While an entity declared within a block, such as a function or a selective statement, has *block scope*, and is only visible within the specific block in which it is declared, but not outside it.

The visibility of an entity with *block scope* extends until the end of the block, including inner blocks. Nevertheless, an inner block, because it is a different block, can re-utilize a name existing in an outer scope to refer to a different entity; in this case, the name will refer to a different entity only within the inner block, hiding the entity it names outside. While outside it, it will still refer to the original entity.

***Note****: Variables declared in declarations that introduce a block, such as function parameters and variables declared in loops and conditions (such as those declared on a for or an if) are local to the block they introduce.*

### Namespace

Namespaces allow us to group named entities that otherwise would have *global scope* into narrower scopes, giving them *namespace scope*. This allows organizing the elements of programs into different logical scopes referred to by names.

namespace identifier

{

  named\_entities

}

//Accessing variables from a namespace

myNamespace::a

myNamespace::b

***Note****: Namespaces can be split: Two segments of a code can be declared in the same namespace*

namespace foo { int a; }

namespace bar { int b; }

namespace foo { int c; }

 It would be possible to first use the objects of one namespace and then those of another one by splitting the code in different blocks.

Existing namespaces can be aliased with new names, with the following syntax:  
  
namespace new\_name = current\_name;

### Storage classes

The storage for variables with *global* or *namespace scope* is allocated for the entire duration of the program. This is known as *static storage*, and it contrasts with the storage for *local variables* (those declared within a block). These use what is known as automatic storage.

But there is another substantial difference between variables with *static storage* and variables with *automatic storage*:  
- Variables with *static storage* (such as global variables) that are not explicitly initialized are automatically initialized to zeroes.  
- Variables with *automatic storage* (such as local variables) that are not explicitly initialized are left uninitialized, and thus have an undetermined value.
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## Arrays

An array is a series of elements of the same type placed in contiguous memory locations that can be individually referenced by adding an index to a unique identifier.

Syntax:

type name [elements];

name: identifier, elements = number of array elements and type = any valid type

    int myArr1[5] = {1, 5, 3, 5,9}; //Initializing with value.

    int myArr2[5] = {1,2,3}; //Will make last two elements zero.

    int myArr3[] = {10, 5, 6}; //Compliler will take size = 3.

    int myArr4 [] {10, 20, 5}; //c++ 11 more generic initialization

***NOTE****: The elements field within square brackets [], representing the number of elements in the array, must be a constant expression, since arrays are blocks of static memory whose size must be determined at compile time.*

If declared with less, the remaining elements are set to their default values (which for fundamental types, means they are filled with zeroes)

Static arrays, and those declared directly in a namespace (outside any function), are always initialized. If no explicit initializer is specified, all the elements are default-initialized (with zeroes, for fundamental types)

***Note****: In C++, it is syntactically correct to exceed the valid range of indices for an array. This can create problems, since accessing out-of-range elements do not cause errors on compilation, but can cause errors on runtime. The reason for this being allowed will be seen in a later chapter when pointers are introduced*

Multidimensional arrays can be described as "arrays of arrays". For example, a bidimensional array can be imagined as a two-dimensional table made of elements, all of them of a same uniform data type.

int myArr5[3][5] = {{10,2,3,1,9}, {1, 2, 3, 4, 5}, {9, 6, 4, 2, 0}};

Multidimensional arrays are just abstractions for a programmer*.* With the only difference that with multidimensional arrays, the compiler automatically remembers the depth of each imaginary dimension.

|  |  |
| --- | --- |
| **multidimensional array** | **pseudo-multidimensional array** |
| #define WIDTH 5  #define HEIGHT 3  int jimmy [HEIGHT][WIDTH];  int n,m;  int main ()  {  for (n=0; n<HEIGHT; n++)  for (m=0; m<WIDTH; m++)  {  jimmy[n][m]=(n+1)\*(m+1);  }  } | #define WIDTH 5  #define HEIGHT 3  int jimmy [HEIGHT \* WIDTH];  int n,m;  int main ()  {  for (n=0; n<HEIGHT; n++)  for (m=0; m<WIDTH; m++)  {  jimmy[n\*WIDTH+m]=(n+1)\*(m+1);  }  } |

it is not possible to pass the entire block of memory represented by an array to a function directly as an argument. To accept an array as parameter for a function, the parameters can be declared as the array type, but with empty brackets, omitting the actual size of the array.

void procedure (int arg[])

//Only address is passed in an array

void funct1(int arr[], int size){

    for (int i = 0; i < size; i++)

    {

        std::cout << arr[i] << " ";

        arr[i] = i;

    }

}

To accept a multidim array for a function,, the parameter can be declared as

void procedure (base\_type[][depth][depth])

void funct2(int arr[][5], int height){

    for (int i = 0; i < height; i++)

    {

        int j =0;

        while (j<5)

        {

            std::cout << arr[i][j]<< " ";

            j++;

        }

    }

}

***Note****: In a way, passing an array as argument always loses a dimension. The reason behind is that, for historical reasons, arrays cannot be directly copied, and thus what is really passed is a pointer. This is a common source of errors for novice programmers.*

### Library arrays

C++ provides an alternative array type as a standard container. It is a type template (a class template, in fact) defined in header [<array>](https://www.cplusplus.com/%3Carray%3E). They operate in a similar way to built-in arrays, except that they allow being copied (an actually expensive operation that copies the entire block of memory, and thus to use with care) and decay into pointers only when explicitly told to do so.

 std::array<int, 6> myArr6 {1,2,3,4,5,6};

template <std::size\_t SIZE>

void funct3(std::array<int, SIZE> arr){

    for (auto &elem : arr)   //range based loops cannot deal with a pointer.

    {

        std::cout << elem << " ";

    }

}

funct3<myArr6.size()>(myArr6); //Call to funct3 template function

|  |  |
| --- | --- |
| **language built-in array** | **container library array** |
| #include <iostream>  using namespace std;  int main()  {  int myarray[3] = {10,20,30};  for (int i=0; i<3; ++i)  ++myarray[i];  for (int elem : myarray)  cout << elem << '\n';  } | #include <iostream>  #include <array>  using namespace std;  int main()  {  array<int,3> myarray {10,20,30};  for (int i=0; i<myarray.size(); ++i)  ++myarray[i];  for (int elem : myarray)  cout << elem << '\n';  } |
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## Strings

 strings are, in fact, sequences of characters, we can represent them also as plain arrays of elements of a character type.

 The end of strings represented in character sequences is signaled by a special character: the null character, whose literal value can be written as '\0' (backslash, zero).

But arrays of character elements have another way to be initialized: using string literals directly.

Sequences of characters enclosed in double-quotes (") are *literal constants*. And their type is, in fact, a null-terminated array of characters. This means that string literals always have a null character ('\0') automatically appended at the end.

    char myStr[] = {'A', 'n', 'e', 'e', 'k', 'e', 't', '\0'};

    char myStr2[] = "Aneeket";

    std::string myword = "man";

***Note****: once an array of characters is defined, It is not possible to assign values to them later on.*

*Note: Plain arrays with null-terminated sequences of characters are the typical types used in the C language to represent strings (that is why they are also known as C-strings). string literals still always produce null-terminated character sequences, and not string objects.*

*Note: most functions related to strings are overloaded to support both C-string and library strings.*

Arrays have a fixed size that needs to be specified either implicit or explicitly when declared; Hence C-Strings, while strings are simply strings, no size is specified. This is due to the fact that strings have a dynamic size determined during runtime, while the size of arrays is determined on compilation, before the program runs.

***Note****: Null-terminated character sequences can be transformed into strings implicitly, and strings can be transformed into null-terminated character sequences by using either of string's member functions c\_str or data*.

    //Conversion of c-string to string and vice versa:

    std::string myStr3 = myStr; //c-string to string

    const char \*p = myStr3.data(); //string to c-string using member function c\_str() or data()

    // char myStr4[] = myStr3.c\_str();

    //Not allowed as arrays are first need to be initialized and cannot be copied directly.

## Pointers

Variables have been explained as locations in the computer's memory which can be accessed by their identifier (their name). The memory of a computer is like a succession of memory cells, each one byte in size, and each with a unique address. These single-byte memory cells are ordered in a way that allows data representations larger than one byte to occupy memory cells that have consecutive addresses.

### Address-of operator (&)

When a variable is declared, the memory needed to store its value is assigned a specific location in memory (its memory address).

The address of a variable can be obtained by preceding the name of a variable with an ampersand sign (&), known as *address-of operator*.

    int myInt = 2012;

    auto myIntAd = &myInt

![http://cplusplus.com/doc/tutorial/pointers/reference_operator.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZQAAACIBAMAAAAyiADHAAAAGFBMVEX///8QEBAxMTFjY2OUlJS1tbXe3t4AAABx0koEAAADf0lEQVR42u2cTXPaMBCGlRaja92PyZWaaX1lMA1XMjjl2nbq9MokjXtVIOn+/cqSHJypIWNjxErsO2NCANl6rF2tJEtijERyUsCBgWDAuODqDxRv5ScOooiCZYPCijfgJgpTBM9RhJsGplGkTRXGJgoD8wUF/CkV91GKWkwaF/MJxWFfKeV49p+XDqGQatTP8zzLsjRNJ0mSjMdRFIUhWNR9GMprjuXFk7nMxVWW3cksLTuFFEf+nlAIhVAIhVAIRTaM5ccy8HmAAqrB70OpmL4LoSBze658RfiAoh3eB7c3/WI/ajBfUFShcD9QVHT0xO2pDUYohEIohHLaKCcx0EoikU5YXA9tFQcHqKtW1XNh1bb/f3ZLJTXAkZ/zFc+wZW7Vwet6jsUXTHD9q12pRW16y6WiX+pRdLDTvS2xMzXDgSKMJYl6FJNPsTO11dbKSyi197WCUuMMrqLUmBg6FF61+hoUc2xBweIq1YwIt1FULDEZqXN7FU8MCoddqY9fKiQSiUQikUinoiXanPUGzX5/9hktyuKx2e9frb4hJQnOL5ol6McXWAvlfVPb/4GpWCqDDwGMGieP8XhLZXFN//Jd8wrpZrVEiBLArHn6/vQTHpQnA7tct7nBNys8viLMlKLe/axN+gBNsRSlolG+r9udAY23mLWCPdYLW4aIIP7CvuJA0QvsZr8e2p7idvVb4DAwhbJ4OG8dt4N4usZhYVAYWAyP7U/xBxAtbOtPYY8bu4A2EelQKLBHborEAzQoAaw+vGndybmNAU3IZ2frwWiP6BCM/6JBeT3br63eH+Hxe7x99C2NLdsRy7kzE8peUV13fm2FZr15jbosh65vkuoxWttegpveQ/czecr1TWBrKwB125i5pA8oan6VFyhmpyFCQeP2YrP/U/fVvN3KGMqFurTjCIlEIjmmPM/vsuxnms7nSZIMoyj6GJ43WTMThm+jaDiUiSeTNE2z7PpannNrT37fJT5tlui8NJ+x6/mOB1w4RSiEQiiEQijIUPTWt2A2ZtAz8N1EAb1sC8xOGXqUzQ4KQNmn7K5UGCtH2cx/VlDMkEK3BlZ5AXu+AuzAKMrC/EARFt0ezKqdQxkYt4air8Q7dvvS662iwNP1D4LC7aGY0dDuUEBvWbSpkC26vfqmw1I5WsMFVHTu0u2pOUkohEIohHJYlFMYaHVM/wA8zx8KQE2phQAAAABJRU5ErkJggg==)

***Note****: The variable that stores the address of another variable (like foo in the previous example) is what in C++ is called a pointer.*

### Dereference operator (\*)

As just seen, a variable which stores the address of another variable is called a *pointer*. Pointers are said to "point to" the variable whose address they store.

An interesting property of pointers is that they can be used to access the variable they point to directly. This is done by preceding the pointer name with the *dereference operator* (\*). The operator itself can be read as "value pointed to by".

    int myInt = 2012;

    auto myIntAd = &myInt;

    int var1 = 10, var2 = 20;

    var1 = var2; //value contained at address of var2 is assigned at var1's address.

    //Addresses remain same for both vars while, value of only var1 changes

    //Ampersand operator outputs memory location, where the variable is stored.

    int var3 = \*myIntAd; //value of var3 equal to value pointed to by myIntAd (Value of myIntAd is treated as address)

*Note: The reference and dereference operators are thus complementary:*

1. *& is the address-of operator, and can be read simply as "address of"*
2. *\* is the dereference operator, and can be read as "value pointed to by"*

### Declaring pointers

The declaration of a pointer needs to include the data type the pointer is going to point to.

    type \* name;

where type is the data type pointed to by the pointer. This type is not the type of the pointer itself, but the type of the data the pointer points to.

    int \* number;

    char \* character;

    double \* decimals;

These are three declarations of pointers. Each one is intended to point to a different data type, but, in fact, all of them are pointers and all of them are likely going to occupy the same amount of space in memory.

***Note:*** *The asterisk (\*) used when declaring a pointer only means that it is a pointer (it is part of its type compound specifier), and should not be confused with the dereference operator seen a bit earlier, but which is also written with an asterisk (\*).*

When this operator precedes the pointer name, the expression refers to the value being pointed, while when a pointer name appears without this operator, it refers to the value of the pointer itself (i.e., the address of what the pointer is pointing to).

***Note****:  remembering to put one asterisk per pointer is enough for most pointer users interested in declaring multiple pointers per statement.*

### Pointers and arrays

arrays work very much like pointers to their first elements, and, actually, an array can always be implicitly converted to the pointer of the proper type.

Array name is pointer to itself

Note: assignment of pointer to array is valid, it assigns address of first element of array to the pointer, but array cannot be assigned to pointer.

 brackets ([]) were explained as specifying the index of an element of the array. Well, in fact these brackets are a dereferencing operator known as *offset operator*. They dereference the variable they follow just as \* does, but they also add the number between brackets to the address being dereferenced.

    int arr[] {1,2,3,4,5};

    int \* myPtr = arr;

    std::cout <<"Pointer: " << myPtr<<std::endl;

    std::cout << "Third value of arr: " << \*(myPtr + 2) <<std::endl;

    myPtr++;

    std::cout <<"Pointer: " << myPtr<<std::endl;

    std::cout << "Second value of arr: " << \*myPtr<<std::endl;

    myPtr = &arr[3];

    std::cout <<"Pointer: " << myPtr<<std::endl;

    std::cout << "Fourth value of arr: " << \*myPtr<<std::endl;

    \*(myPtr+1) = 6;

    std::cout << arr[4] << std::endl;
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### Initializing pointers

When pointers are initialized, what is initialized is the address they point to (i.e., myptr), never the value being pointed.

    int \* myPtr = arr;

Pointers can be initialized either to the address of a variable (such as in the case above), or to the value of another pointer (or array).

    myPtr = &arr[3];

On 32-bit machine sizeof pointer is 32 bits ( 4 bytes), while on 64 bit machine it's 8 byte. Regardless of what data type they are pointing to, they have fixed size.

### Pointer arithmetic

To begin with, only addition and subtraction operations are allowed; the others make no sense in the world of pointers. But both addition and subtraction have a slightly different behavior with pointers, according to the size of the data type to which they point.

when adding one to a pointer, the pointer is made to point to the following element of the same type, and, therefore, the size in bytes of the type it points to is added to the pointer.

    for (auto &elem : arr)

    {

        std::cout << &elem << " : " << elem << std::endl;

    }

Outputs

0x61fdc0 : 1 //int data type which arr’s type is of 4 bytes

0x61fdc4 : 2

0x61fdc8 : 3

0x61fdcc : 4

0x61fdd0 : 6

***Note****: increment and decrement, have higher precedence than prefix operators, such as the dereference operator (\*)*

\*p++   // same as \*(p++): increment pointer, and dereference unincremented address

\*++p   // same as \*(++p): increment pointer, and dereference incremented address

++\*p   // same as ++(\*p): dereference pointer, and increment the value it points to

(\*p)++ // dereference pointer, and post-increment the value it points to

    \*p++ = \*q++;

    //Equivalent to

    \*p = \*q;

    ++p;

    ++q;

### Pointers and consts (How to make variables read only)

Pointers can be used to access a variable by its address, and this access may include modifying the value pointed. But it is also possible to declare pointers that can access the pointed value to read it, but not to modify it. For this, it is enough with qualifying the type pointed to by the pointer as const.

***Note****: a pointer to non-const can be implicitly converted to a pointer to const. But not the other way around! As a safety feature, pointers to const are not implicitly convertible to pointers to non-const.*

// pointers as arguments:

#include <iostream>

using namespace std;

void increment\_all (int\* start, int\* stop)

{

  int \* current = start;

  while (current != stop) {

    ++(\*current);  // increment value pointed

    ++current;     // increment pointer

  }

}

void print\_all (const int\* start, const int\* stop)

{

  const int \* current = start; //value pointed by current are read only

  while (current != stop) {

    cout << \*current << '\n';

    ++current;     // increment pointer

  }

}

int main ()

{

  int numbers[] = {10,20,30};

  increment\_all (numbers,numbers+3);

  print\_all (numbers,numbers+3);

  return 0;

}

*Const and non-const pointers*

    int x;

    int \*p1 = &x;             // non-const pointer to non-const int

    const int \*p2 = &x;       // non-const pointer to const int

    int \*const p3 = &x;       // const pointer to non-const int

    const int \*const p4 = &x; // const pointer to const int

### void pointers

void pointers are pointers that point to a value that has no type (and thus also an undetermined length and undetermined dereferencing properties).

The data pointed to by them cannot be directly dereferenced (which is logical, since we have no type to dereference to), and for that reason, any address in a void pointer needs to be transformed into some other pointer type

### Invalid pointers and null pointers

A *null pointer* is a value that any pointer can take to represent that it is pointing to "nowhere", while a void pointer is a type of pointer that can point to somewhere without a specific type.

int \* p = 0;

int \* q = nullptr;

int \* r = NULL;

a pointer really needs to explicitly point to nowhere, and not just an invalid address. For such cases, there exists a special value that any pointer type can take: the *null pointer value*.

### Pointers to function

The typical use of this is for passing a function as an argument to another function. Pointers to functions are declared with the same syntax as a regular function declaration, except that the name of the function is enclosed between parentheses () and an asterisk (\*) is inserted before the name.

//Why does a pointer to function returns value 1?

1. Unlike normal pointers, a function pointer points to code, not data. Typically a function pointer stores the start of executable code.

2. Unlike normal pointers, we do not allocate de-allocate memory using function pointers.

3. A function’s name can also be used to get functions’ address. For example, in the below program, we have removed address operator ‘&’ in assignment. We have also changed function call by removing \*, the program still works.

4. Like normal pointers, we can have an array of function pointers.

5. Like normal data pointers, a function pointer can be passed as an argument and can also be returned from a function.

#include <iostream>

int divide(int a, int b){

    return a/b;

}

int multiply(int a, int b){

    return a\*b;

}

int operation(int a, int b, int (\*funct) (int , int)){

    int result;

    std::cout << funct <<std::endl;

    result = (\*funct)(a, b);

    return result;

}

int main(int argc, char const \*argv[])

{

    int x = 10;

    int y = 5;

    int (\*division)(int, int) = divide; // pointer with name division points to function divide

    std::cout << division <<std::endl;

    std::cout << divide <<std::endl;

    int res1, res2;

    res1 = operation(x, y, multiply); // A function name is pointer to that function

    res2 = operation(x, y, division); // A pointer to function also points to the function

    std::cout << "Result of x\* y = " << res1 << " and x/y = " << res2;

    return 0;

}

## Dynamic Memory

There is a substantial difference between declaring a normal array and allocating dynamic memory for a block of memory using new. The most important difference is that the size of a regular array needs to be a *constant expression*, and thus its size has to be determined at the moment of designing the program, before it is run, whereas the dynamic memory allocation performed by new allows to assign memory during runtime using any variable value as size.
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### Operators new and new[]

Dynamic memory is allocated using operator new. new is followed by a data type specifier and, if a sequence of more than one element is required, the number of these within brackets []. It returns a pointer to the beginning of the new block of memory allocated.

        int \* myPointer = new int;

        int \* myPointer = new int[size];//allocate multiple elements in sequence

If memory allocation fails then

1. An exception of type bad\_alloc is thrown when the allocation fails.
2. what happens when it is used is that when a memory allocation fails, instead of throwing a bad\_alloc exception or terminating the program, the pointer returned by new is a *null pointer*, and the program continues its execution normally.

        int \* myPointer = new (std::nothrow) int[size];//allocate multiple elements in sequence with nothrow method

#include <iostream>

#include <string>

#include <new>

int main(){

    std::string input;

    while(input != "Exit"){

        int size;

        std::cout << "Enter the number of elements you want to add: ";

        std::cin >> size;

        int \* myPointer = new (std::nothrow) int[size];

        if (myPointer == nullptr) {

            std::cout << "Error: Failed!\n";

            exit;}

        else {

        std::cout << "Success!\n";

        std:: cout << myPointer<<std::endl;

        for (int i=0;i<size ;i++  ) {

            std::cout << "Enter " << i + 1 << "th number: ";

            std::cin >> \*(myPointer + i);

        }

        std::cout << "You entered: ";

        for (int i=0;i<size ;i++  ) {

            std::cout << myPointer[i] << " ";

        }

        delete[] myPointer;}

        std::cout << "\nEnter Exit to exit or anything to continue: ";

        std::cin >> input;

    }

    return 0;

}
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## Data structure

A data structure is group of elements grouped together under one name.

Declaring a structure

    struct type\_name {

    member\_type1 member\_name1;

    member\_type2 member\_name2;

    member\_type3 member\_name3;

    .

    .

    } object\_names;

e.g.

    struct my\_details {

        std::string myName; //members

        int Age; //member

        long long mobile;

    };

its members can be accessed directly. The syntax for that is simply to insert a dot (.) between the object name and the member name.

void printPerson(my\_details person){

    std::cout << "My Age: "<< person.Age

    << "\nMy Name: " << person.myName

    << "\nmobile: "<< person.mobile <<std::endl;

}

### Pointers to structures

struct movies\_t {

  string title;

  int year;

};

movies\_t amovie;

movies\_t \* pmovie; //poimter to object of structure movies\_t type

|  |  |  |
| --- | --- | --- |
| **Expression** | **What is evaluated** | **Equivalent** |
| a.b | Member b of object a |  |
| a->b | Member b of object pointed to by a | (\*a).b |
| \*a.b | Value pointed to by member b of object a | \*(a.b) |

Nesting structures is allowed

struct movies\_t {

  string title;

  int year;

};

struct friends\_t {

  string name;

  string email;

  movies\_t favorite\_movie;

} charlie, maria;

friends\_t \* pfriends = &charlie;

## Typedef and using

Type aliases can be used to reduce the length of long or confusing type names, but they are most useful as tools to abstract programs from the underlying types they use. For example, by using an alias of int to refer to a particular kind of parameter instead of using int directly, it allows for the type to be easily replaced by long (or some other type) in a later version, without having to change every instance where it is used.

typedef char C;

typedef unsigned int WORD;

typedef char \* pChar;

typedef char field [50];

OR

using C = char;

using WORD = unsigned int;

using pChar = char \*;

using field = char [50];

## Union

Unions allow one portion of memory to be accessed as different data types.

It looks like union can be anything as per our choice.

union type\_name {

  member\_type1 member\_name1;

  member\_type2 member\_name2;

  member\_type3 member\_name3;

  .

  .

} object\_names;

Each of these members is of a different data type. But since all of them are referring to the same location in memory, the modification of one of the members will affect the value of all of them. It is not possible to store different values in them in a way that each is independent of the others.

union mix\_t {

  int l;

  struct {

    short hi;

    short lo;

    } s;

  char c[4];

} mix;
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***Anonymous unions****: When unions are members of a class (or structure), they can be declared with no name. In this case, they become anonymous unions, and its members are directly accessible from objects by their member names.*

|  |  |
| --- | --- |
| **structure with regular union** | **structure with anonymous union** |
| struct book1\_t {  char title[50];  char author[50];  union {  float dollars;  int yen;  } price;  } book1; | struct book2\_t {  char title[50];  char author[50];  union {  float dollars;  int yen;  };  } book2; |
|  |  |

## Enumerated type (Enum)

Enumerated types are types that are defined with a set of custom identifiers, known as *enumerators*, as possible values. Objects of these *enumerated types* can take any of these enumerators as value.

enum type\_name {

  value1,

  value2,

  value3,

  .

  .

} object\_names;

***Note****: enum creates a whole new data type from scratch without basing it on any other existing type. Values of enumerated types declared with enum are implicitly convertible to an integer type. In fact, the elements of such an enum are always assigned an integer numerical equivalent internally, to which they can be implicitly converted to.*

It is possible to create real enum types that are neither implicitly convertible to int and that neither have enumerator values of type int, but of the enum type itself, thus preserving type safety. They are declared with enum class (or enum struct) instead of just enum:

Each of the enumerator values of an enum class type needs to be scoped into its type.

## Classes

classes are an expanded concept of *data structures*: like data structures, they can contain data members, but they can also contain functions as members.

An object is an instantiation of a class. In terms of variables, a class would be the type, and an object would be the variable.

class class\_name {

  access\_specifier\_1:

    member1;

  access\_specifier\_2:

    member2;

  ...

} object\_names;

An *access specifier* is one of the following three keywords: private, public or protected. These specifiers modify the access rights for the members that follow them:

* private members of a class are accessible only from within other members of the same class (or from their *"friends"*).
* protected members are accessible from other members of the same class (or from their *"friends"*), but also from members of their derived classes.
* Finally, public members are accessible from anywhere where the object is visible.

***Note****: By default, all members of a class declared with the class keyword have private access for all its members.*

class Student{

    std::string firstName;

    std::string lastName;

    int age;

    public:

    // function to initialize object

    void setValues(std::string fName, std::string lName, int Age){

        firstName = fName;

        lastName = lName;

        age = Age;

    }

    void printDetails(){

        std::cout << "Name: " << firstName << " " << lastName<<std::endl;

        std::cout << "Age: " << age <<std::endl;

    }

};

![classes-and-objects-in-c](data:image/png;base64,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)

### Constructor

A class can include a special function called its *constructor*, which is automatically called whenever a new object of this class is created, allowing the class to initialize member variables or allocate storage.

    std::string firstName;

    std::string lastName;

    int age;

    public:

    //constructor

    Student(std::string fName, std::string lName, int Age){

        firstName = fName;

        lastName = lName;

        age = Age;

    }

This constructor function is declared just like a regular member function, but with a name that matches the class name and without any return type; not even void.

Constructors cannot be called explicitly as if they were regular member functions. They are only executed once, when a new object of that class is created.  
  
***Note****: Neither the constructor prototype declaration (within the class) nor the latter constructor definition, have return values; not even void: Constructors never return values, they simply initialize the object*.

### Constructor overloading

Like any other function, a constructor can also be overloaded with different versions taking different parameters: with a different number of parameters and/or parameters of different types. The compiler will automatically call the one whose parameters match the arguments

    //default constructor

    Student(){

        firstName = "Lorem";

        lastName = "Epsum";

        age = 18;

    }

    //Parameterized constructor

    Student(std::string fName, std::string lName, int Age){

        firstName = fName;

        lastName = lName;

        age = Age;

    }

When an object is initialized without any parameter; default constructor is called.

int main(int argc, char const \*argv[])

{

    //Initialized object

    Student student1("Aneeket", "Lande", 25);

    student1.printDetails();

    //Unintialized object

    Student student2;

    student2.printDetails();

    return 0;

}

Outputs

Name: Aneeket Lande

Age: 25

Name: Lorem Epsum

Age: 18

### Uniform initialization

First, constructors with a single parameter can be called using the variable initialization syntax (an equal sign followed by the argument):  
  
class\_name object\_name = initialization\_value;  
  
More recently, C++ introduced the possibility of constructors to be called using *uniform initialization*, which essentially is the same as the functional form, but using braces ({}) instead of parentheses (()):  
  
class\_name object\_name { value, value, value, ... }

Optionally, this last syntax can include an equal sign before the braces.

### Member initialization in constructors

When a constructor is used to initialize other members, these other members can be initialized directly, without resorting to statements in its body. This is done by inserting, before the constructor's body, a colon (:) and a list of initializations for class members. For example, consider a class with the following declaration:

    class Rectangle {

    int width,height;

  public:

    Rectangle(int,int);

    int area() {return width\*height;}

    };

The constructor for this class could be defined, as usual, as:

Rectangle::Rectangle (int x, int y) { width=x; height=y; }

But it could also be defined using *member initialization* as:

Rectangle::Rectangle (int x, int y) : width(x) { height=y; }

Or even:

Rectangle::Rectangle (int x, int y) : width(x), height(y) { }
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### Overloading Operators

 C++ allows most operators to be overloaded so that their behavior can be defined for just about any type, including classes. Here is a list of all the operators that can be overloaded:

|  |
| --- |
| **Overloadable operators** |
| + - \* / = < > += -= \*= /= << >>  <<= >>= == != <= >= ++ -- % & ^ ! |  ~ &= ^= |= && || %= [] () , ->\* -> new  delete new[] delete[] |

The operator overloads are just regular functions which can have any behavior; there is actually no requirement that the operation performed by that overload bears a relation to the mathematical or usual meaning of the operator, although it is strongly recommended.

***Note****: The parameter expected for a member function overload for operations such as operator+ is naturally the operand to the right hand side of the operator. This is common to all binary operators (those with an operand to its left and one operand to its right).*

|  |  |  |  |
| --- | --- | --- | --- |
| **Expression** | **Operator** | **Member function** | **Non-member function** |
| @a | + - \* & ! ~ ++ -- | A::operator@() | operator@(A) |
| a@ | ++ -- | A::operator@(int) | operator@(A,int) |
| a@b | + - \* / % ^ & | < > == != <= >= << >> && || , | A::operator@(B) | operator@(A,B) |
| a@b | = += -= \*= /= %= ^= &= |= <<= >>= [] | A::operator@(B) | - |
| a(b,c...) | () | A::operator()(B,C...) | - |
| a->b | -> | A::operator->() | - |
| (TYPE) a | TYPE | A::operator TYPE() | - |

Note: Some operators may be overloaded in two forms: either as a member function or as a non-member function.

### The keyword this

The keyword this represents a pointer to the object whose member function is being executed. It is used within a class's member function to refer to the object itself.

It is also frequently used in operator= member functions that return objects by reference.

class CVector

{

private:

    int x, y;

public:

    CVector(int, int);

    ~CVector();

    //returns reference to the object

    CVector operator= (const CVector param){

    x = param.x; y = param.y;

    return \*this;

}

};

### Static members

A static data member of a class is also known as a "class variable", because there is only one common variable for all the objects of that same class, sharing the same value: i.e., its value is not different from one object of this class to another.

***Note****: Classes can also have static member functions. These represent the same: members of a class that are common to all object of that class, acting exactly as non-member functions but being accessed like members of the class. Because they are like non-member functions, they cannot access non-static members of the class (neither member variables nor member functions). They neither can use the keyword this.*

***Note****: static members don’t need initialization. They are initialized with the value zero.*

The access to const objects’ data members from outside the class is restricted to read-only, as if all its data members were const for those accessing them from outside the class. Note though, that the constructor is still called and is allowed to initialize and modify these data members

The member functions of a const object can only be called if they are themselves specified as const members
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{

private:

    int myInt;

public:

    myClass(int);

    ~myClass();

    void print(); //non const member function

    int square() const {return myInt\* myInt;} //const member function

};

    myClass obj0 (10);

    const myClass obj1 (20);

    obj0.print();

    std::cout << obj0.square();

    // obj1.print(); Not allowed

    std::cout << obj1.square();

Member functions can be overloaded on their constness: i.e., a class may have two member functions with identical signatures except that one is const and the other is not: in this case, the const version is called only when the object is itself const, and the non-const version is called when the object is itself non-const.

    int square() const {

         std::cout << "This is a const function"<< std::endl;

        return myInt\* myInt;} //const member function;

    int square() {

        std::cout << "This is a non-const function"<< std::endl;

        return pow(myInt,2);} //OVERLOADED BASED ON CONST-NESS

### Class templates

#include <iostream>

template <class T>

class MyTriplet{

    T num [3];

    public:

    MyTriplet(T a, T b, T c){

        num[0] = a; num[1] = b; num[2] = c;

    };

    T getMax();

};

/\*In case that a member function is defined outside

the definition of the class template, it shall be

 preceded with the template <...> prefix \*/

template <class T>

T MyTriplet<T>::getMax(){

    T max;

    if (this->num[0] >= this->num[1]) {

        if (this->num[0] >= this->num[2])

            max = this->num[0];

        else

            max = this->num[2];

    } else {

        if (this->num[1] >= this->num[2])

            max = this->num[1];

        else

            max = this->num[2];

    }

    return max;

}

int main(int argc, char const \*argv[])

{

    MyTriplet<int> myInts (100, 200, 300);

    std::cout << myInts.getMax() << std::endl;

    MyTriplet<short> myShorts (1,2, 3);

    std::cout << myShorts.getMax() << std::endl;

    MyTriplet<float> myFloats (10.23, 20.34, 30.45);

    std::cout << myFloats.getMax() << std::endl;

    MyTriplet<double> myDoubles (100.234, 200.345, 300.456);

    std::cout << myDoubles.getMax() << std::endl;

    return 0;

}

### Template specialization

It is possible to define a different implementation for a template when a specific type is passed as template argument. This is called a *template specialization*.

// template specialization

#include <iostream>

using namespace std;

// class template:

template <class T>

class mycontainer {

    T element;

  public:

    mycontainer (T arg) {element=arg;}

    T increase () {return ++element;}

};

// class template specialization:

template <>

class mycontainer <char> {

    char element;

  public:

    mycontainer (char arg) {element=arg;}

    char uppercase ()

    {

      if ((element>='a')&&(element<='z'))

      element+='A'-'a';

      return element;

    }

};

int main () {

  mycontainer<int> myint (7);

  mycontainer<char> mychar ('x');

  cout << myint.increase() << endl;

  cout << mychar.uppercase() << endl;

  return 0;

}

***Note****: When we declare specializations for a template class, we must also define all its members, even those identical to the generic template class, because there is no "inheritance" of members from the generic template to the specialization.*

## Special members

Special member functions are member functions that are implicitly defined as member of classes under certain circumstances.

|  |  |
| --- | --- |
| **Member function** | **typical form for class C:** |
| [Default constructor](http://cplusplus.com/doc/tutorial/classes2/#default_constructor) | C::C(); |
| [Destructor](http://cplusplus.com/doc/tutorial/classes2/#destructor) | C::~C(); |
| [Copy constructor](http://cplusplus.com/doc/tutorial/classes2/#copy_constructor) | C::C (const C&); |
| [Copy assignment](http://cplusplus.com/doc/tutorial/classes2/#copy_assignment) | C& operator= (const C&); |
| [Move constructor](http://cplusplus.com/doc/tutorial/classes2/#move) | C::C (C&&); |
| [Move assignment](http://cplusplus.com/doc/tutorial/classes2/#move) | C& operator= (C&&); |

### Default constructor

The default constructor is the constructor called when objects of a class are declared, but are not initialized with any arguments.

***Note****: But as soon as a class has some constructor taking any number of parameters explicitly declared, the compiler no longer provides an implicit default constructor, and no longer allows the declaration of new objects of that class without arguments. No implicit default constructors is automatically provided.*

### Destructor

Destructors fulfill the opposite functionality of *constructors*: They are responsible for the necessary cleanup needed by a class when its lifetime ends.

 it would be very useful to have a function called automatically at the end of the object's life in charge of releasing this memory. To do this, we use a *destructor*. A destructor is a member function very similar to a *default constructor*: it takes no arguments and returns nothing, not even void.

class Example {

    string\* ptr;

  public:

    // constructors:

    Example() : ptr(new string) {}

    Example (const string& str) : ptr(new string(str)) {}

    // destructor:

    ~Example () {delete ptr;}

    // access content:

    const string& content() const {return \*ptr;}

};

int main () {

  Example foo;

  Example bar ("Example");

  cout << "bar's content: " << bar.content() << '\n';

  return 0;

}

### Copy Constructor

When an object is passed a named object of its own type as argument, its *copy constructor* is invoked in order to construct a copy.

A *copy constructor* is a constructor whose first parameter is of type *reference to the class* itself (possibly const qualified) and which can be invoked with a single argument of this type.

***Internet****:* ***Copy constructors****should not modify the object it is****copying****from which is why the****const****is preferred on the other parameter. Both will work, but the****const****is preferred because it clearly states that the object passed in should not be modified by the function.****const****is for the user only.*

*Ref1:* [*http://cplusplus.com/doc/tutorial/functions/*](http://cplusplus.com/doc/tutorial/functions/)

*Ref2: Efficiency considerations and const references*

If a class has no custom copy nor move constructors (or assignments) defined, an implicit copy constructor is provided. This copy constructor simply performs a copy of its own members. For example, for a class such as:

class MyClass {

  public:

    int a, b; string c;

};

An implicit copy constructor is automatically defined. The definition assumed for this function performs a shallow copy, roughly equivalent to:

MyClass::MyClass(const MyClass& x) : a(x.a), b(x.b), c(x.c) {}

***Note****: shallow copies only copy the members of the class themselves. Performing a shallow copy means that the pointer value is copied, but not the content itself. This is solved by defining a copy constructor which allocates new memory to*

// classes and default constructors

#include <iostream>

#include <string>

using namespace std;

class Example {

    string\* ptr; //pointer defined

    public:

    Example (const string& str) : ptr(new string(str)) {}

    Example() {}

    //destructor

    ~Example(){delete ptr;}

    //shallow copy constructor

    //refers to same data members, also copies pointer values but not the content at that place. Hence pointer points to non-distinct/same content.

    // Example( Example& x): ptr(x.ptr){}

    //Deep copy constructor

//create new copies of data members by dereferencing pointers

    Example( Example& x): ptr(new string(x.content())){}

    //access content returns reference to the string

    const string& content() const {return \*ptr;}

};

int main () {

  Example eg1;

  Example eg2 ("Example");

  eg1 = eg2;  //copy by assignment

  Example eg3 ("Example2");

  Example eg4 (eg2);  // copy object by copy constructor

  cout << "bar's content: " << eg1.content() << '\n';

  cout << "bar's content: " << eg2.content() << '\n';

  cout << "bar's content: " << eg3.content() << '\n';

  cout << "bar's content: " << eg4.content() << '\n';

  return 0;

}

### Copy by Assignment

Objects are not only copied on construction, when they are initialized: They can also be copied on any assignment operation.

The declaration of an object is not an assignment operation, it is just another of the syntaxes to call single-argument constructors.

MyClass foo;

MyClass bar (foo);       // object initialization: copy constructor called

MyClass baz = foo;       // object initialization: copy constructor called

foo = bar;               // object already initialized: copy assignment called

Note that baz is initialized on construction using an *equal sign*, but this is not an assignment operation! (although it may look like one): The declaration of an object is not an assignment operation, it is just another of the syntaxes to call single-argument constructors.  
  
The assignment on foo is an assignment operation. No object is being declared here, but an operation is being performed on an existing object; foo.  
  
The *copy assignment operator* is an overload of operator= which takes a *value* or *reference* of the class itself as parameter. The return value is generally a reference to \*this (although this is not required). For example, for a class MyClass, the *copy assignment* may have the following signature:

MyClass& operator= (const MyClass&);

The *copy assignment operator* is also a *special function* and is also defined implicitly if a class has no custom *copy* nor *move* assignments (nor move constructor) defined.  
  
But again, the *implicit* version performs a *shallow copy* which is suitable for many classes, but not for classes with pointers to objects they handle its storage. In this case, not only the class incurs the risk of deleting the pointed object twice, but the assignment creates memory leaks by not deleting the object pointed by the object before the assignment. These issues could be solved with a *copy assignment* that deletes the previous object and performs a *deep copy*:

Example& operator= (const Example& x) {

  delete ptr;                      // delete currently pointed string

  ptr = new string (x.content());  // allocate space for new string, and copy

  return \*this;

}

Or even better, since its string member is not constant, it could re-utilize the same string object:

Example& operator= (const Example& x) {

  \*ptr = x.content();

  return \*this;

}

### Move constructor and assignment

Similar to copying, moving also uses the value of an object to set the value to another object. But, unlike copying, the content is actually transferred from one object (the source) to the other (the destination): the source loses that content, which is taken over by the destination. This moving only happens when the source of the value is an *unnamed object*.

*Unnamed objects* are objects that are temporary in nature, and thus haven't even been given a name. Typical examples of *unnamed objects* are return values of functions or type-casts.

Using the value of a temporary object such as these to initialize another object or to assign its value, does not really require a copy: the object is never going to be used for anything else, and thus, its value can be *moved into* the destination object.

The move constructor and move assignment are members that take a parameter of type *rvalue reference to the class* itself.

MyClass (MyClass&&);             // move-constructor

MyClass& operator= (MyClass&&);  // move-assignment

An *rvalue reference* is specified by following the type with two ampersands (&&). As a parameter, an *rvalue reference* matches arguments of temporaries of this type.

The concept of moving is most useful for objects that manage the storage they use, such as objects that allocate storage with new and delete. In such objects, copying and moving are really different operations:  
- Copying from A to B means that new memory is allocated to B and then the entire content of A is copied to this new memory allocated for B.  
- Moving from A to B means that the memory already allocated to A is transferred to B without allocating any new storage. It involves simply copying the pointer.

The six *special members functions* described above are members implicitly declared on classes under certain circumstances:

|  |  |  |
| --- | --- | --- |
| **Member function** | **implicitly defined:** | **default definition:** |
| [Default constructor](http://cplusplus.com/doc/tutorial/classes2/#default_constructor) | if no other constructors | does nothing |
| [Destructor](http://cplusplus.com/doc/tutorial/classes2/#destructor) | if no destructor | does nothing |
| [Copy constructor](http://cplusplus.com/doc/tutorial/classes2/#copy_constructor) | if no move constructor and no move assignment | copies all members |
| [Copy assignment](http://cplusplus.com/doc/tutorial/classes2/#copy_assignment) | if no move constructor and no move assignment | copies all members |
| [Move constructor](http://cplusplus.com/doc/tutorial/classes2/#move) | if no destructor, no copy constructor and no copy nor move assignment | moves all members |
| [Move assignment](http://cplusplus.com/doc/tutorial/classes2/#move) | if no destructor, no copy constructor and no copy nor move assignment | moves all members |

Notice how not all *special member functions* are implicitly defined in the same cases. This is mostly due to backwards compatibility with C structures and earlier C++ versions, and in fact some include deprecated cases. Fortunately, each class can select explicitly which of these members exist with their default definition or which are deleted by using the keywords default and delete, respectively. The syntax is either one of:

function\_declaration = default;

function\_declaration = delete;

For example:

// default and delete implicit members

#include <iostream>

using namespace std;

class Rectangle {

    int width, height;

  public:

    Rectangle (int x, int y) : width(x), height(y) {}

    Rectangle() = default;

    Rectangle (const Rectangle& other) = delete;

    int area() {return width\*height;}

};

int main () {

  Rectangle foo;

  Rectangle bar (10,20);

  cout << "bar's area: " << bar.area() << '\n';

  return 0;

}

Here, Rectangle can be constructed either with two int arguments or be *default-constructed* (with no arguments). It cannot however be *copy-constructed* from another Rectangle object, because this function has been deleted. Therefore, assuming the objects of the last example, the following statement would not be valid:

Rectangle baz (foo);

It could, however, be made explicitly valid by defining its copy constructor as:

Rectangle::Rectangle (const Rectangle& other) = default;

Which would be essentially equivalent to:

Rectangle::Rectangle (const Rectangle& other) : width(other.width), height(other.height) {}

Note that, the keyword default does not define a member function equal to the *default constructor* (i.e., where *default constructor* means constructor with no parameters), but equal to the constructor that would be implicitly defined if not deleted.  
  
In general, and for future compatibility, classes that explicitly define one copy/move constructor or one copy/move assignment but not both, are encouraged to specify either delete or default on the other special member functions they don't explicitly define.
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### Friendship and Inheritance

In principle, private and protected members of a class cannot be accessed from outside the same class in which they are declared.

Friends are functions or classes declared with the friend keyword. A non-member function can access the private and protected members of a class if it is declared a *friend* of that class. That is done by including a declaration of this external function within the class, and preceding it with the keyword friend.
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Similar to friend functions, a friend class is a class whose members have access to the private or protected members of another class.

class Square;

class Rectangle {

    int height, width;

    public:

    int area(){

        return height\*width;

    }

    void convert(Square);

};

class Square {

    friend class Rectangle;

    private:

    int side;

    public:

    Square(int a): side(a){};

};

void Rectangle::convert(Square s){

    height = s.side;

    width = s.side;

}

Friendships are never corresponded unless specified: In our example, Rectangle is considered a friend class by Square, but Square is not considered a friend by Rectangle.

Another property of friendships is that they are not transitive: The friend of a friend is not considered a friend unless explicitly specified.

### Inheritance

Classes in C++ can be extended, creating new classes which retain characteristics of the base class. This process, known as inheritance, involves a *base class* and a *derived class*: The *derived class* inherits the members of the *base class*, on top of which it can add its own members.

Classes that are derived from others inherit all the accessible members of the base class. That means that if a base class includes a member A and we derive a class from it with another member called B, the derived class will contain both member A and member B.

class derived\_class\_name: public base\_class\_name

{ /\*...\*/ };

***Note****: This access specifier limits the most accessible level for the members inherited from the base class: The members with a more accessible level are inherited with this level instead, while the members with an equal or more restrictive access level keep their restrictive level in the derived class.*

***Note****: When a class inherits another one, the members of the derived class can access the protected members inherited from the base class, but not its private members.*

***Note****: With protected, all public members of the base class are inherited as protected in the derived class. Conversely, if the most restricting access level is specified (private), all the base class members are inherited as private. (If no access level is specified for the inheritance, the compiler assumes private for classes declared with keyword class and public for those declared with struct.)*

|  |  |  |  |
| --- | --- | --- | --- |
| Access | public | protected | private |
| members of the same class | yes | yes | yes |
| members of derived class | yes | yes | no |
| not members | yes | no | no |

In principle, a publicly derived class inherits access to every member of a base class except:

* its constructors and its destructor
* its assignment operator members (operator=)
* its friends
* its private members

#include <iostream>

using namespace std;

class Polygon{

    protected:

    int height, width;

    public:

    Polygon(){cout << "Polygon no parameters\n";};

    void set\_values(int a, int b){

        height = a; width = b;

    }

};

class Output {

  public:

    static void print (int i);

};

void Output::print (int i) {

  cout << i << '\n';

}

class Rectangle: public Polygon, public Output{

    public:

    Rectangle(){cout << "Rectangle no parameters\n";};//Default constructor with no arguments

    Rectangle(int a, int b){width = a; height = b;cout << "Rectangle int parameters\n";}

    int area(){

        return height\*width;

    }

};

class Triangle: public Polygon, public Output{

    public:

    Triangle(){cout << "Triangle no parameters\n";}

    float area(){

        return height\* (float)width/2;

    }

};

class Square: protected Rectangle{

    public:

    Square(int a){height = a ; width = a;cout << "Square int parameters\n";}

    int area(){ //override area method of rectangle class

        return height\*width;

    }

};

Even though access to the constructors and destructor of the base class is not inherited as such, they are automatically called by the constructors and destructor of the derived class.

int main () {

    Polygon pl1;

    Rectangle rect1;

    Rectangle rect2(10, 20);

    Triangle tri;

    tri.set\_values(5, 13);

    Square sq1(5);

    cout << rect2.area() << endl;

    rect2.print(rect2.area()); //multiple inheritance

    cout << tri.area()<< endl;

    cout <<sq1.area()<< endl;

}

Output:

Polygon no parameters

Polygon no parameters

Rectangle no parameters

Polygon no parameters

Rectangle int parameters

Polygon no parameters

Triangle no parameters

Polygon no parameters

Rectangle no parameters

Sqauare int parameters

200

200

32.5

25

Unless otherwise specified, the constructors of a derived class calls the default constructor of its base classes (i.e., the constructor taking no arguments). Calling a different constructor of a base class is possible, using the same syntax used to initialize member variables in the initialization list:  
  
derived\_constructor\_name (parameters) : base\_constructor\_name (parameters) {...}

class Mother {

  public:

    Mother ()

      { cout << "Mother: no parameters\n"; }

    Mother (int a)

      { cout << "Mother: int parameter\n"; }

};

class Daughter : public Mother {

  public:

    Daughter (int a)

      { cout << "Daughter: int parameter\n\n"; }

};

class Son : public Mother {

  public:

    Son (int a) : Mother (a)

      { cout << "Son: int parameter\n\n"; }

};

int main () {

    Daughter Ananya(0);

    Son Rusell(0);

  return 0;

}

Mother: no parameters

Daughter: int parameter

Mother: int parameter

Son: int parameter

## Polymorphism

One of the key features of class inheritance is that a pointer to a derived class is type-compatible with a pointer to its base class.

### Virtual members

A virtual member is a member function that can be redefined in a derived class, while preserving its calling properties through references.

// virtual members

#include <iostream>

using namespace std;

class Polygon {

  protected:

    int width, height;

  public:

    void set\_values (int a, int b)

      { width=a; height=b; }

    virtual int area ()

      { return 0; }

};

class Rectangle: public Polygon {

  public:

    int area ()

      { return width \* height; }

};

class Triangle: public Polygon {

  public:

    int area ()

      { return (width \* height / 2); }

};

int main () {

  Rectangle rect;

  Triangle trgl;

  Polygon poly;

  Polygon \* ppoly1 = &rect;

  Polygon \* ppoly2 = &trgl;

  Polygon \* ppoly3 = &poly;

  ppoly1->set\_values (4,5);

  ppoly2->set\_values (4,5);

  ppoly3->set\_values (4,5);

  cout << ppoly1->area() << '\n';

  cout << ppoly2->area() << '\n';

  cout << ppoly3->area() << '\n';

  return 0;

}

The member function area has been declared as virtual in the base class because it is later redefined in each of the derived classes. Non-virtual members can also be redefined in derived classes, but non-virtual members of derived classes cannot be accessed through a reference of the base class: i.e., if virtual is removed from the declaration of area in the example above, all three calls to area would return zero, because in all cases, the version of the base class would have been called instead.

 What the virtual keyword does is to allow a member of a derived class with the same name as one in the base class to be appropriately called from a pointer, and more precisely when the type of the pointer is a pointer to the base class that is pointing to an object of the derived class, as in the above example.

A class that declares or inherits a virtual function is called a *polymorphic class*.

## Type Conversions

Standard conversions affect fundamental data types, and allow the conversions between numerical types (short to int, int to float, double to int...), to or from bool, and some pointer conversions.

***Note****: Converting to int from some smaller integer type, or to double from float is known as promotion, and is guaranteed to produce the exact same value in the destination type.*

Other conversions between arithmetic types may not always be able to represent the same value exactly:

* If a negative integer value is converted to an unsigned type, the resulting value corresponds to its 2's complement bitwise representation (i.e., -1 becomes the largest value representable by the type, -2 the second largest, ...).
* The conversions from/to bool consider false equivalent to *zero* (for numeric types) and to *null pointer* (for pointer types); true is equivalent to all other values and is converted to the equivalent of 1.
* If the conversion is from a floating-point type to an integer type, the value is truncated (the decimal part is removed). If the result lies outside the range of representable values by the type, the conversion causes *undefined behavior*.
* Otherwise, if the conversion is between numeric types of the same kind (integer-to-integer or floating-to-floating), the conversion is valid, but the value is *implementation-specific* (and may not be portable).

Some of these conversions may imply a loss of precision, which the compiler can signal with a warning. This warning can be avoided with an explicit conversion.

For non-fundamental types, arrays and functions implicitly convert to pointers, and pointers in general allow the following conversions:

* *Null pointers* can be converted to pointers of any type
* Pointers to any type can be converted to void pointers.
* Pointer *upcast*: pointers to a derived class can be converted to a pointer of an *accessible* and *unambiguous* base class, without modifying its const or volatile qualification
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### Implicit conversions with classes

* **Single-argument constructors:** allow implicit conversion from a particular type to initialize an object.
* **Assignment operator:** allow implicit conversion from a particular type on assignments.
* **Type-cast operator:** allow implicit conversion to a particular type.

// implicit conversion of classes:

#include <iostream>

using namespace std;

class A {};

class B {

public:

  // conversion from A (constructor):

  B (const A& x) {}

  // conversion from A (assignment):

  B& operator= (const A& x) {return \*this;}

  // conversion to A (type-cast operator)

  operator A() {return A();}

};

int main ()

{

  A foo;

  B bar = foo;    // calls constructor

  bar = foo;      // calls assignment

  foo = bar;      // calls type-cast operator

  return 0;

}

### Type casting

 Many conversions, specially those that imply a different interpretation of the value, require an explicit conversion, known in C++ as *type-casting*.

    double x = 10.3;

    int y;

    y = int (x);    // functional notation

    y = (int) x;    // c-like cast notation

The functionality of these generic forms of type-casting is enough for most needs with fundamental data types. However, these operators can be applied indiscriminately on classes and pointers to classes, which can lead to code that -while being syntactically correct- can cause runtime errors.

#include <iostream>

class MyClass1{

    double a,b;

    public:

    MyClass1(double i, double j): a(i), b(j){}

    MyClass1(){}

};

class MyClass2{

    int x,y;

    public:

    MyClass2 (int var1, int var2) : x(var1), y(var2){ }

    int result(){return x\*y;}

};

int main(int argc, char const \*argv[])

{

    //explicit type casting

    MyClass1 obj1(3,5);

    MyClass1 obj2;

    MyClass2 \* pmc2;

    //Go to address of obj1 and explicitly make pmc2 to point towards obj1 contents

    pmc2 = (MyClass2\*) &obj1;

    std::cout << pmc2->result()<<std::endl;

    pmc2 = (MyClass2\*) &obj2;

    std::cout << pmc2->result();

    return 0;

}

Unrestricted explicit type-casting allows to convert any pointer into any other pointer type, independently of the types they point to. The subsequent call to member result will produce either a run-time error or some other unexpected results.

In order to control these types of conversions between classes, we have four specific casting operators: dynamic\_cast, reinterpret\_cast, static\_cast and const\_cast. Their format is to follow the new type enclosed between angle-brackets (<>) and immediately after, the expression to be converted between parentheses.

    dynamic\_cast <new\_type> (expression)

    reinterpret\_cast <new\_type> (expression)

    static\_cast <new\_type> (expression)

    const\_cast <new\_type> (expression)

The traditional type-casting equivalents to these expressions would be:

(new\_type) expression

new\_type (expression)
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### dynamic\_cast

dynamic\_cast can only be used with pointers and references to classes (or with void\*). Its purpose is to ensure that the result of the type conversion points to a valid complete object of the destination pointer type.  
  
This naturally includes *pointer upcast* (converting from pointer-to-derived to pointer-to-base), in the same way as allowed as an *implicit conversion*.  
  
But dynamic\_cast can also *downcast* (convert from pointer-to-base to pointer-to-derived) polymorphic classes (those with virtual members) if -and only if- the pointed object is a valid complete object of the target type.

#include <iostream>

#include <exception>

class Base { virtual void Dummmy(){}};

class Derived: public Base { int a;};

main(){

    try {

        Base \* pba = new Derived;

        Base \* pbb = new Base;

        Derived \* pda = new Derived;

        Base \* pb;

        Derived \* pd;

        //downcast: from pointer to base class pointer to derived class

        pd = dynamic\_cast <Derived\*> (pba);

        if (pd==0) std::cout << "Null pointer on first type-cast.\n";

        pd = dynamic\_cast <Derived\*> (pbb);

        if (pd==0) std::cout << "Null pointer on Second type-cast.\n";

        //upcast: from pointer to derived class to pointer to base class

        pb = dynamic\_cast <Base\*> (pda);

        if (pb==0) std::cout << "Null pointer on Third type-cast.\n";

    } catch (std::exception& e) {std::cout << "Exception: " << e.what();}

    return 0;

}
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he code above tries to perform two dynamic casts from pointer objects of type Base\* (pba and pbb) to a pointer object of type Derived\*, but only the first one is successful. Notice their respective initializations:

        Base \* pba = new Derived;

        Base \* pbb = new Base;

Even though both are pointers of type Base\*, pba actually points to an object of type Derived, while pbb points to an object of type Base. Therefore, when their respective type-casts are performed using dynamic\_cast, pba is pointing to a full object of class Derived, whereas pbb is pointing to an object of class Base, which is an incomplete object of class Derived.  
  
When dynamic\_cast cannot cast a pointer because it is not a complete object of the required class -as in the second conversion in the previous example- it returns a *null pointer* to indicate the failure. If dynamic\_cast is used to convert to a reference type and the conversion is not possible, an exception of type bad\_cast is thrown instead.  
  
dynamic\_cast can also perform the other implicit casts allowed on pointers: casting null pointers between pointers types (even between unrelated classes), and casting any pointer of any type to a void\* pointer.

## Exceptions

Exceptions provide a way to react to exceptional circumstances (like runtime errors) in programs by transferring control to special functions called *handlers*.

To catch exceptions, a portion of code is placed under exception inspection. This is done by enclosing that portion of code in a *try-block*. When an exceptional circumstance arises within that block, an exception is thrown that transfers the control to the exception handler. If no exception is thrown, the code continues normally and all handlers are ignored.

An exception is thrown by using the throw keyword from inside the try block. Exception handlers are declared with the keyword catch, which must be placed immediately after the try block.

// exceptions

#include <iostream>

using namespace std;

int main () {

  try

  {

    throw 125;

  }

  catch (int e)

  {

    cout << "An exception occurred. Exception Nr. " << e << '\n';

  }

  return 0;

}

A throw expression accepts one parameter, which is passed as an argument to the exception handler.  
  
The exception handler is declared with the catch keyword immediately after the closing brace of the try block. The syntax for catch is similar to a regular function with one parameter. The type of this parameter is very important, since the type of the argument passed by the throw expression is checked against it, and only in the case they match, the exception is caught by that handler.  
  
Multiple handlers (i.e., catch expressions) can be chained; each one with a different parameter type. Only the handler whose argument type matches the type of the exception specified in the throw statement is executed.

try {

  // code here

}

catch (int param) { cout << "int exception"; }

catch (char param) { cout << "char exception"; }

catch (...) { cout << "default exception"; }

If an ellipsis (...) is used as the parameter of catch, that handler will catch any exception no matter what the type of the exception thrown. This can be used as a default handler that catches all exceptions not caught by other handlers.

***Note****: After an exception has been handled the program, execution resumes after the try-catch block, not after the throw statement!.*

It is also possible to nest try-catch blocks within more external try blocks. In these cases, we have the possibility that an internal catch block forwards the exception to its external level.

try {

  try {

      // code here

  }

  catch (int n) {

      throw;

  }

}

catch (...) {

  cout << "Exception occurred";

}

### Exception specification

Older code may contain *dynamic exception specifications*. They are now deprecated in C++, but still supported. A *dynamic exception specification* follows the declaration of a function, appending a throw specifier to it. For example:

double myfunction (char param) throw (int);

This declares a function called myfunction, which takes one argument of type char and returns a value of type double. If this function throws an exception of some type other than int, the function calls [std::unexpected](http://cplusplus.com/unexpected) instead of looking for a handler or calling [std::terminate](http://cplusplus.com/terminate).  
  
If this throw specifier is left empty with no type, this means that [std::unexpected](http://cplusplus.com/unexpected) is called for any exception. Functions with no throw specifier (regular functions) never call [std::unexpected](http://cplusplus.com/unexpected), but follow the normal path of looking for their exception handler.

int myfunction (int param) throw(); // all exceptions call unexpected

int myfunction (int param);         // normal exception handling

### Standard exceptions

The C++ Standard library provides a base class specifically designed to declare objects to be thrown as exceptions. It is called std::exception and is defined in the <exception> header. This class has a virtual member function called what that returns a null-terminated character sequence (of type char \*) and that can be overwritten in derived classes to contain some sort of description of the exception.

// using standard exceptions

#include <iostream>

#include <exception>

using namespace std;

class myexception: public exception

{

  virtual const char\* what() const throw()

  {

    return "My exception happened";

  }

} myex;

int main () {

  try

  {

    throw myex;

  }

  catch (exception& e)

  {

    cout << e.what() << '\n';

  }

  return 0;

}

We have placed a handler that catches exception objects by reference (notice the ampersand & after the type), therefore this catches also classes derived from exception, like our myex object of type myexception.

ll exceptions thrown by components of the C++ Standard library throw exceptions derived from this exception class. These are:

|  |  |
| --- | --- |
| **exception** | **description** |
| [bad\_alloc](http://cplusplus.com/bad_alloc) | thrown by new on allocation failure |
| [bad\_cast](http://cplusplus.com/bad_cast) | thrown by dynamic\_cast when it fails in a dynamic cast |
| [bad\_exception](http://cplusplus.com/bad_exception) | thrown by certain dynamic exception specifiers |
| [bad\_typeid](http://cplusplus.com/bad_typeid) | thrown by typeid |
| [bad\_function\_call](http://cplusplus.com/bad_function_call) | thrown by empty [function](http://cplusplus.com/function) objects |
| [bad\_weak\_ptr](http://cplusplus.com/bad_weak_ptr) | thrown by [shared\_ptr](http://cplusplus.com/shared_ptr) when passed a bad [weak\_ptr](http://cplusplus.com/weak_ptr) |

lso deriving from exception, header [<exception>](http://cplusplus.com/%3Cexception%3E) defines two generic exception types that can be inherited by custom exceptions to report errors:

|  |  |
| --- | --- |
| **exception** | **description** |
| [logic\_error](http://cplusplus.com/logic_error) | error related to the internal logic of the program |
| [runtime\_error](http://cplusplus.com/runtime_error) | error detected during runtime |

### Preprocessor directive

Preprocessor directives are lines included in the code of programs preceded by a hash sign (#). These lines are not program statements but directives for the *preprocessor*. The preprocessor examines the code before actual compilation of code begins and resolves all these directives before any code is actually generated by regular statements.  
  
These *preprocessor directives* extend only across a single line of code. As soon as a newline character is found, the preprocessor directive is ends. No semicolon (;) is expected at the end of a preprocessor directive. The only way a preprocessor directive can extend through more than one line is by preceding the newline character at the end of the line by a backslash (\).

### macro definitions (#define, #undef)

To define preprocessor macros we can use #define. Its syntax is:  
  
#define identifier replacement  
  
When the preprocessor encounters this directive, it replaces any occurrence of identifier in the rest of the code by replacement. This replacement can be an expression, a statement, a block or simply anything. The preprocessor does not understand C++ proper, it simply replaces any occurrence of identifier by replacement.

#define TABLE\_SIZE 100

int table1[TABLE\_SIZE];

int table2[TABLE\_SIZE];

#define can work also with parameters to define function macros:

#define getmax(a,b) a>b?a:b

This would replace any occurrence of getmax followed by two arguments by the replacement expression, but also replacing each argument by its identifier, exactly as you would expect if it was a function:

// function macro

#include <iostream>

using namespace std;

#define getmax(a,b) ((a)>(b)?(a):(b))

int main()

{

  int x=5, y;

  y= getmax(x,2);

  cout << y << endl;

  cout << getmax(7,x) << endl;

  return 0;

}

Defined macros are not affected by block structure. A macro lasts until it is undefined with the #undef preprocessor directive:

#define TABLE\_SIZE 100

int table1[TABLE\_SIZE];

#undef TABLE\_SIZE

#define TABLE\_SIZE 200

int table2[TABLE\_SIZE];

Function macro definitions accept two special operators (# and ##) in the replacement sequence:  
The operator #, followed by a parameter name, is replaced by a string literal that contains the argument passed (as if enclosed between double quotes):

#define str(x) #x

cout << str(test);

The operator ## concatenates two arguments leaving no blank spaces between them:

#define glue(a,b) a ## b

glue(c,out) << "test";

This would also be translated into:

cout << "test";

Because preprocessor replacements happen before any C++ syntax check, macro definitions can be a tricky feature. But, be careful: code that relies heavily on complicated macros become less readable, since the syntax expected is on many occasions different from the normal expressions programmers expect in C++.

### Conditional inclusions (#ifdef, #ifndef, #if, #endif, #else and #elif)

These directives allow to include or discard part of the code of a program if a certain condition is met.  
  
#ifdef allows a section of a program to be compiled only if the macro that is specified as the parameter has been defined, no matter which its value is. For example:

#ifdef TABLE\_SIZE

int table[TABLE\_SIZE];

#endif

#ifndef serves for the exact opposite: the code between #ifndef and #endif directives is only compiled if the specified identifier has not been previously defined. For example:

#ifndef TABLE\_SIZE

#define TABLE\_SIZE 100

#endif

int table[TABLE\_SIZE];

In this case, if when arriving at this piece of code, the TABLE\_SIZE macro has not been defined yet, it would be defined to a value of 100. If it already existed it would keep its previous value since the #define directive would not be executed.

#if TABLE\_SIZE>200

#undef TABLE\_SIZE

#define TABLE\_SIZE 200

#elif TABLE\_SIZE<50

#undef TABLE\_SIZE

#define TABLE\_SIZE 50

#else

#undef TABLE\_SIZE

#define TABLE\_SIZE 100

#endif

int table[TABLE\_SIZE];

## Input/ Output operations on files

### Open a file

The first operation generally performed on an object of one of these classes is to associate it to a real file. This procedure is known as to *open a file*. An open file is represented within a program by a *stream* (i.e., an object of one of these classes; in the previous example, this was myfile) and any input or output operation performed on this stream object will be applied to the physical file associated to it.  
  
In order to open a file with a stream object we use its member function open:  
  
open (filename, mode);  
  
Where filename is a string representing the name of the file to be opened, and mode is an optional parameter with a combination of the following flags:

|  |  |
| --- | --- |
| ios::in | Open for input operations. |
| ios::out | Open for output operations. |
| ios::binary | Open in binary mode. |
| ios::ate | Set the initial position at the end of the file. If this flag is not set, the initial position is the beginning of the file. |
| ios::app | All output operations are performed at the end of the file, appending the content to the current content of the file. |
| ios::trunc | If the file is opened for output operations and it already existed, its previous content is deleted and replaced by the new one. |

All these flags can be combined using the bitwise operator OR (|). For example, if we want to open the file example.bin in binary mode to add data we could do it by the following call to member function open:

ofstream myfile;

myfile.open ("example.bin", ios::out | ios::app | ios::binary);

Each of the open member functions of classes ofstream, ifstream and fstream has a default mode that is used if the file is opened without a second argument:

|  |  |
| --- | --- |
| **class** | **default mode parameter** |
| ofstream | ios::out |
| ifstream | ios::in |
| fstream | ios::in | ios::out |

For ifstream and ofstream classes, ios::in and ios::out are automatically and respectively assumed, even if a mode that does not include them is passed as second argument to the open member function (the flags are combined).  
  
For fstream, the default value is only applied if the function is called without specifying any value for the mode parameter. If the function is called with any value in that parameter the default mode is overridden, not combined.  
  
File streams opened in *binary mode* perform input and output operations independently of any format considerations. Non-binary files are known as *text files*, and some translations may occur due to formatting of some special characters (like newline and carriage return characters).  
  
Since the first task that is performed on a file stream is generally to open a file, these three classes include a constructor that automatically calls the open member function and has the exact same parameters as this member. Therefore, we could also have declared the previous myfile object and conduct the same opening operation in our previous example by writing:

ofstream myfile ("example.bin", ios::out | ios::app | ios::binary);

Combining object construction and stream opening in a single statement. Both forms to open a file are valid and equivalent.  
  
To check if a file stream was successful opening a file, you can do it by calling to member is\_open. This member function returns a bool value of true in the case that indeed the stream object is associated with an open file, or false otherwise:

if (myfile.is\_open()) { /\* ok, proceed with output \*/ }

### Closing a file

When we are finished with our input and output operations on a file we shall close it so that the operating system is notified and its resources become available again. For that, we call the stream's member function close. This member function takes flushes the associated buffers and closes the file:

    myfile.close();

Once this member function is called, the stream object can be re-used to open another file, and the file is available again to be opened by other processes.  
  
In case that an object is destroyed while still associated with an open file, the destructor automatically calls the member function close.

### Text files

Text file streams are those where the ios::binary flag is not included in their opening mode. These files are designed to store text and thus all values that are input or output from/to them can suffer some formatting transformations, which do not necessarily correspond to their literal binary value.  
  
Writing operations on text files are performed in the same way we operated with cout:

// writing on a text file

#include <iostream>

#include <fstream>

using namespace std;

int main () {

  ofstream myfile ("example.txt");

  if (myfile.is\_open())

  {

    myfile << "This is a line.\n";

    myfile << "This is another line.\n";

    myfile.close();

  }

  else cout << "Unable to open file";

  return 0;

}

Reading from a file can also be performed in the same way that we did with cin:

// reading a text file

#include <iostream>

#include <fstream>

#include <string>

using namespace std;

int main () {

  string line;

  ifstream myfile ("example.txt");

  if (myfile.is\_open())

  {

    while ( getline (myfile,line) )

    {

      cout << line << '\n';

    }

    myfile.close();

  }

  else cout << "Unable to open file";

  return 0;

}

This last example reads a text file and prints out its content on the screen. We have created a while loop that reads the file line by line, using [getline](http://cplusplus.com/getline). The value returned by [getline](http://cplusplus.com/getline) is a reference to the stream object itself, which when evaluated as a boolean expression (as in this while-loop) is true if the stream is ready for more operations, and false if either the end of the file has been reached or if some other error occurred.

### Checking state flags

The following member functions exist to check for specific states of a stream (all of them return a bool value):

bad()

Returns true if a reading or writing operation fails. For example, in the case that we try to write to a file that is not open for writing or if the device where we try to write has no space left.

fail()

Returns true in the same cases as bad(), but also in the case that a format error happens, like when an alphabetical character is extracted when we are trying to read an integer number.

eof()

Returns true if a file open for reading has reached the end.

good()

It is the most generic state flag: it returns false in the same cases in which calling any of the previous functions would return true. Note that good and bad are not exact opposites (good checks more state flags at once).

The member function clear() can be used to reset the state flags.

### get and put stream positioning

All i/o streams objects keep internally -at least- one internal position:  
  
ifstream, like istream, keeps an internal *get position* with the location of the element to be read in the next input operation.  
  
ofstream, like ostream, keeps an internal *put position* with the location where the next element has to be written.  
  
Finally, fstream, keeps both, the *get* and the *put position*, like iostream.  
  
These internal stream positions point to the locations within the stream where the next reading or writing operation is performed. These positions can be observed and modified using the following member functions:

**tellg() and tellp()**

These two member functions with no parameters return a value of the member type streampos, which is a type representing the current *get position* (in the case of tellg) or the *put position* (in the case of tellp).

**seekg() and seekp()**

These functions allow to change the location of the *get* and *put positions*. Both functions are overloaded with two different prototypes. The first form is:

seekg ( position );

seekp ( position );

Using this prototype, the stream pointer is changed to the absolute position position (counting from the beginning of the file). The type for this parameter is streampos, which is the same type as returned by functions tellg and tellp.  
  
The other form for these functions is:

seekg ( offset, direction );

seekp ( offset, direction );

Using this prototype, the *get* or *put position* is set to an offset value relative to some specific point determined by the parameter direction. offset is of type streamoff. And direction is of type seekdir, which is an *enumerated type* that determines the point from where offset is counted from, and that can take any of the following values:

|  |  |
| --- | --- |
| ios::beg | offset counted from the beginning of the stream |
| ios::cur | offset counted from the current position |
| ios::end | offset counted from the end of the stream |

The following example uses the member functions we have just seen to obtain the size of a file:

// obtaining file size

#include <iostream>

#include <fstream>

using namespace std;

int main () {

  streampos begin,end;

  ifstream myfile ("example.bin", ios::binary);

  begin = myfile.tellg();

  myfile.seekg (0, ios::end);

  end = myfile.tellg();

  myfile.close();

  cout << "size is: " << (end-begin) << " bytes.\n";

  return 0;

}

Notice the type we have used for variables begin and end:

    streampos size;

streampos is a specific type used for buffer and file positioning and is the type returned by file.tellg(). Values of this type can safely be subtracted from other values of the same type, and can also be converted to an integer type large enough to contain the size of the file.  
  
These stream positioning functions use two particular types: streampos and streamoff. These types are also defined as member types of the stream class:

|  |  |  |
| --- | --- | --- |
| **Type** | **Member type** | **Description** |
| [streampos](http://cplusplus.com/streampos) | [ios::pos\_type](http://cplusplus.com/ios#types) | Defined as [fpos<mbstate\_t>](http://cplusplus.com/fpos). It can be converted to/from [streamoff](http://cplusplus.com/streamoff) and can be added or subtracted values of these types. |
| [streamoff](http://cplusplus.com/streamoff) | [ios::off\_type](http://cplusplus.com/ios#types) | It is an alias of one of the fundamental integral types (such as int or long long). |

Each of the member types above is an alias of its non-member equivalent (they are the exact same type). It does not matter which one is used. The member types are more generic, because they are the same on all stream objects (even on streams using exotic types of characters), but the non-member types are widely used in existing code for historical reasons.

### Binary files

For binary files, reading and writing data with the extraction and insertion operators (<< and >>) and functions like getline is not efficient, since we do not need to format any data and data is likely not formatted in lines.  
  
File streams include two member functions specifically designed to read and write binary data sequentially: write and read. The first one (write) is a member function of ostream (inherited by ofstream). And read is a member function of istream (inherited by ifstream). Objects of class fstream have both. Their prototypes are:  
  
write ( memory\_block, size );  
read ( memory\_block, size );  
  
Where memory\_block is of type char\* (pointer to char), and represents the address of an array of bytes where the read data elements are stored or from where the data elements to be written are taken. The size parameter is an integer value that specifies the number of characters to be read or written from/to the memory block.

// reading an entire binary file

#include <iostream>

#include <fstream>

using namespace std;

int main () {

  streampos size;

  char \* memblock;

  ifstream file ("example.bin", ios::in|ios::binary|ios::ate);

  if (file.is\_open())

  {

    size = file.tellg();

    memblock = new char [size];

    file.seekg (0, ios::beg);

    file.read (memblock, size);

    file.close();

    cout << "the entire file content is in memory";

    delete[] memblock;

  }

  else cout << "Unable to open file";

  return 0;

}

In this example, the entire file is read and stored in a memory block. Let's examine how this is done:  
  
First, the file is open with the ios::ate flag, which means that the get pointer will be positioned at the end of the file. This way, when we call to member tellg(), we will directly obtain the size of the file.  
  
Once we have obtained the size of the file, we request the allocation of a memory block large enough to hold the entire file:

    memblock = new char [size];

Right after that, we proceed to set the *get position* at the beginning of the file (remember that we opened the file with this pointer at the end), then we read the entire file, and finally close it:

    file.seekg (0, ios::beg);

    file.read (memblock, size);

    file.close();

At this point we could operate with the data obtained from the file. But our program simply announces that the content of the file is in memory and then finishes

### Buffers and Synchronization

When we operate with file streams, these are associated to an internal buffer object of type streambuf. This buffer object may represent a memory block that acts as an intermediary between the stream and the physical file. For example, with an ofstream, each time the member function put (which writes a single character) is called, the character may be inserted in this intermediate buffer instead of being written directly to the physical file with which the stream is associated.  
  
The operating system may also define other layers of buffering for reading and writing to files.  
  
When the buffer is flushed, all the data contained in it is written to the physical medium (if it is an output stream). This process is called *synchronization* and takes place under any of the following circumstances:

* **When the file is closed:** before closing a file, all buffers that have not yet been flushed are synchronized and all pending data is written or read to the physical medium.
* **When the buffer is full:** Buffers have a certain size. When the buffer is full it is automatically synchronized.
* **Explicitly, with manipulators:** When certain manipulators are used on streams, an explicit synchronization takes place. These manipulators are: [flush](http://cplusplus.com/flush) and [endl](http://cplusplus.com/endl).
* **Explicitly, with member function sync():** Calling the stream's member function sync() causes an immediate synchronization. This function returns an int value equal to -1 if the stream has no associated buffer or in case of failure. Otherwise (if the stream buffer was successfully synchronized) it returns 0.

# Notes from internet

## Format specifiers for printf

|  |
| --- |
| <https://codeforwin.org/2015/05/list-of-all-format-specifiers-in-c-programming.html> |
| **Format specifier** | **Description** | **Supported data types** |
| %c | Character | char unsigned char |
| %d | Signed Integer | short unsigned short int long |
| %e or %E | Scientific notation of float values | float double |
| %f | Floating point | float |
| %g or %G | Similar as %e or %E | float double |
| %hi | Signed Integer(Short) | short |
| %hu | Unsigned Integer(Short) | unsigned short |
| %i | Signed Integer | short unsigned short int long |
| %l or %ld or %li | Signed Integer | long |
| %lf | Floating point | double |
| %Lf | Floating point | long double |
| %lu | Unsigned integer | unsigned int unsigned long |
| %lli, %lld | Signed Integer | long long |
| %llu | Unsigned Integer | unsigned long long |
| %o | Octal representation of Integer. | short unsigned short int unsigned int long |
| %p | Address of pointer to void void \* | void \* |
| %s | String | char \* |
| %u | Unsigned Integer | unsigned int unsigned long |
| %x or %X | Hexadecimal representation of Unsigned Integer | short unsigned short int unsigned int long |
| %n | Prints nothing |  |
| %% | Prints % character |  |

Stack vs Heap memory

## Stack vs Heap Memory Allocation

### ****Stack Allocation****

 The allocation happens on contiguous blocks of memory. We call it a stack memory allocation because the allocation happens in the function call stack. The size of memory to be allocated is known to the compiler and whenever a function is called, its variables get memory allocated on the stack. And whenever the function call is over, the memory for the variables is deallocated. This all happens using some predefined routines in the compiler. A programmer does not have to worry about memory allocation and deallocation of stack variables. This kind of memory allocation also known as Temporary memory allocation because as soon as the method finishes its execution all the data belongs to that method flushes out from the stack automatically. Means, any value stored in the stack memory scheme is accessible as long as the method hasn’t completed its execution and currently in running state.

**Key Points:**

* It’s a temporary memory allocation scheme where the data members are accessible only if the method( ) that contained them is currently is running.
* It allocates or deallocates the memory automatically as soon as the corresponding method completes its execution.
* We receive the corresponding error Java. lang. StackOverFlowError by JVM, If the stack memory is filled completely.
* Stack memory allocation is considered safer as compared to heap memory allocation because the data stored can only be access by owner thread.
* Memory allocation and deallocation is faster as compared to Heap-memory allocation.
* Stack-memory has less storage space as compared to Heap-memory.

int main()

{

   // All these variables get memory

   // allocated on stack

   int a;

   int b[10];

   int n = 20;

   int c[n];

}

### ****Heap Allocation****

The memory is allocated during the execution of instructions written by programmers. Note that the name heap has nothing to do with the heap data structure. It is called heap because it is a pile of memory space available to programmers to allocated and de-allocate. Every time when we made an object it always creates in Heap-space and the referencing information to these objects are always stored in Stack-memory. Heap memory allocation isn’t as safe as Stack memory allocation was because the data stored in this space is accessible or visible to all threads. If a programmer does not handle this memory well, a [memory leak](https://www.geeksforgeeks.org/what-is-memory-leak-how-can-we-avoid/) can happen in the program.

**The Heap-memory allocation is further divided into three categories:-** These three categories help us to prioritize the data(Objects) to be stored in the Heap-memory or in the Garbage collection.

* **Young Generation –** It’s the portion of the memory where all the new data(objects) are made to allocate the space and whenever this memory is completely filled then the rest of the data is stored in Garbage collection.
* **Old or Tenured Generation –** This is the part of Heap-memory that contains the older data objects that are not in frequent use or not in use at all are placed.
* **Permanent Generation –**This is the portion of Heap-memory that contains the JVM’s metadata for the runtime classes and application methods.

**Key Points:**

* We receive the corresponding error message if Heap-space is entirely full,  java. lang.OutOfMemoryError by JVM.
* This memory allocation scheme is different from the Stack-space allocation, here no automatic deallocation future is provided. We need to use a Garbage collector to remove the old unused objects in order to use the memory efficiently.
* The processing time(Accessing time) of this memory is quite slow as compared to Stack-memory.
* Heap-memory is also not threaded-safe as Stack-memory because data stored in Heap-memory are visible to all threads.
* Size of Heap-memory is quite larger as compared to the Stack-memory.
* Heap-memory is accessible or exists as long as the whole application(or java program) runs.

int main()

{

   // This memory for 10 integers

   // is allocated on heap.

   int \*ptr  = new int[10];

}

## Type conversions in c++

1. **Implicit Type Conversion** Also known as ‘automatic type conversion’.

* Done by the compiler on its own, without any external trigger from the user.
* Generally takes place when in an expression more than one data type is present. In such condition type conversion (type promotion) takes place to avoid lose of data.
* All the data types of the variables are upgraded to the data type of the variable with largest data type.

bool -> char -> short int -> int ->

unsigned int -> long -> unsigned ->

long long -> float -> double -> long double

* It is possible for implicit conversions to lose information, signs can be lost (when signed is implicitly converted to unsigned), and overflow can occur (when long long is implicitly converted to float).

#include <iostream>

 int main(int argc, char const \*argv[])

 {

     int x = 10;

     char c = 'z';

     x = x + c;

     double var1 = 2348954;

     float var2 = var1 + 23.2;

     std::cout << "x = " << x << std::endl;

     std::cout << "c = " << c << std::endl;

     std::cout << "var2 = " << var2 << std::endl;

     return 0;

 }

# Note from Caleb’s lectures

* 1. Arrays are statically sized
  2. Vectors have dynamic size
  3. STL arrays are passed by value
  4. STL arrays are statically sized
  5. STL arrays are arrays wrapped inside the object
  6. Assigning to other variables is complicated C-like arrays, while templatized arrays and vectors can be assigned to other vars of respective types.
  7. Most of the times stick to the vectors

## Input/Output

Input stream doesn’t actually go to program one by one, but there is a buffer. It is an intermediate data storage where input is temporarily stored into memory.