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**Drag and Drop**

DnD es una forma de transferencia de archivos en una aplicación. Nos permite transferir datos arrastrándolos desde un componente y soltándolos en otro. El componente de donde se arrastra se llama fuente arrastrada (drag source) y el componente en donde se suelta se llama objetivo soltado (drop target).

La implementación de DnD se realiza mediante el uso de un Transferable Object y la interfaz Transferable Interface en la librería java.awt.datatransfer.

Transferable Interface contiene los siguientes métodos:
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Para habilitar el componente a arrastrar:

![](data:image/png;base64,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)

Todos los componentes de texto tienen soporte para DnD (JFileChooser, JColorChooser, JList, JTree, and JTable).

Por ejemplo, para arrastrar desde un JTextField llamado nameFld a un JTextArea llamado descTxtArea debemos escribir las siguientes líneas:
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Las acciones de transferencia son representadas por las constantes declaradas en la clase TransferHandler:

* TranferHandler.COPY
* TranferHandler.MOVE
* TranferHandler.COPY\_OR\_MOVE
* TranferHandler.LINK
* TranferHandler.NONE

**Métodos de la clase TransferHandler**

En el corazón del mecanismo de transferencia de datos está la clase TransferHandler. Esta clase provee de un mecanismo sencillo de un JComponent a otro. Los siguientes métodos se usan para acoplar un TransferHandler a un componente:

* setDragEnabled(boolean) – Enciende el soporte de arrastrado. Por default es falso. Es definido en cada componente que soporta el arrastrado.
* setDropMode(DropMode) – Configura cómo son determinadas las zonas de arrastrado.
* setTransferHandler(TransferHandler) – Para conectar importación o exportación de datos.
* getSourceAction(JComponent) – Es usado para consultar qué acciones son soportadas por el componente fuente como COPY, MOVE o LINK.
* createTransferable(JComponent) – Envuelve los datos que serán exportados dentro de un objeto Transferable.
* exportDone(JComponent, Transferable, int) – Es invocado cuando la exportación es completada. Cuando la acción es MOVE, la información necesita ser removida de la fuente después de la transferencia.
* canImport(TransferHandler.TransferSupport) – Este método es llamado repetidamente durante el acto de arrastrar y regresa True si el área debajo del cursor puede aceptar la transferencia o falso si la transferencia es rechazada.
* importData(TransferHandler.TransferSupport) – Este método es llamado en un arrastrado exitosa (o pegar) e inicializa la transferencia al componente destino.

La clase TransferSupport respalda el proceso de transferencia ofreciendo diferentes métodos usados para acceder a los detalles de la transferencia. Es decir para obtener información de la clase TransferHandler.

* Component getComponent() – Regresa el componente destino.
* Int getDropAction() – regresa la acción elegida cuando la transferencia es de arrastrado.
* Int getUserDropAction – regresa la acción de arrastrado del usuario.
* Int getSourceDropActions() – Regresa las acciones soportadas por un componente.
* Transferable getTransferable() – Regresa la información Transferable de esta transferencia.
* DropLocation getDropLocation() – Regresa la ubicación del componente de arrastrado.

**Ejemplo**

import java.util.\*;

import java.awt.\*;

import java.awt.event.\*;

import java.text.\*;

import java.awt.datatransfer.\*;

import javax.swing.\*;

import javax.swing.text.\*;

import javax.swing.tree.\*;

import javax.swing.table.\*;

public class BasicDnD extends JPanel implements ActionListener {

private static JFrame frame;

private JTextArea textArea;

private JTextField textField;

private JList list;

private JTable table;

private JTree tree;

private JColorChooser colorChooser;

private JCheckBox toggleDnD;

public BasicDnD() {

super(new BorderLayout());

JPanel leftPanel = createVerticalBoxPanel();

JPanel rightPanel = createVerticalBoxPanel();

//Create a table model.

DefaultTableModel tm = new DefaultTableModel();

tm.addColumn("Column 0");

tm.addColumn("Column 1");

tm.addColumn("Column 2");

tm.addColumn("Column 3");

tm.addRow(new String[]{"Table 00", "Table 01", "Table 02", "Table 03"});

tm.addRow(new String[]{"Table 10", "Table 11", "Table 12", "Table 13"});

tm.addRow(new String[]{"Table 20", "Table 21", "Table 22", "Table 23"});

tm.addRow(new String[]{"Table 30", "Table 31", "Table 32", "Table 33"});

//LEFT COLUMN

//Use the table model to create a table.

table = new JTable(tm);

leftPanel.add(createPanelForComponent(table, "JTable"));

//Create a color chooser.

colorChooser = new JColorChooser();

leftPanel.add(createPanelForComponent(colorChooser, "JColorChooser"));

//RIGHT COLUMN

//Create a textfield.

textField = new JTextField(30);

textField.setText("Favorite foods:\nPizza, Moussaka, Pot roast");

rightPanel.add(createPanelForComponent(textField, "JTextField"));

//Create a scrolled text area.

textArea = new JTextArea(5, 30);

textArea.setText("Favorite shows:\nBuffy, Alias, Angel");

JScrollPane scrollPane = new JScrollPane(textArea);

rightPanel.add(createPanelForComponent(scrollPane, "JTextArea"));

//Create a list model and a list.

DefaultListModel listModel = new DefaultListModel();

listModel.addElement("Martha Washington");

listModel.addElement("Abigail Adams");

listModel.addElement("Martha Randolph");

listModel.addElement("Dolley Madison");

listModel.addElement("Elizabeth Monroe");

listModel.addElement("Louisa Adams");

listModel.addElement("Emily Donelson");

list = new JList(listModel);

list.setVisibleRowCount(-1);

list.getSelectionModel().setSelectionMode(ListSelectionModel.MULTIPLE\_INTERVAL\_SELECTION);

list.setTransferHandler(new TransferHandler() {

public boolean canImport(TransferHandler.TransferSupport info) {

// we only import Strings

if (!info.isDataFlavorSupported(DataFlavor.stringFlavor)) {

return false;

}

JList.DropLocation dl = (JList.DropLocation)info.getDropLocation();

if (dl.getIndex() == -1) {

return false;

}

return true;

}

public boolean importData(TransferHandler.TransferSupport info) {

if (!info.isDrop()) {

return false;

}

// Check for String flavor

if (!info.isDataFlavorSupported(DataFlavor.stringFlavor)) {

displayDropLocation("List doesn't accept a drop of this type.");

return false;

}

JList.DropLocation dl = (JList.DropLocation)info.getDropLocation();

DefaultListModel listModel = (DefaultListModel)list.getModel();

int index = dl.getIndex();

boolean insert = dl.isInsert();

// Get the current string under the drop.

String value = (String)listModel.getElementAt(index);

// Get the string that is being dropped.

Transferable t = info.getTransferable();

String data;

try {

data = (String)t.getTransferData(DataFlavor.stringFlavor);

}

catch (Exception e) { return false; }

// Display a dialog with the drop information.

String dropValue = "\"" + data + "\" dropped ";

if (dl.isInsert()) {

if (dl.getIndex() == 0) {

displayDropLocation(dropValue + "at beginning of list");

} else if (dl.getIndex() >= list.getModel().getSize()) {

displayDropLocation(dropValue + "at end of list");

} else {

String value1 = (String)list.getModel().getElementAt(dl.getIndex() - 1);

String value2 = (String)list.getModel().getElementAt(dl.getIndex());

displayDropLocation(dropValue + "between \"" + value1 + "\" and \"" + value2 + "\"");

}

} else {

displayDropLocation(dropValue + "on top of " + "\"" + value + "\"");

}

/\*\* This is commented out for the basicdemo.html tutorial page.

\*\* If you add this code snippet back and delete the

\*\* "return false;" line, the list will accept drops

\*\* of type string.

// Perform the actual import.

if (insert) {

listModel.add(index, data);

} else {

listModel.set(index, data);

}

return true;

\*/

return false;

}

public int getSourceActions(JComponent c) {

return COPY;

}

protected Transferable createTransferable(JComponent c) {

JList list = (JList)c;

Object[] values = list.getSelectedValues();

StringBuffer buff = new StringBuffer();

for (int i = 0; i < values.length; i++) {

Object val = values[i];

buff.append(val == null ? "" : val.toString());

if (i != values.length - 1) {

buff.append("\n");

}

}

return new StringSelection(buff.toString());

}

});

list.setDropMode(DropMode.ON\_OR\_INSERT);

JScrollPane listView = new JScrollPane(list);

listView.setPreferredSize(new Dimension(300, 100));

rightPanel.add(createPanelForComponent(listView, "JList"));

//Create a tree.

DefaultMutableTreeNode rootNode = new DefaultMutableTreeNode("Mia Familia");

DefaultMutableTreeNode sharon = new DefaultMutableTreeNode("Sharon");

rootNode.add(sharon);

DefaultMutableTreeNode maya = new DefaultMutableTreeNode("Maya");

sharon.add(maya);

DefaultMutableTreeNode anya = new DefaultMutableTreeNode("Anya");

sharon.add(anya);

sharon.add(new DefaultMutableTreeNode("Bongo"));

maya.add(new DefaultMutableTreeNode("Muffin"));

anya.add(new DefaultMutableTreeNode("Winky"));

DefaultTreeModel model = new DefaultTreeModel(rootNode);

tree = new JTree(model);

tree.getSelectionModel().setSelectionMode

(TreeSelectionModel.DISCONTIGUOUS\_TREE\_SELECTION);

JScrollPane treeView = new JScrollPane(tree);

treeView.setPreferredSize(new Dimension(300, 100));

rightPanel.add(createPanelForComponent(treeView, "JTree"));

//Create the toggle button.

toggleDnD = new JCheckBox("Turn on Drag and Drop");

toggleDnD.setActionCommand("toggleDnD");

toggleDnD.addActionListener(this);

JSplitPane splitPane = new JSplitPane(JSplitPane.HORIZONTAL\_SPLIT,

leftPanel, rightPanel);

splitPane.setOneTouchExpandable(true);

add(splitPane, BorderLayout.CENTER);

add(toggleDnD, BorderLayout.PAGE\_END);

setBorder(BorderFactory.createEmptyBorder(5,5,5,5));

}

protected JPanel createVerticalBoxPanel() {

JPanel p = new JPanel();

p.setLayout(new BoxLayout(p, BoxLayout.PAGE\_AXIS));

p.setBorder(BorderFactory.createEmptyBorder(5,5,5,5));

return p;

}

public JPanel createPanelForComponent(JComponent comp,

String title) {

JPanel panel = new JPanel(new BorderLayout());

panel.add(comp, BorderLayout.CENTER);

if (title != null) {

panel.setBorder(BorderFactory.createTitledBorder(title));

}

return panel;

}

private void displayDropLocation(final String string) {

SwingUtilities.invokeLater(new Runnable() {

public void run() {

JOptionPane.showMessageDialog(null, string);

}

});

}

public void actionPerformed(ActionEvent e) {

if ("toggleDnD".equals(e.getActionCommand())) {

boolean toggle = toggleDnD.isSelected();

textArea.setDragEnabled(toggle);

textField.setDragEnabled(toggle);

list.setDragEnabled(toggle);

table.setDragEnabled(toggle);

tree.setDragEnabled(toggle);

colorChooser.setDragEnabled(toggle);

}

}

/\*\*

\* Create the GUI and show it. For thread safety,

\* this method should be invoked from the

\* event-dispatching thread.

\*/

private static void createAndShowGUI() {

//Create and set up the window.

frame = new JFrame("BasicDnD");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

//Create and set up the content pane.

JComponent newContentPane = new BasicDnD();

newContentPane.setOpaque(true); //content panes must be opaque

frame.setContentPane(newContentPane);

//Display the window.

frame.pack();

frame.setVisible(true);

}

public static void main(String[] args) {

//Schedule a job for the event-dispatching thread:

//creating and showing this application's GUI.

javax.swing.SwingUtilities.invokeLater(new Runnable() {

public void run() {

//Turn off metal's use of bold fonts

UIManager.put("swing.boldMetal", Boolean.FALSE);

createAndShowGUI();

}

});

}

}