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# 1. Постановка задачи

1. Написать программу, которая реализует итерационный алгоритм решения системы линейных алгебраических уравнений вида Ax=b в соответствии с выбранным вариантом. Здесь A – матрица размером N×N, x и b – векторы длины N. Тип элементов – double.
2. Программу распараллелить с помощью OpenMP с разрезанием матрицы A по строкам на близкие по размеру, возможно не одинаковые, части. Соседние строки матрицы должны располагаться в одном или в соседних OpenMP-процессах. Реализовать один вариант программы: векторы x и b дублируются в каждом MPI-процессе. Уделить внимание тому, чтобы при запуске программы на различном числе MPI-процессов решалась одна и та же задача (исходные данные заполнялись одинаковым образом).
3. Замерить время работы программы при использовании различного числа процессорных ядер: 1, 2, 4, 8, 16. Построить график зависимости времени работы программы, ускорения и эффективности распараллеливания от числа используемых ядер. Исходные данные, параметры N и ε подобрать таким образом, чтобы решение задачи на одном ядре занимало не менее 30 секунд. Также параметр N разрешено подобрать таким образом, чтобы он нацело делился на на 1,2,4,8 и 16.

# 2. Практическая реализация

OpenMP.c

#include <Python.h>

#include <omp.h>

static PyObject\* openmp\_matrix\_dot(PyObject\* self, PyObject\* args) {

PyObject \*matrix\_obj, \*vector\_obj;

int num\_threads;

// *Получение аргументов из Python*

if (!PyArg\_ParseTuple(args, "OOi", &matrix\_obj, &vector\_obj, &num\_threads)) {

return NULL;

}

// *Проверка типов аргументов*

if (!PyList\_Check(matrix\_obj) || !PyList\_Check(vector\_obj)) {

PyErr\_SetString(PyExc\_TypeError, "Аргументы должны быть списками");

return NULL;

}

// *Получение размеров матрицы и вектора*

Py\_ssize\_t matrix\_rows = PyList\_Size(matrix\_obj);

Py\_ssize\_t matrix\_cols = PyList\_Size(PyList\_GetItem(matrix\_obj, 0));

Py\_ssize\_t vector\_size = PyList\_Size(vector\_obj);

// *Проверка размеров матрицы и вектора*

if (matrix\_cols != vector\_size) {

PyErr\_SetString(PyExc\_ValueError, "Размеры матрицы и вектора не совпадают");

return NULL;

}

// *Создание результирующего вектора*

PyObject\* result\_vector = PyList\_New(matrix\_rows);

#pragma omp parallel num\_threads(num\_threads)

{

#pragma omp for schedule(static) reduction(+:sum)

for (Py\_ssize\_t i = 0; i < matrix\_rows; ++i) {

double sum = 0.0;

// *Вычисление скалярного произведения строки матрицы и вектора*

for (Py\_ssize\_t j = 0; j < matrix\_cols; ++j) {

PyObject\* row = PyList\_GetItem(matrix\_obj, i);

PyObject\* element = PyList\_GetItem(row, j);

double value = PyFloat\_AsDouble(element);

PyObject\* vector\_element = PyList\_GetItem(vector\_obj, j);

double vector\_value = PyFloat\_AsDouble(vector\_element);

sum += value \* vector\_value;

}

// *Запись результата в результирующий вектор*

#pragma omp critical

{

PyObject\* result\_element = PyFloat\_FromDouble(sum);

PyList\_SetItem(result\_vector, i, result\_element);

}

}

}

return result\_vector;

}

static PyMethodDef methods[] = {

{"openmp\_matrix\_dot", openmp\_matrix\_dot, METH\_VARARGS, "Умножает матрицу на вектор"},

{NULL, NULL, 0, NULL}

};

static struct PyModuleDef module = {

PyModuleDef\_HEAD\_INIT,

"OpenMP\_funcs",

NULL,

-1,

methods

};

PyMODINIT\_FUNC PyInit\_OpenMP\_funcs(void) {

return PyModule\_Create(&module);

}

setup.py

from setuptools import setup, Extension

module = Extension(

'OpenMP\_funcs',

sources=['OpenMP\_funcs.c'],

extra\_compile\_args=['-fopenmp', '-lopenmp'],

extra\_link\_args=['-fopenmp', '-lopenmp'],

)

setup(

name='OpenMP\_funcs',

version='1.0',

ext\_modules=[module],

)

sle\_solver\_var1.py

import numpy as np

import time

import OpenMP\_funcs

class SLESolver:

@classmethod

def \_\_next\_iter(

cls,

matrix\_a: np.matrix[float, float],

vector\_x: np.ndarray[None, float],

vector\_b: np.ndarray[None, float],

tau: float

) -> np.ndarray[None, float]:

return vector\_x - (openmp\_matrix\_dot(matrix\_a, vector\_x) - vector\_b) \* tau

@classmethod

def \_\_end\_measure(

cls,

matrix\_a: np.matrix[float, float],

vector\_x: np.ndarray[None, float],

vector\_b: np.ndarray[None, float],

) -> float:

return (np.linalg.norm(openmp\_matrix\_dot(matrix\_a, vector\_x) - vector\_b) /

np.linalg.norm(vector\_b))

@classmethod

def simple\_iteration(

cls,

matrix\_a: np.matrix[float, float],

vector\_b: np.ndarray[None, float],

epsilon: float = 1e-10,

) -> (np.ndarray[float, float] | None):

N = vector\_b.shape[0]

assert matrix\_a.shape == (N, N)

assert vector\_b.shape == (N, 1)

tau = .01 / N

last\_iter\_measure = None

vector\_x = np.full((N, 1), 0)

for \_ in iter(int, 1):

actual\_iter\_measure = cls.\_\_end\_measure(

matrix\_a, vector\_x, vector\_b)

if actual\_iter\_measure < epsilon:

break

if (last\_iter\_measure is not None and

actual\_iter\_measure > last\_iter\_measure):

if tau < 0:

return None

tau \*= -1

vector\_x = cls.\_\_next\_iter(matrix\_a, vector\_x, vector\_b, tau)

last\_iter\_measure = actual\_iter\_measure

return vector\_x

def openmp\_matrix\_dot(

matrix\_a: np.matrix[float, float],

vector\_x: np.ndarray[None, float],

) -> np.ndarray[None, float]:

matrix\_a = matrix\_a.tolist()

vector\_x = list(vector\_x)

res\_matrix = OpenMP\_funcs.openmp\_matrix\_dot(matrix\_a, vector\_x, num\_threads)

return np.matrix(res\_matrix).transpose()

num\_threads = 2

\_matrix\_a = np.matrix([

[9., 1., 3., -7., 9., -0., -9., 7.],

[-8., 10., -3., -0., -4., 1., 1., -3.],

[-8., 7., 7., -0., -0., 10., -1., -0.],

[7., -5., 5., 9., 1., 1., -8., -4.],

[3., -3., 8., -4., 9., 4., 4., 9.],

[9., 6., -9., 7., 3., 10., -3., -6.],

[4., -8., 8., 2., -2., -2., 9., 10.],

[-4., 10., 1., -7., -2., 8., -8., 5.],

])

\_vector\_x = np.array([

[-3.],

[-9.],

[-2.],

[-6.],

[-1.],

[4.],

[-4.],

[5.],

])

\_vector\_b = openmp\_matrix\_dot(\_matrix\_a, \_vector\_x)

start = time.time()

\_res\_vector\_x = SLESolver.simple\_iteration(

\_matrix\_a,

\_vector\_b,

)

delta\_time = time.time() - start

print(\_vector\_x)

print(\_res\_vector\_x)

print(f"Execute time: {delta\_time}")

![](data:image/png;base64,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)