MVC

1. create the route in routes/web.php

eg Route::get(„/teams”, Maincontroller@teams)

1. in main controller create a public function

app/http/controllers/maincontroller

public function teams(){

return view(teams);

}

1. create a new view

@extends(„layout”);

name: teams.blade.php

content:

@section(„content”)

<h1>whatever</h1>

Így már működik az új teams oldalunk, de kattintással még nem lehet elérni. Hanem:

<a href=”{{ action (Maincontroller@teams) }}”></a>

Az action paramétere ugyanaz, mint a route

Elmenteni az új oldalt: resources->views-> user

projekt:

ha módosítottuk a less file-t, akkor a terminálba írjuk be, hogy „gulp” és az compile-olja nekünk.

In folders:

1. a)

create a new page with the content

eg: contact with the HTML inside

this is saved in a new folder under views

C:\coding\exercises\warmup-project\system\project\views\contact

b)

And in the same folder we create a new page\_layout.php file where we echo the content of the previous file:

page\_layout.php:

<?php

<div>

<?php echo $contact\_view; ?>

</div>

2.

we create a new controller =>

C:\coding\exercises\warmup-project\system\project\controllers

<?php

//contact

$contact\_view = new view('contact/contact'); // argument is the route

//page

$page\_layout = new view('contact/page\_layout');

$page\_layout->contact\_view = $contact\_view;

//sets the title of the page

presenter::setTitle('Contact');

//give the layout to the presenter

presenter::present($page\_layout);

megnézni, hogy működik-e:

<http://www.coding-exercises.local/warmup-project/?page=team>

a page utáni szó a controller neve!!

**Eloquent**

Különböző adat modellek vannak és mindegyik más nyelven beszél (MySQL, PySQL, Redis). Ezek RM – relation methods.

Hogy ne kelljen minden kérést háromszor megírni, Laravelnek van egy funkciója, az Eloquent. Ez ORM – object relation mapping. Ebbe egyféleképpen beküldjük a kérést és ő lefordítja bármelyik nyelvre.

The Eloquent ORM included with Laravel provides a beautiful, simple ActiveRecord implementation for working with your database. Each database table has a corresponding "Model" which is used to interact with that table. Models allow you to query for data in your tables, as well as insert new records into the table.

**To creat a new project in Laravel**

Itt van a részletes jegyzet:

<https://slavokozar.github.io/bootcamp/lectures/laravel/index.html>

Felmenni erre linkre, mert ott megtalálom az alábbi parancsot, amit a cmd-be kell írni:

<https://laravel.com/docs/5.4>

command line-on a megfelelő folderbe beírni. Nem kell már most blog foldert csinálnom, mert akkor kettő lesz belőle és ezt nem akarjuk

composer create-project --prefer-dist laravel/laravel blog

Az utolsó szó a projekt neve.

Ez megcsinál minden foldert és kapcsolatot helyettem.

**Defining Models**

The easiest way to create a model instance is using the make:model Artisan command:

php artisan make:model User

If you would like to generate a database migration when you generate the model, you may use the --migration or -m option:

php artisan make:model User --migration

php artisan make:model User -m

Bemegyünk a blog folderbe és ezt írjuk be, ha egy post modelt akarok (a model neve mindig egyesszám és nagybetű):

php artisan make:model Post

Így az app folderben lett egy post.php file.

Ez a tartalma:

<?php

namespace App;

use Illuminate\Database\Eloquent\Model;

class Post extends Model

{

//

}

Az új modellünk, állhat egyedül is, ha mástól kapom hozzá az adatbázist.

De ha én csinálom meg az adatbázist is, akkor migrationra is szükség van, úgyhogy megint a blog folderbe beírjuk:

php artisan make:model Tag --migration

Szóval, csinálok egy adatbázist és az .env file-ban kell átírnom a dolgokat, hogy kapcsolódjon az adatbázishoz.

Megcsináltam a blog nevű tök üres adatbázist és az .env file-om második bekezdése most így néz ki:

DB\_CONNECTION=mysql

DB\_HOST=127.0.0.1

DB\_PORT=3306

DB\_DATABASE=blog

DB\_USERNAME=root

DB\_PASSWORD=

A többihez nem nyúlok.

A database/migration/új file neve alatt van a migrált file-om.

Ez most így néz ki:

<?php

use Illuminate\Support\Facades\Schema;

use Illuminate\Database\Schema\Blueprint;

use Illuminate\Database\Migrations\Migration;

class CreateTagsTable extends Migration

{

/\*\*

\* Run the migrations.

\*

\* @return void

\*/

public function up()

{

Schema::create('tags', function (Blueprint $table) {

$table->increments('id');

$table->timestamps();

});

}

/\*\*

\* Reverse the migrations.

\*

\* @return void

\*/

public function down()

{

Schema::dropIfExists('tags');

}

}

A function up() megcsinálja a változtatásokat a táblázatban. A down() pedig visszacsinálja, ha mégsem kell vagy elrontottuk. Ez egyenlő a migration:rollback-kel.

Nekem a sárga rész a fontos, ide irkálok:

Schema::create('tags', function (Blueprint $table) {

$table->increments('id');

$table->string("name");

$table->timestamps();

});

Ha van már egy Modelünk és nem csináltunk hozzá egyből migrationt, hanem utólag akarjuk, akkor

php artisan make:migration --create=posts create\_table\_posts

--create=posts (ez többesszamban kisbetűvel!) ez a neve a táblázatnak az adatbázisban

create\_table\_posts a neve az új file-omnak, ami úgy néz ki, mint a fenti idézett

Ha nem tudjuk pontosan ezeket a parancsokat, akkor kérhetünk segítséget:

php artisan make:migration --help

Ilyenkor a táblázatok még nincsenek benne a MyAdminer adatbázisban, nem kell idegeskedni. ☺

Csináljuk meg magát az adatbázist a MyAdminerben és utána

ezt írjuk be a command line-ba:

php artisan migrate

Ha a „way too long” errort kapunk -> a create passwords reset table migration-be menjünk be és ezt írjuk át

Schema::create('password\_resets', function (Blueprint $table) {

$table->string('email')->index();

$table->string('token')->index();

$table->timestamp('created\_at')->nullable();

});

erre

Schema::create('password\_resets', function (Blueprint $table) {

$table->increments("id");

$table->timestamp('created\_at')->nullable();

});

És próbáljuk újra.

Ha azt kapjuk, hogy user table alredy exist, akkor a create users table-ből (ez is migration) javítsuk ki:

Schema::create('users', function (Blueprint $table) {

$table->increments('id');

$table->string('name');

$table->string('email')->unique();

$table->string('password');

$table->rememberToken();

$table->timestamps();

});

public function up()

{

Schema::create('users', function (Blueprint $table) {

$table->increments('id');

$table->string('name');

$table->string('email');

$table->string('password');

$table->rememberToken();

$table->timestamps();

});

}

Ezután töröljük ki az adatbázisokat kézzel (a MyAdminerben!!) vagy a migrate:reset paranccsal és migráljuk újra (php artisan migrate).

## Retrieving Models

Once you have created a model and its associated database table, you are ready to start retrieving data from your database. Think of each Eloquent model as a powerful query builder allowing you to fluently query the database table associated with the model.

<?php

use App\Flight;

$flights = App\Flight::all();

foreach ($flights as $flight) {

echo $flight->name;

}

Ha csak kísérletezni akarunk, akkor írjuk, hogy

php artisan tinker és megkapjuk a shellt és játszhatunk.

pl kíváncsiak vagyunk az összes postra:

App\Post::all();

Most ez ugye üres, mert még nincs adatunk, úgyhogy rakjunk bele:

a tinker után írjuk:

$post=new App\Post(); => enter

utána berakom az adatokat

$post->name = „My first post”;

Ezt el is kell menteni az adatbázisba, ahhol, hogy az Adminerben megjelenjen.

De adjunk még neki adatokat.

$post->content = „content content content content”;

Itt az ideje elmenteni:

$post->save();

Ahogy megcsináltam, úgy módosíthatom is, amíg ugyanabban a tinkerben vagyok.

$post->name=”Other title”;

ne felejtsük újra elmenteni!

$post->save();

Most már van mit kiszedni az adatbázisból:

App\Post::all();

Ezt collectionnek hívják.

Ha nem mindent akarom, normál query buileder functions work:

$posts = App\Post::where('active', 1)

->orderBy('name', 'desc')

->take(10)

->get();

utána küldhetünk rá egysoros foreach-t

foreach($posts as $post) {echo $post->name . PHP\_EOL; }

PHP\_EOL miatt írja két sorba. Ezt nem muszáj belevenni, csak így jobban olvasható.

## Retrieving Single Models

Of course, in addition to retrieving all of the records for a given table, you may also retrieve single records using find and first. Instead of returning a collection of models, these methods return a single model instance:

// Retrieve a model by its primary key...

$flight = App\Flight::find(1);

// Retrieve the first model matching the query constraints...

$flight = App\Flight::where('active', 1)->first();

vagy

$post=App\Post::where(„id”, „>”, 5)->get();

You may also call the find method with an array of primary keys, which will return a collection of the matching records:

$flights = App\Flight::find([1, 2, 3]);

Ezek működnek anélkül is, hogy variable-be beraknám:

$post=App\Post::where(„id”, „>”, 5)->get();

App\Post::where(„id”, „>”, 5)->get();

Csak ha variable, akkor pl echo-zhatom vagy variálhatok vele.

Legtöbbször praktikusabb egy bejegyzést visszakérni csak, mert azzal könnyebben tudok bánni:

$post=App\Post::where(„id”, 5)->first();

$post->name = „New name”;

## Not Found Exceptions

Sometimes you may wish to throw an exception if a model is not found. This is particularly useful in routes or controllers. The findOrFail and firstOrFail methods will retrieve the first result of the query; however, if no result is found, a Illuminate\Database\Eloquent\ModelNotFoundException will be thrown:

$model = App\Flight::findOrFail(1);

$model = App\Flight::where('legs', '>', 100)->firstOrFail();

If the exception is not caught, a 404 HTTP response is automatically sent back to the user. It is not necessary to write explicit checks to return 404 responses when using these methods:

Route::get('/api/flights/{id}', function ($id) {

return App\Flight::findOrFail($id);

});

## Retrieving Aggregates

You may also use the count, sum, max, and other aggregate methods provided by the query builder. These methods return the appropriate scalar value instead of a full model instance:

$count = App\Flight::where('active', 1)->count();

$max = App\Flight::where('active', 1)->max('price');

Hogy ezt ne csak a tinkerben élvezhessük, csináljunk egy route-ot

routes=>web.php

(nem kell újat csinálni, az ott lévőt írjuk át)

Route::get('/', function(){

return redirect(action("PostController@index"));

});

És akkor csináljuk is meg a PostControllert

cmd:

php artisan make:controller --resource PostController

Ez a „--resource” csak egy plusz hasznosság, így az új controllerünk több alapmethoddal rendelkezik.

A REST standard írja elő, hogy hogyan kell a route-ba methodokat írni,ezek az alapmethodok, ha mi akarunk újabbakat írni, akkro ne így hívjuk őket.

Úgyhogy használjuk ezt:

Route::resource("posts", "PostController");

Ettől tudjuk az egyes posztokat majd megnézni.

Kész a PostControllerünk. Hogy meg tudjuk mutatni a blogposztokat, ezt kell beleírni

a tetejére: use App\Post;

utána:

public function index()

{

$posts = Post::all();

return $posts;

}

De ez persze gagyi, mert Jsonban adja vissza, nem ezt akarjuk, hanem normális látványt.

resources->views folderben csinálni egy új foldert: post névvel és azon belül egy index.blade.php file-t

Így már korrektebb:

public function index()

{

$posts = Post::all();

return view("post.index", ["posts" => $posts]);

}

post.index => a post folderben lévő indexet adja vissza.

Lehet így is írni: post/index

["posts" => $posts]=> így adom át view-nak, milyen adatokat akarok látni. A view ugyanis semmilyen kapcsolatban nincs a modellel, valahogy oda kell neki adni az adatokat.

A view-nak át lett adva az adat és ott így dolgozzuk fel:

<ul>

@foreach($posts as $post)

<li>{{$post->name}}</li>

@endforeach

</ul>

Ezt látom most az oldalon:

![](data:image/png;base64,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)

Tök jó, de kéne link, hogy ki tudjam nyitni a posztokat:

Hardkódolhatom a linkeket, de ezt ugye nem akarjuk, úgyhogy

{{action(„PostController@show”)}}

@foreach($posts as $post)

<li>

<a href="{{ action ("PostController@show", [$post->id]) }}">{{$post->name}}</a>

</li>

@endforeach

action ("PostController@show", [$post->id]) = ettől ő tudja, hogy a link vége postcontroller – show és melyik id-jű posztot adja vissza.

A PostControllerbe ezt írjuk be, hogy megszerezzük a szükséges id-t.

public function show($id)

{

$post = Post::find($id);

return view("post.show", ["post" => $post]);

}

return view("post.show", ["post" => $post]);

Ezt többféleképpen írhatjuk, ugyanaz:

return view("post.show")->with(["post" => $post]);

return view("post.show", compact(["post"]));

Új poszt írása:

A post folderben egy create.blade.php file-t csinálok ezzel a tartalommal:

<form method="post" action"{{ action ("PostController@store") }}">

{{ csrf\_field() }}

<input type="text" name="name">

<textarea rows="10" name="content"></textarea>

<button type="submit">Create</button>

</form>

action"{{ action ("PostController@store") }}" => store , mert a PostControllerben így hívják alapból a módszert

A PostControllerben kibővítem a create functiont

public function create()

{

//

return view("post.create");

}

A formban ez a sor {{ csrf\_field() }} arra való, hogy egy tokent csináljon, hogy idegen oldalról ne lehessen beküldeni az adatokat az adatbázisomba.

A PostControllerben a store functiont is updatelem:

public function store(Request $request)

{

//

$name = $request -> name;

$content = $request -> content;

$post = new Post();

$post -> name = $name;

$post -> content = $content;

$post -> user\_id = $user\_id;

$post -> save();

return redirect(action("PostController@index"));

}

## Mass Assignment

You may also use the create method to save a new model in a single line. The inserted model instance will be returned to you from the method. However, before doing so, you will need to specify either a fillable or guarded attribute on the model, as all Eloquent models protect against mass-assignment by default.

So, to get started, you should define which model attributes you want to make mass assignable. You may do this using the $fillable property on the model. For example, let's make the name attribute of our Flight model mass assignable:

<?php

namespace App;

use Illuminate\Database\Eloquent\Model;

class Flight extends Model

{

/\*\*

\* The attributes that are mass assignable.

\*

\* @var array

\*/

protected $fillable = ['name'];

}

Once we have made the attributes mass assignable, we can use the create method to insert a new record in the database. The create method returns the saved model instance:

$flight = App\Flight::create(['name' => 'Flight 10']);

If you already have a model instance, you may use the fill method to populate it with an array of attributes:

$flight->fill(['name' => 'Flight 22']);

Szóval, a post.php-ban (App->providers->post.php) megnevezzük, hogy mik a fillable mezők:

class Post extends Model

{

//

protected $fillable = ["name", "content", "user\_id"];

}

és ehelyett:

public function store(Request $request)

{

//

$name = $request -> name;

$content = $request -> content;

$post = new Post();

$post -> name = $name;

$post -> content = $content;

$post -> user\_id = $user\_id;

$post -> save();

return redirect(action("PostController@index"));

}

írhatjuk ezt:

public function store(Request $request)

{

$post = Post::create([

"name" => $name,

"content" => $content,

"user\_id" => $user\_id,

]);

return redirect(action("PostController@index"));

}

És hogy legyen is mit megmutatni, a views/post folderbe csinálunk egy show.blade.php file-t ezzel a tartalommal:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Blog</title>

</head>

<body>

<h1>{{$post->name}}</h1>

<ul>

<p>{{$post->content}}</p>

</ul>

<a href="{{ action ("PostController@index")}}">back to index</a>

</body>

</html>

Adding Bootstrap to the project.

First download it.

<http://getbootstrap.com/getting-started/#download>

Nem kell unzippelni, három folder van benne, ezeket kimásolom, a public folderbe.

Ezek után

az index.blade.php-be

<link rel="stylesheet" type="text/css" href="{{ asset ('css/bootstrap.css') }}">

Ez az asset method az absolute urlt megcsinálta nekem.

A képeknél is ezt az asset methodot kell használni!

Authentication

cmd line-ba beírni:

php artisan make:auth

Ettől lesz egy új function a web.php-ban.

Ez:

Auth::routes();

És multiple controllers (forgot password, login etc) és views (passwords etc).

Összerakni oldalakat:

views alatt csinálok egy layout.blade.php –t

amiben sorban hívom az oldal részeit és itt van a HTML struktúra is:

<!doctype **html**>  
<**html lang="en"**>  
<**head**>  
 <**meta charset="UTF-8"**>  
 <**meta name="viewport"  
 content="width=device-width, user-scalable=no, initial-scale=1.0, maximum-scale=1.0, minimum-scale=1.0"**>  
 <**meta http-equiv="X-UA-Compatible" content="ie=edge"**>  
 <**title**>**@yield("title")**</**title**>  
</**head**>  
<**body**>  
  
**@include("header")**;

**@include("navigation")**;  
  
<**class class="container"**>  
 **@yield("main-content")**;  
</**class**>  
  
**@include("footer")**;  
  
<**script  
 src="http://code.jquery.com/jquery-3.1.1.min.js"  
 integrity="sha256-hVVnYaiADRTO2PzUGmuLJr8BLUSjGIZsDYGmIJLv2b8="  
 crossorigin="anonymous"**></**script**>  
  
</**body**>  
</**html**>

Hogy ez működjön, meg kell csinálni ezeket az oldalakat.

navigation.blade.php

stb

szintén a views folderben és ezek tartalmazzák a szükséges HTML kódot.

Ez a rész meg mindig behívja az aktuális oldal tartalmát.

pl navigation.blade.php:

<**a href="#"**>About</**a**>  
<**a href="#"**>Contact</**a**>

A @yield title és a main-content meg innen jön:

**@extends("layout")  
  
@section("title"**, **"My homepage")  
  
@section("main-content")**<**h1**>This is my blog</**h1**>  
  
<**ul**>  
 **@foreach(**$posts **as** $post**)** <**li**>  
 <**a href="**{{ action (**"PostController@show"**, [$post->**id**]) }}**"**>{{$post->**title**}}</**a**>  
 </**li**>  
 **@endforeach**</**ul**>  
  
**@endsection**

Minden oldal úgy kezdődik, hogy extends layout (kivéve a navigation meg a footer, mert az a layoutban már benne van és akkor kétszer hívná).

Az oldal tetején ezt is megadom:

**@section("title"**, **"My homepage")**

title azt jelenti, hogy a HTML melyik része, a második pedig, hogy az a rész mi legyen.

Így tudja a layout, hogy ezen az oldalon a title homepage

<**title**>**@yield("title")**</**title**>

És minden oldalon a lényeget becsomagolom „main-content” sectionbe:

**@section("main-content")**<**h1**>This is my blog</**h1**>  
  
<**ul**>  
 **@foreach(**$posts **as** $post**)** <**li**>  
 <**a href="**{{ action (**"PostController@show"**, [$post->**id**]) }}**"**>{{$post->**title**}}</**a**>  
 </**li**>  
 **@endforeach**</**ul**>  
  
**@endsection**

Innen tudja a layout, hogy ezt kell megmutatni:

<**class class="container"**>  
 **@yield("main-content")**;  
</**class**>

Ezn logika alapján a show.blade.php-t is ki lehet erre javítani:

**@extends("layout")  
  
@section("title"**, **"Individual posts")  
  
@section("main-content")**<**h1**>{{$post->**title**}}</**h1**>  
<**ul**>  
 <**p**>{{$post->**content**}}</**p**>  
</**ul**>  
  
<**a href="**{{ action (**"PostController@index"**)}}**"**>Back to main page</**a**>  
  
**@endsection**