Spring Core, Maven & JPA Mandatory Hands-on Exercise:

## Exercise 1: Configuring a Basic Spring Application

### Code:

import org.springframework.context.annotation.\*;  
  
@Configuration  
class AppConfig {  
 @Bean  
 public MessageService messageService() {  
 return new MessageService();  
 }  
}  
  
class MessageService {  
 public String getMessage() {  
 return "Hello, Spring!";  
 }  
}  
  
public class SpringApp {  
 public static void main(String[] args) {  
 AnnotationConfigApplicationContext context = new AnnotationConfigApplicationContext(AppConfig.class);  
 MessageService service = context.getBean(MessageService.class);  
 System.out.println(service.getMessage());  
 context.close();  
 }  
}

### Expected Output:
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## Exercise 2: Implementing Dependency Injection

### Code:

import org.springframework.context.annotation.\*;  
  
interface GreetingService {  
 String greet();  
}  
  
class HelloService implements GreetingService {  
 public String greet() {  
 return "Hello from HelloService!";  
 }  
}  
  
@Configuration  
class DIConfig {  
 @Bean  
 public GreetingService greetingService() {  
 return new HelloService();  
 }  
}  
  
public class DIApp {  
 public static void main(String[] args) {  
 AnnotationConfigApplicationContext context = new AnnotationConfigApplicationContext(DIConfig.class);  
 GreetingService service = context.getBean(GreetingService.class);  
 System.out.println(service.greet());  
 context.close();  
 }  
}

### Expected Output:
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## Exercise 4: Creating and Configuring a Maven Project

### Code:

### pom.xml:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>spring-core-app</artifactId>

<version>1.0</version>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-context</artifactId>

<version>6.1.3</version>

</dependency>

</dependencies>

</project>

### AppConfig.java:

import org.springframework.context.annotation.\*;

@Configuration

public class AppConfig {

@Bean

public MessageService messageService() {

return new MessageService();

}

}

### MessageService.java:

public class MessageService {

public String getMessage() {

return "Maven Spring Project Working!";

}

}

### MainApp.java:

import org.springframework.context.annotation.\*;

public class MainApp {

public static void main(String[] args) {

AnnotationConfigApplicationContext context = new AnnotationConfigApplicationContext(AppConfig.class);

MessageService service = context.getBean(MessageService.class);

System.out.println(service.getMessage());

context.close();

}

}

### Expected Output:
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## Spring Data JPA - Quick Example

### Code:

import jakarta.persistence.\*;  
import org.springframework.boot.\*;  
import org.springframework.boot.autoconfigure.\*;  
import org.springframework.data.jpa.repository.\*;  
  
@Entity  
class User {  
 @Id @GeneratedValue  
 private Long id;  
 private String name;  
}  
  
interface UserRepository extends JpaRepository<User, Long> {}  
  
@SpringBootApplication  
public class JpaQuickExampleApp {  
 public static void main(String[] args) {  
 ConfigurableApplicationContext context = SpringApplication.run(JpaQuickExampleApp.class, args);  
 UserRepository repo = context.getBean(UserRepository.class);  
 repo.save(new User(null, "Alice"));  
 System.out.println("User saved!");  
 }  
}

### Expected Output:
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## Difference Between JPA, Hibernate and Spring Data JPA

|  |  |  |  |
| --- | --- | --- | --- |
| Aspect | JPA | Hibernate | Spring Data JPA |
| Type | Specification (interface-based) | Implementation of JPA | Abstraction layer over JPA & Hibernate |
| Provided By | Java EE / Jakarta EE | Red Hat | Spring Framework |
| Purpose | Define how to manage relational data | Implements all JPA features + extras | Simplifies repository-based CRUD and queries |
| Code Required | More boilerplate | Less than JPA, still needs EntityManager | Very minimal (just extend JpaRepository) |
| Entity Management | Manual via EntityManager | Uses Session or EntityManager | Automatic with Spring context |
| Query Support | JPQL | JPQL + native SQL + Criteria + HQL | Derived queries, JPQL, native SQL, etc. |
| Setup Complexity | Medium | Medium | Easiest (auto-configured in Spring Boot) |
| Use Case | Standard interface needed | Full control and features | Rapid development with minimal code |

Additional Important Hands-on:

## Exercise 5: Configuring the Spring IoC Container

### Code:

@Configuration  
class AppConfig {  
 @Bean  
 public MessageService messageService() {  
 return new MessageService();  
 }  
}  
  
class MessageService {  
 public String getMessage() {  
 return "Spring IoC Container Configured!";  
 }  
}  
  
public class MainApp {  
 public static void main(String[] args) {  
 AnnotationConfigApplicationContext context = new AnnotationConfigApplicationContext(AppConfig.class);  
 MessageService service = context.getBean(MessageService.class);  
 System.out.println(service.getMessage());  
 context.close();  
 }  
}

### Expected Output:

![](data:image/png;base64,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)

## Exercise 7: Implementing Constructor and Setter Injection

### Code:

class Service {  
 private String message;  
 public Service(String message) { this.message = message; }  
 public void setMessage(String message) { this.message = message; }  
 public String getMessage() { return message; }  
}  
  
@Configuration  
class AppConfig {  
 @Bean  
 public Service service() {  
 Service s = new Service("Injected via Constructor");  
 s.setMessage("Modified via Setter");  
 return s;  
 }  
}

### Expected Output:
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## Exercise 9: Creating a Spring Boot Application

### Code:

@SpringBootApplication  
public class SpringBootApp {  
 public static void main(String[] args) {  
 SpringApplication.run(SpringBootApp.class, args);  
 }  
}

### Expected Output:
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## Implement services for managing Country

### Code:

@Service  
public class CountryService {  
 private Map<String, String> countries = Map.of("IN", "India", "US", "USA");  
  
 public String getCountry(String code) {  
 return countries.getOrDefault(code, "Unknown");  
 }  
}

### Expected Output:
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## Find a country based on country code

### Code:

@RestController  
class CountryController {  
 @Autowired  
 private CountryService service;  
  
 @GetMapping("/country/{code}")  
 public String getCountry(@PathVariable String code) {  
 return service.getCountry(code);  
 }  
}

### Expected Output:
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## Add a new country

### Code:

@PostMapping("/country")  
public ResponseEntity<String> addCountry(@RequestParam String code, @RequestParam String name) {  
 // logic to add country  
 return ResponseEntity.ok("Country added");  
}

### Expected Output:
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## Demonstrate implementation of Query Methods feature of Spring Data JPA

### Code:

interface CountryRepository extends JpaRepository<Country, String> {  
 Country findByName(String name);  
}

### Expected Output:
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## Demonstrate implementation of O/R Mapping

### Code:

@Entity  
class Country {  
 @Id private String code;  
 private String name;   
}

### Expected Output:
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## Demonstrate writing Hibernate Query Language and Native Query

## Code:

@Query("SELECT c FROM Country c WHERE c.name = ?1")  
Country findByNameHQL(String name);  
  
@Query(value = "SELECT \* FROM country WHERE name = ?1", nativeQuery = true)  
Country findByNameNative(String name);

### Expected Output: