**Python**

**1) What is Python?**

Python is a high-level, interpreted, interactive and object-oriented scripting language. Python is designed to be highly readable. It uses English keywords frequently where as other languages use punctuation, and it has fewer syntactical constructions than other languages.

**2) Name some of the features of Python.**

Following are some of the salient features of python ?

**3) What is the purpose of PYTHONPATH environment variable?**

PYTHONPATH - It has a role similar to PATH. This variable tells the Python interpreter where to locate the module files imported into a program. It should include the Python source library directory and the directories containing Python source code. PYTHONPATH is sometimes preset by the Python installer.

**4) What is the purpose of PYTHONSTARTUP environment variable?**

PYTHONSTARTUP - It contains the path of an initialization file containing Python source code. It is executed every time you start the interpreter. It is named as .pythonrc.py in Unix and it contains commands that load utilities or modify PYTHONPATH.

**5) What is the purpose of PYTHONCASEOK environment variable?**

PYTHONCASEOK ? It is used in Windows to instruct Python to find the first case-insensitive match in an import statement. Set this variable to any value to activate it.

**6) What is the purpose of PYTHONHOME environment variable?**

PYTHONHOME ? It is an alternative module search path. It is usually embedded in the PYTHONSTARTUP or PYTHONPATH directories to make switching module libraries easy.

**7) Is python a case sensitive language?**

Yes! Python is a case sensitive programming language.

**8) What are the supported data types in Python?**

Python has five standard data types ?

**9) What is the output of print str if str = 'Hello World!'?**

It will print complete string. Output would be Hello World!.

**10) What is the output of print str[0] if str = 'Hello World!'?**

It will print first character of the string. Output would be H.

**11) What is the output of print str[2:5] if str = 'Hello World!'?**

It will print characters starting from 3rd to 5th. Output would be llo.

**12) What is the output of print str[2:] if str = 'Hello World!'?**

It will print characters starting from 3rd character. Output would be llo World!.

**13) What is the output of print str \* 2 if str = 'Hello World!'?**

It will print string two times. Output would be Hello World!Hello World!.

**14) What is the output of print str + "TEST" if str = 'Hello World!'?**

It will print concatenated string. Output would be Hello World!TEST.

**15) What is the output of print list if list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]?**

It will print complete list. Output would be ['abcd', 786, 2.23, 'john', 70.200000000000003].

**16) What is the output of print list[0] if list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]?**

It will print first element of the list. Output would be abcd.

**17) What is the output of print list[1:3] if list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]?**

It will print elements starting from 2nd till 3rd. Output would be [786, 2.23].

**18) What is the output of print list[2:] if list = [ 'abcd', 786 , 2.23, 'john', 70.2 ]?**

It will print elements starting from 3rd element. Output would be [2.23, 'john', 70.200000000000003].

**19) What is the output of print tinylist \* 2 if tinylist = [123, 'john']?**

It will print list two times. Output would be [123, 'john', 123, 'john'].

**20) What is the output of print list + tinylist \* 2 if list = [ 'abcd', 786 , 2.23, 'john', 70.2 ] and tinylist = [123, 'john']?**

It will print concatenated lists. Output would be ['abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john'].

**21) What are tuples in Python?**

A tuple is another sequence data type that is similar to the list. A tuple consists of a number of values separated by commas. Unlike lists, however, tuples are enclosed within parentheses.

**22) What is the difference between tuples and lists in Python?**

The main differences between lists and tuples are ? Lists are enclosed in brackets ( [ ] ) and their elements and size can be changed, while tuples are enclosed in parentheses ( ( ) ) and cannot be updated. Tuples can be thought of as read-only lists.

**23) What is the output of print tuple if tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )?**

It will print complete tuple. Output would be ('abcd', 786, 2.23, 'john', 70.200000000000003).

**24) What is the output of print tuple[0] if tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )?**

It will print first element of the tuple. Output would be abcd.

**25) What is the output of print tuple[1:3] if tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )?**

It will print elements starting from 2nd till 3rd. Output would be (786, 2.23).

**26) What is the output of print tuple[2:] if tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 )?**

It will print elements starting from 3rd element. Output would be (2.23, 'john', 70.200000000000003).

**27) What is the output of print tinytuple \* 2 if tinytuple = (123, 'john')?**

It will print tuple two times. Output would be (123, 'john', 123, 'john').

**28) What is the output of print tuple + tinytuple if tuple = ( 'abcd', 786 , 2.23, 'john', 70.2 ) and tinytuple = (123, 'john')?**

It will print concatenated tuples. Output would be ('abcd', 786, 2.23, 'john', 70.200000000000003, 123, 'john').

**29) What are Python's dictionaries?**

Python's **dictionaries** are kind of hash table type. They work like associative arrays or hashes found in Perl and consist of key-value pairs. A dictionary key can be almost any Python type, but are usually numbers or strings. Values, on the other hand, can be any arbitrary Python object.

**30) How will you create a dictionary in python?**

Dictionaries are enclosed by curly braces ({ }) and values can be assigned and accessed using square braces ([]).

**31) How will you get all the keys from the dictionary?**

Using dictionary.keys() function, we can get all the keys from the dictionary object.

**32) How will you get all the values from the dictionary?**

Using dictionary.values() function, we can get all the values from the dictionary object.

**33) How will you convert a string to an int in python?**

int(x [,base]) - Converts x to an integer. base specifies the base if x is a string.

**34) How will you convert a string to a long in python?**

long(x [,base] ) - Converts x to a long integer. base specifies the base if x is a string.

**35) How will you convert a string to a float in python?**

float(x) ? Converts x to a floating-point number.

**36) How will you convert a object to a string in python?**

str(x) ? Converts object x to a string representation.

**37) How will you convert a object to a regular expression in python?**

repr(x) ? Converts object x to an expression string.

**38) How will you convert a String to an object in python?**

eval(str) ? Evaluates a string and returns an object.

**39) How will you convert a string to a tuple in python?**

tuple(s) ? Converts s to a tuple.

**40) How will you convert a string to a list in python?**

list(s) ? Converts s to a list.

**41) How will you convert a string to a set in python?**

set(s) ? Converts s to a set.

**42) How will you create a dictionary using tuples in python?**

dict(d) ? Creates a dictionary. d must be a sequence of (key,value) tuples.

**43) How will you convert a string to a frozen set in python?**

frozenset(s) ? Converts s to a frozen set.

**44) How will you convert an integer to a character in python?**

chr(x) ? Converts an integer to a character.

**45) How will you convert an integer to an unicode character in python?**

unichr(x) ? Converts an integer to a Unicode character.

**46) How will you convert a single character to its integer value in python?**

ord(x) ? Converts a single character to its integer value.

**47) How will you convert an integer to hexadecimal string in python?**

hex(x) ? Converts an integer to a hexadecimal string.

**48) How will you convert an integer to octal string in python?**

oct(x) ? Converts an integer to an octal string.

**49) What is the purpose of \*\* operator?**

\*\* Exponent ? Performs exponential (power) calculation on operators. a\*\*b = 10 to the power 20 if a = 10 and b = 20.

**50) What is the purpose of // operator?**

// Floor Division ? The division of operands where the result is the quotient in which the digits after the decimal point are removed.

**51) What is the purpose of is operator?**

is ? Evaluates to true if the variables on either side of the operator point to the same object and false otherwise. x is y, here is results in 1 if id(x) equals id(y).

**52) What is the purpose of not in operator?**

not in ? Evaluates to true if it does not finds a variable in the specified sequence and false otherwise. x not in y, here not in results in a 1 if x is not a member of sequence y.

**53) What is the purpose break statement in python?**

break statement ? Terminates the loop statement and transfers execution to the statement immediately following the loop.

**54) What is the purpose continue statement in python?**

continue statement ? Causes the loop to skip the remainder of its body and immediately retest its condition prior to reiterating.

**55) What is the purpose pass statement in python?**

pass statement ? The pass statement in Python is used when a statement is required syntactically but you do not want any command or code to execute.

**56) How can you pick a random item from a list or tuple?**

choice(seq) ? Returns a random item from a list, tuple, or string.

**57) How can you pick a random item from a range?**

randrange ([start,] stop [,step]) ? returns a randomly selected element from range(start, stop, step).

**58) How can you get a random number in python?**

random() ? returns a random float r, such that 0 is less than or equal to r and r is less than 1.

**59) How will you set the starting value in generating random numbers?**

seed([x]) ? Sets the integer starting value used in generating random numbers. Call this function before calling any other random module function. Returns None.

**60) How will you randomizes the items of a list in place?**

shuffle(lst) ? Randomizes the items of a list in place. Returns None.

**61) How will you capitalizes first letter of string?**

capitalize() ? Capitalizes first letter of string.

**62) How will you check in a string that all characters are alphanumeric?**

isalnum() ? Returns true if string has at least 1 character and all characters are alphanumeric and false otherwise.

**63) How will you check in a string that all characters are digits?**

isdigit() ? Returns true if string contains only digits and false otherwise.

**64) How will you check in a string that all characters are in lowercase?**

islower() ? Returns true if string has at least 1 cased character and all cased characters are in lowercase and false otherwise.

**65) How will you check in a string that all characters are numerics?**

isnumeric() ? Returns true if a unicode string contains only numeric characters and false otherwise.

**66) How will you check in a string that all characters are whitespaces?**

isspace() ? Returns true if string contains only whitespace characters and false otherwise.

**67) How will you check in a string that it is properly titlecased?**

istitle() ? Returns true if string is properly "titlecased" and false otherwise.

**68) How will you check in a string that all characters are in uppercase?**

isupper() ? Returns true if string has at least one cased character and all cased characters are in uppercase and false otherwise.

**69) How will you merge elements in a sequence?**

join(seq) ? Merges (concatenates) the string representations of elements in sequence seq into a string, with separator string.

**70) How will you get the length of the string?**

len(string) ? Returns the length of the string.

**71) How will you get a space-padded string with the original string left-justified to a total of width columns?**

ljust(width[, fillchar]) ? Returns a space-padded string with the original string left-justified to a total of width columns.

**72) How will you convert a string to all lowercase?**

lower() ? Converts all uppercase letters in string to lowercase.

**73) How will you remove all leading whitespace in string?**

lstrip() ? Removes all leading whitespace in string.

**74) How will you get the max alphabetical character from the string?**

max(str) ? Returns the max alphabetical character from the string str.

**75) How will you get the min alphabetical character from the string?**

min(str) ? Returns the min alphabetical character from the string str.

**76) How will you replaces all occurrences of old substring in string with new string?**

replace(old, new [, max]) ? Replaces all occurrences of old in string with new or at most max occurrences if max given.

**77) How will you remove all leading and trailing whitespace in string?**

strip([chars]) ? Performs both lstrip() and rstrip() on string.

**78) How will you change case for all letters in string?**

swapcase() ? Inverts case for all letters in string.

**79) How will you get titlecased version of string?**

title() ? Returns "titlecased" version of string, that is, all words begin with uppercase and the rest are lowercase.

**80) How will you convert a string to all uppercase?**

upper() ? Converts all lowercase letters in string to uppercase.

**81) How will you check in a string that all characters are decimal?**

isdecimal() ? Returns true if a unicode string contains only decimal characters and false otherwise.

**82) What is the difference between del() and remove() methods of list?**

To remove a list element, you can use either the del statement if you know exactly which element(s) you are deleting or the remove() method if you do not know.

**83) What is the output of len([1, 2, 3])?**

3.

**84) What is the output of [1, 2, 3] + [4, 5, 6]?**

[1, 2, 3, 4, 5, 6]

**85) What is the output of ['Hi!'] \* 4?**

['Hi!', 'Hi!', 'Hi!', 'Hi!']

**86) What is the output of 3 in [1, 2, 3]?**

True

**87) What is the output of for x in [1, 2, 3]: print x?**

1 2 3

**88) What is the output of L[2] if L = [1,2,3]?**

3, Offsets start at zero.

**89) What is the output of L[-2] if L = [1,2,3]?**

1, Negative: count from the right.

**90) What is the output of L[1:] if L = [1,2,3]?**

2, 3, Slicing fetches sections.

**91) How will you compare two lists?**

cmp(list1, list2) ? Compares elements of both lists.

**92) How will you get the length of a list?**

len(list) ? Gives the total length of the list.

**93) How will you get the max valued item of a list?**

max(list) ? Returns item from the list with max value.

**94) How will you get the min valued item of a list?**

min(list) ? Returns item from the list with min value.

**95) How will you get the index of an object in a list?**

list.index(obj) ? Returns the lowest index in list that obj appears.

**96) How will you insert an object at given index in a list?**

list.insert(index, obj) ? Inserts object obj into list at offset index.

**97) How will you remove last object from a list?**

list.pop(obj=list[-1]) ? Removes and returns last object or obj from list.

**98) How will you remove an object from a list?**

list.remove(obj) ? Removes object obj from list.

**99) How will you reverse a list?**

list.reverse() ? Reverses objects of list in place.

**100) How will you sort a list?**

list.sort([func]) ? Sorts objects of list, use compare func if given.

**101) What is lambda function in python?**

‘lambda’ is a keyword in python which creates an anonymous function. Lambda does not contain block of statements. It does not contain return statements.

**102) What we call a function which is incomplete version of a function?**

Stub.

**103) When a function is defined then the system stores parameters and local variables in an area of memory. What this memory is known as?**

Stack.

**104) A canvas can have a foreground color? (Yes/No)**

Yes.

**105) Is Python platform independent?**

No

106) Do you think Python has a complier?

Yes

**107) What are the applications of Python?**

Django (Web framework of Python).

**108) What is the basic difference between Python version 2 and Python version 3?**

Table below explains the difference between Python version 2 and Python version 3.

**109) Which programming Language is an implementation of Python programming language designed to run on Java Platform?**

Jython

**110) Is there any double data type in Python?**

No

**111) Is String in Python are immutable? (Yes/No)**

Yes.

**112) Can True = False be possible in Python?**

No.

**113) Which module of python is used to apply the methods related to OS.?**

OS.

**114) When does a new block begin in python?**

A block begins when the line is intended by 4 spaces.

**115) Write a function in python which detects whether the given two strings are anagrams or not.**

def check(a,b):

if(len(a)!=len(b)):

return False

else:

if(sorted(list(a)) == sorted(list(b))):

return True

else:

return False

**116) Name the python Library used for Machine learning.**

Scikit-learn python Library used for Machine learning

**117) What does pass operation do?**

Pass indicates that nothing is to be done i.e. it signifies a no operation.

**118) Name the tools which python uses to find bugs (if any).**

Pylint and pychecker.

**119) Write a function to give the sum of all the numbers in list?**

**Sample list ? (100, 200, 300, 400, 0, 500)**

**Expected output ? 1500**

Program for sum of all the numbers in list is:

def sum(numbers):

total = 0

for num in numbers:

total+=num

print(''Sum of the numbers: '', total)

sum((100, 200, 300, 400, 0, 500))

We define a function ‘sum’ with numbers as parameter. The in for loop we store the sum of all the values of list.

**120) Write a program in Python to reverse a string without using inbuilt function reverse string?**

Program to reverse a string in given below –

def string\_reverse(str1):

rev\_str = ' '

index = len(str1) #defining index as length of string.

while(index>0):

rev\_str = rev\_str + str1[index-1]

index = index-1

return(rev\_str)

print(string\_reverse('1tniop'))

First we declare a variable to store the reverse string. Then using while loop and indexing of string (index is calculated by string length) we reverse the string. While loop starts when index is greater than zero. Index is reduced to value 1 each time. When index reaches zero we obtain the reverse of string.

**121) Write a program to test whether the number is in the defined range or not?**

Program is-

def test\_range(num):

if num in range(0, 101):

print(''%s is in range''%str(num))

else:

print(''%s is not in range''%str(num))

Output − test\_range(101)

101 is not in the range

To test any number in a particular range we make use of the method ‘if..in’ and else condition.

**122) Write a program to calculate number of upper case letters and number of lower case letters?**

**Test on String: ''Tutorials POINT''**

Program is –

def string\_test(s):

a = { ''Lower\_Case'':0 , ''Upper\_Case'':0} #intiail count of lower and upper

for ch in s: #for loop

if(ch.islower()): #if-elif-else condition

a[''Lower\_Case''] = a[''Lower\_Case''] + 1

elif(ch.isupper()):

a[''Upper\_Case''] = a [''Upper\_Case''] + 1

else:

pass

print(''String in testing is: '',s) #printing the statements.

print(''Number of Lower Case characters in String: '',a[''Lower\_Case''])

print(''Number of Upper Case characters in String: '',a[''Upper\_Case''])

Output − string\_test(''Tutorials POINT'')

String in testing is: Tutorials POINT

Number of Lower Case characters in String: 8

Number of Upper Case characters in String: 6

We make use of the methods .islower() and .isupper(). We initialise the count for lower and upper. Using if and else condition we calculate total number of lower and upper case characters.

**Q1. What is the difference between list and tuples?**

|  |  |
| --- | --- |
| **LIST** | **TUPLES** |
| Lists are mutable i.e they can be edited. | Tuples are immutable (tuples are lists which can’t be edited). |
| Lists are slower than tuples. | Tuples are faster than list. |
| Syntax: list\_1 = [10, ‘Chelsea’, 20] | Syntax: tup\_1 = (10, ‘Chelsea’ , 20) |

**Q2. What are the key features of Python?**

* Python is an **interpreted** language. That means that, unlike languages like *C* and its variants, Python does not need to be compiled before it is run. Other interpreted languages include *PHP* and *Ruby*.
* Python is **dynamically typed**; this means that you don’t need to state the types of variables when you declare them or anything like that. You can do things like x=111 and then x="I'm a string" without error
* Python is well suited to **object orientated programming** in that it allows the definition of classes along with composition and inheritance. Python does not have access specifiers (like C++’s public, private), the justification for this point is given as “we are all adults here”
* In Python, **functions** are**first-class objects**. This means that they can be assigned to variables, returned from other functions and passed into functions. Classes are also first class objects
* **Writing Python code is quick** but running it is often slower than compiled languages. Fortunately Python allows the inclusion of C based extensions so bottlenecks can be optimized away and often are. The numpy package is a good example of this, it’s really quite quick because a lot of the number crunching it does isn’t actually done by Python
* Python finds **use in many spheres** – web applications, automation, scientific modelling, big data applications and many more. It’s also often used as “glue” code to get other languages and components to play nice.

**Q3. What is the difference between deep and shallow copy?**

**Ans:***Shallow copy* is used when a new instance type gets created and it keeps the values that are copied in the new instance. Shallow copy is used to copy the reference pointers just like it copies the values. These references point to the original objects and the changes made in any member of the class will also affect the original copy of it. Shallow copy allows faster execution of the program and it depends on the size of the data that is used.

*Deep copy* is used to store the values that are already copied. Deep copy doesn’t copy the reference pointers to the objects. It makes the reference to an object and the new object that is pointed by some other object gets stored. The changes made in the original copy won’t affect any other copy that uses the object. Deep copy makes execution of the program slower due to making certain copies for each object that is been called.

**Q4. How is Multithreading achieved in Python?**

**Ans**:

1. Python has a multi-threading package but if you want to multi-thread to speed your code up.
2. Python has a construct called the Global Interpreter Lock (GIL). The GIL makes sure that only one of your ‘threads’ can execute at any one time. A thread acquires the GIL, does a little work, then passes the GIL onto the next thread.
3. This happens very quickly so to the human eye it may seem like your threads are executing in parallel, but they are really just taking turns using the same CPU core.
4. All this GIL passing adds overhead to execution. This means that if you want to make your code run faster than using the threading package often isn’t a good idea.

**Q5. How can the ternary operators be used in python?**

**Ans:** The Ternary operator is the operator that is used to show the conditional statements. This consists of the true or false values with a statement that has to be evaluated for it.

Syntax: The Ternary operator will be given as:

**[on\_true] if [expression] else [on\_false]x, y = 25, 50big = x if x < y else y**

Example: The expression gets evaluated like if x<y else y, in this case if x<y is true then the value is returned as big=x and if it is incorrect then big=y will be sent as a result.

**Q6. How is memory managed in Python?**

**Ans:**

1. Python memory is managed by Python private heap space. All Python objects and data structures are located in a private heap. The programmer does not have an access to this private heap and interpreter takes care of this Python private heap.
2. The allocation of Python heap space for Python objects is done by Python memory manager. The core API gives access to some tools for the programmer to code.
3. Python also have an inbuilt garbage collector, which recycle all the unused memory and frees the memory and makes it available to the heap space.

**Q7. Explain Inheritance in Python with an example.**

**Ans:** Inheritance allows One class to gain all the members(say attributes and methods) of another class. Inheritance provides code reusability, makes it easier to create and maintain an application. The class from which we are inheriting is called super-class and the class that is inherited is called a derived / child class.

They are different types of inheritance supported by Python:

1. Single Inheritance – where a derived class acquires the members of a single super class.
2. Multi-level inheritance – a derived class d1 in inherited from base class base1, and d2 is inherited from base2.
3. Hierarchical inheritance – from one base class you can inherit any number of child classes
4. Multiple inheritance – a derived class is inherited from more than one base class.

**Q8. Explain what Flask is and its benefits?**

**Ans:** Flask is a web micro framework for Python based on “Werkzeug, Jinja2 and good intentions” BSD license. Werkzeug and Jinja2 are two of its dependencies. This means it will have little to no dependencies on external libraries.  It makes the framework light while there is little dependency to update and less security bugs.

A session basically allows you to remember information from one request to another. In a flask, a session uses a signed cookie so the user can look at the session contents and modify. The user can modify the session if only it has the secret key Flask.secret\_key.

**Q9. What is the usage of help() and dir() function in Python?**

Ans: Help() and dir() both functions are accessible from the Python interpreter and used for viewing a consolidated dump of built-in functions.

1. Help() function: The help() function is used to display the documentation string and also facilitates you to see the help related to modules, keywords, attributes, etc.
2. Dir() function: The dir() function is used to display the defined symbols.

**Q10. Whenever Python exits, why isn’t all the memory de-allocated?**

**Ans:**

1. Whenever Python exits, especially those Python modules which are having circular references to other objects or the objects that are referenced from the global namespaces are not always de-allocated or freed.
2. It is impossible to de-allocate those portions of memory that are reserved by the C library.
3. On exit, because of having its own efficient clean up mechanism, Python would try to de-allocate/destroy every other object.

**Q11. What is dictionary in Python?**

Ans: The built-in datatypes in Python is called dictionary. It defines one-to-one relationship between keys and values. Dictionaries contain pair of keys and their corresponding values. Dictionaries are indexed by keys.

Let’s take an example: The following example contains some keys. Country, Capital & PM. Their corresponding values are India, Delhi and Modi respectively.

>>> dict={'Country':'India','Capital':'Delhi','PM':'Modi'}

>>> print dict[Country]

India

>>> print dict[Capital]

Delhi

>>> print dict[PM]

Modi

**Q12. What is monkey patching in Python?**

**Ans:** In Python, the term monkey patch only refers to dynamic modifications of a class or module at run-time.

Consider the below example:

# m.py

class MyClass:

def f(self):

print "f()"

We can then run the monkey-patch testing like this:

import m

def monkey\_f(self):

print "monkey\_f()"

m.MyClass.f = monkey\_f

obj = m.MyClass()

obj.f()

The output will be: monkey\_f()

As we can see, we did make some changes in the behavior of*f()* in *MyClass*using the function we defined, *monkey\_f()*, outside of the module *m*.

**Q13. What does this mean: \*args, \*\*kwargs? And why would we use it?**

Ans: We use \*args when we aren’t sure how many arguments are going to be passed to a function, or if we want to pass a stored list or tuple of arguments to a function. \*\*kwargsis used when we don’t know how many keyword arguments will be passed to a function, or it can be used to pass the values of a dictionary as keyword arguments. The identifiers args and kwargs are a convention, you could also use \*bob and \*\*billy but that would not be wise.

**Q14. Write a one-liner that will count the number of capital letters in a file. Your code should work even if the file is too big to fit in memory.**

Ans:  Let us first write a multiple line solution and then convert it to one liner code.

|  |  |
| --- | --- |
| with open(SOME\_LARGE\_FILE) as fh:  count = 0  text = fh.read()  for character in text:      if character.isupper():  count += 1 |  |

We will now try to transform this into a single line.

count sum(1 for line in fh for character in line if character.isupper())

**Q15. What are negative indexes and why are they used?**

Ans: The sequences in Python are indexed and it consists of the positive as well as negative numbers. The numbers that are positive uses ‘0’ that is uses as first index and ‘1’ as the second index and the process goes on like that.

The index for the negative number starts from ‘-1’ that represents the last index in the sequence and ‘-2’ as the penultimate index and the sequence carries forward like the positive number.

The negative index is used to remove any new-line spaces from the string and allow the string to except the last character that is given as S[:-1]. The negative index is also used to show the index to represent the string in correct order.

**Q16. How can you randomize the items of a list in place in Python?**

Ans: Consider the example shown below:

from random import shuffle

x = ['Keep', 'The', 'Blue', 'Flag', 'Flying', 'High']

shuffle(x)

print(x)

The output of the following code is as below.

['Flying', 'Keep', 'Blue', 'High', 'The', 'Flag']

**Q17. What is the process of compilation and linking in python?**

**Ans:** The compiling and linking allows the new extensions to be compiled properly without any error and the linking can be done only when it passes the compiled procedure. If the dynamic loading is used then it depends on the style that is being provided with the system. The python interpreter can be used to provide the dynamic loading of the configuration setup files and will rebuild the interpreter.

The steps that is required in this as:

1. Create a file with any name and in any language that is supported by the compiler of your system. For example file.c or file.cpp
2. Place this file in the Modules/ directory of the distribution which is getting used.
3. Add a line in the file Setup.local that is present in the Modules/ directory.
4. Run the file using spam file.o
5. After successful run of this rebuild the interpreter by using the make command on the top-level directory.
6. If the file is changed then run rebuildMakefile by using the command as ‘make Makefile’.

**Q18. Write a sorting algorithm for a numerical dataset in Python.**

**Ans:** The following code can be used to sort a list in Python:

list = ["1", "4", "0", "6", "9"]

list = [int(i) for i in list]

list.sort()

print (list)

**Q19. Looking at the below code, write down the final values of A0, A1, …An.**

A0 = dict(zip(('a','b','c','d','e'),(1,2,3,4,5)))

A1 = range(10)A2 = sorted([i for i in A1 if i in A0])

A3 = sorted([A0[s] for s in A0])

A4 = [i for i in A1 if i in A3]

A5 = {i:i\*i for i in A1}

A6 = [[i,i\*i] for i in A1]

print(A0,A1,A2,A3,A4,A5,A6)

**Ans:** The following will be the final outputs of A0, A1, … A6

A0 = {'a': 1, 'c': 3, 'b': 2, 'e': 5, 'd': 4} # the order may vary

A1 = range(0, 10)

A2 = []

A3 = [1, 2, 3, 4, 5]

A4 = [1, 2, 3, 4, 5]

A5 = {0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81}

A6 = [[0, 0], [1, 1], [2, 4], [3, 9], [4, 16], [5, 25], [6, 36], [7, 49], [8, 64], [9, 81]]

**Q20. Explain split(), sub(), subn() methods of “re” module in Python.**

**Ans:** To modify the strings, Python’s “re” module is providing 3 methods. They are:

* split() – uses a regex pattern to “split” a given string into a list.
* sub() – finds all substrings where the regex pattern matches and then replace them with a different string
* subn() – it is similar to sub() and also returns the new string along with the no. of replacements.

**Q21. How can you generate random numbers in Python?**

**Ans:** Random module is the standard module that is used to generate the random number. The method is defined as:

|  |  |
| --- | --- |
| 1  2 | import random  random.random |

The statement random.random() method return the floating point number that is in the range of [0, 1). The function generates the random float numbers. The methods that are used with the random class are the bound methods of the hidden instances. The instances of the Random can be done to show the multi-threading programs that creates different instance of individual threads. The other random generators that are used in this are:

1. randrange(a, b): it chooses an integer and define the range in-between [a, b). It returns the elements by selecting it randomly from the range that is specified. It doesn’t build a range object.
2. uniform(a, b): it chooses a floating point number that is defined in the range of [a,b).Iyt returns the floating point number
3. normalvariate(mean, sdev): it is used for the normal distribution where the mu is a mean and the sdev is a sigma that is used for standard deviation.
4. The Random class that is used and instantiated creates an independent multiple random number generators.

**Q22. What is the difference between range & xrange?**

**Ans:** For the most part, xrange and range are the exact same in terms of functionality. They both provide a way to generate a list of integers for you to use, however you please. The only difference is that range returns a Python list object and x range returns an xrange object.

This means that xrange doesn’t actually generate a static list at run-time like range does. It creates the values as you need them with a special technique called yielding. This technique is used with a type of object known as generators. That means that if you have a really gigantic range you’d like to generate a list for, say one billion, xrange is the function to use.

This is especially true if you have a really memory sensitive system such as a cell phone that you are working with, as range will use as much memory as it can to create your array of integers, which can result in a Memory Error and crash your program. It’s a memory hungry beast.

**Q23. What is pickling and unpickling?**

Ans: Pickle module accepts any Python object and converts it into a string representation and dumps it into a file by using dump function, this process is called pickling. While the process of retrieving original Python objects from the stored string representation is called unpickling.

**Q24. Mention the differences between Django, Pyramid and Flask.**

Ans:

* Flask is a “microframework” primarily build for a small application with simpler requirements. In flask, you have to use external libraries. Flask is ready to use.
* Pyramid is built for larger applications. It provides flexibility and lets the developer use the right tools for their project. The developer can choose the database, URL structure, templating style and more. Pyramid is heavy configurable.
* Django can also used for larger applications just like Pyramid. It includes an ORM.

**Q25. Discuss the Django architecture.**

Ans: Django MVT Pattern:
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**Figure:** Python Interview Questions – Django Architecture

**Q26. Explain how you can set up the Database in Django.**

**Ans:** You can use the command edit mysite/setting.py , it is a normal python module with module level representing Django settings.

Django uses SQLite by default; it is easy for Django users as such it won’t require any other type of installation. In the case your database choice is different that you have to the following keys in the DATABASE ‘default’ item to match your database connection settings.

* **Engines**: you can change database by using ‘django.db.backends.sqlite3’ , ‘django.db.backeneds.mysql’, ‘django.db.backends.postgresql\_psycopg2’, ‘django.db.backends.oracle’ and so on
* **Name**: The name of your database. In the case if you are using SQLite as your database, in that case database will be a file on your computer, Name should be a full absolute path, including file name of that file.
* If you are not choosing SQLite as your database then settings like Password, Host, User, etc. must be added.

Django uses SQLite as default database, it stores data as a single file in the filesystem. If you do have a database server—PostgreSQL, MySQL, Oracle, MSSQL—and want to use it rather than SQLite, then use your database’s administration tools to create a new database for your Django project. Either way, with your (empty) database in place, all that remains is to tell Django how to use it. This is where your project’s settings.py file comes in.

We will add the following lines of code to the *setting.py* file:

DATABASES = {

     'default': {

          'ENGINE' : 'django.db.backends.sqlite3',

          'NAME' : os.path.join(BASE\_DIR, 'db.sqlite3'),

     }

}

**Q27. Give an example how you can write a VIEW in Django?**

**Ans:** This is how we can use write a view in Django:

from django.http import HttpResponse

import datetime

def Current\_datetime(request):

     now = datetime.datetime.now()

     html = "<html><body>It is now %s</body></html>" % now

     return HttpResponse(html)

**Q28. Mention what the Django templates consists of.**

**Ans:** The template is a simple text file.  It can create any text-based format like XML, CSV, HTML, etc.  A template contains variables that get replaced with values when the template is evaluated and tags (% tag %) that controls the logic of the template.
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**Q29. Explain the use of session in Django framework?**

**Ans:** Django provides session that lets you store and retrieve data on a per-site-visitor basis. Django abstracts the process of sending and receiving cookies, by placing a session ID cookie on the client side, and storing all the related data on the server side.

![Django Framework - Python Interview Questions - Edureka](data:image/png;base64,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)**Figure:***Python Interview Questions – Django Framework*

So the data itself is not stored client side. This is nice from a security perspective.

**Q30. List out the inheritance styles in Django.**

Ans: In Django, there is three possible inheritance styles:

1. Abstract Base Classes: This style is used when you only wants parent’s class to hold information that you don’t want to type out for each child model.
2. Multi-table Inheritance: This style is used If you are sub-classing an existing model and need each model to have its own database table.
3. Proxy models: You can use this model, If you only want to modify the Python level behavior of the model, without changing the model’s fields.

**Web Scraping – Python Interview Questions**

**Q31. How To Save An Image Locally Using Python Whose URL Address I Already Know?**

**Ans:** We will use the following code to save an image locally from an URL address

import urllib.request

urllib.request.urlretrieve("URL", "local-filename.jpg")

**Q32. How can you Get the Google cache age of any URL or web page?**

**Ans**: Use the following URL format:

<http://webcache.googleusercontent.com/search?q=cache:URLGOESHERE>

Be sure to replace “URLGOESHERE” with the proper web address of the page or site whose cache you want to retrieve and see the time for. For example, to check the Google Webcache age of edureka.co you’d use the following URL: <http://webcache.googleusercontent.com/search?q=cache:edureka.co>

**Q33. You are required to scrap data from IMDb top 250 movies page. It should only have fields movie name, year, and rating.**

**Ans:** We will use the following lines of code:

from bs4 import BeautifulSoup

import requests

import sys

url = '<http://www.imdb.com/chart/top>'

response = requests.get(url)

soup = BeautifulSoup(response.text)

tr = soup.findChildren("tr")

tr = iter(tr)

next(tr)

for movie in tr:

title = movie.find('td', {'class': 'titleColumn'} ).find('a').contents[0]

year = movie.find('td', {'class': 'titleColumn'} ).find('span', {'class': 'secondaryInfo'}).contents[0]

rating = movie.find('td', {'class': 'ratingColumn imdbRating'} ).find('strong').contents[0]

row = title + ' - ' + year + ' ' + ' ' + rating

print(row)

The above code will help scrap data from IMDb’s top 250 list

**Data Analysis – Python Interview Questions**

**Q34. What is map function in Python?**

**Ans:** *map* function executes the function given as the first argument on all the elements of the iterable given as the second argument. If the function given takes in more than 1 arguments, then many iterables are given. #Follow the link to know more similar functions.

**Q35. How to get indices of N maximum values in a NumPy array?**

**Ans**: We can get the indices of N maximum values in a NumPy array using the below code:

import numpy as np

arr = np.array([1, 3, 2, 4, 5])

print(arr.argsort()[-3:][::-1])

Output - [ 4 3 1 ]

### Q36. How do you calculate percentiles with Python/ NumPy?

**Ans:** We can calculate percentiles with the following code

import numpy as np

a = np.array([1,2,3,4,5])

p = np.percentile(a, 50)  #Returns 50th percentile, e.g. median

print(p)

Output – 3

### Q37. What advantages do NumPy arrays offer over (nested) Python lists?

**Ans:**

1. Python’s lists are efficient general-purpose containers. They support (fairly) efficient insertion, deletion, appending, and concatenation, and Python’s list comprehensions make them easy to construct and manipulate.
2. They have certain limitations: they don’t support “vectorized” operations like elementwise addition and multiplication, and the fact that they can contain objects of differing types mean that Python must store type information for every element, and must execute type dispatching code when operating on each element.
3. NumPy is not just more efficient; it is also more convenient. You get a lot of vector and matrix operations for free, which sometimes allow one to avoid unnecessary work. And they are also efficiently implemented.
4. NumPy array is faster and You get a lot built in with NumPy, FFTs, convolutions, fast searching, basic statistics, linear algebra, histograms, etc.

### Q38. Explain the use of decorators.

**Ans:** Decorators in Python are used to modify or inject code in functions or classes. Using decorators, you can wrap a class or function method call so that a piece of code can be executed before or after the execution of the original code.

Decorators can be used to check for permissions, modify or track the arguments passed to a method, logging the calls to a specific method, etc.

### Q39. What is the difference between NumPy and SciPy?

### Ans:

1. In an ideal world, NumPy would contain nothing but the array data type and the most basic operations: indexing, sorting, reshaping, basic elementwise functions, et cetera.
2. All numerical code would reside in SciPy. However, one of NumPy’s important goals is compatibility, so NumPy tries to retain all features supported by either of its predecessors.
3. Thus NumPy contains some linear algebra functions, even though these more properly belong in SciPy. In any case, SciPy contains more fully-featured versions of the linear algebra modules, as well as many other numerical algorithms.
4. If you are doing scientific computing with python, you should probably install both NumPy and SciPy. Most new features belong in SciPy rather than NumPy.

### Q40. How do you make 3D plots/visualizations using NumPy/SciPy?

**Ans**: Like 2D plotting, 3D graphics is beyond the scope of NumPy and SciPy, but just as in the 2D case, packages exist that integrate with NumPy. Matplotlib provides basic 3D plotting in the mplot3d subpackage, whereas Mayavi provides a wide range of high-quality 3D visualization features, utilizing the powerful VTK engine.