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# Tasks Completed:

* We will be using the IMDB dataset from Stanford, we tried to explore some datasets from different websites but we did not get any other labelled datasets. We found something from cornell but the pre-processing for that dataset will take a lot of time because that is just a scraped dataset with a lot of unnecessary data.
* Then we have divided the dataset into train, test and validation datasets.
* There were some cleaning and preprocessing required in the dataset like removing stop words, adding sentence start and end symbols, converting a review into tokens etc.
* So far, we have created two models, one is CNN and the other is RNN, but training and testing is still left.
* Also, for validation part, we have scraped the the IMDB movie reviews from their website and we have scraped reviews for more than 100 movies.

|  |  |  |
| --- | --- | --- |
| S.N. | Task | Estimated Time (in hours) |
| 1 | Explore the datasets | 6 |
| 2 | Combine all the labelled datasets of movie reviews | 2 |
| 3 | Pre-processing on the dataset | 2 |
| 4 | Explore different Machine Learning and Deep Learning algos to create the classifier | 15 |
| 5 | Topic modelling on the whole dataset | 10 |
| 6 | Scrape the real time movie reviews for some movies for the evaluation from IMDB website | 5 |
| 7 | We will manually find the sentiment from the web for the above scraped movies for evaluation | 5 |
| 8 | Compute the error matrices | 4 |
| 9 | Testing and debugging | 6 |
| 10 | Create an API of the model | 5 |

# Data Overview

For this analysis We will be using the IMDB dataset from Stanford. This dataset of 50,000 movie reviews taken from IMDb.

The data is split evenly with 25k reviews intended for training and 25k for testing your classifier. Moreover, each set has 12.5k positive and 12.5k negative reviews. IMDb lets users rate movies on a scale from 1 to 10. To label these reviews the curator of the data labeled anything with ≤ 4 stars as negative and anything with ≥ 7 stars as positive. Reviews with 5 or 6 stars were left out

# Step 1: Download and Combine Movie Reviews

If you haven’t yet, go to [IMDb Reviews](http://ai.stanford.edu/~amaas/data/sentiment/) and click on “Large Movie Review Dataset v1.0”. Once that is complete you’ll have a file called aclImdb\_v1.tar.gz in your downloads folder.

**Shortcut:**If you want to get straight to the data analysis and/or aren’t super comfortable with the terminal, I’ve put a tar file of the final directory that this step creates here: [Merged Movie Data](https://github.com/aaronkub/machine-learning-examples/blob/master/imdb-sentiment-analysis/movie_data.tar.gz). Double clicking this file should be sufficient to unpack it (at least on a Mac), otherwise gunzip -c movie\_data.tar.gz | tar xopf — in a terminal will do it.

## **Unpacking and Merging**

Follow these steps or run the shell script here: [Preprocessing Script](https://github.com/aaronkub/machine-learning-examples/blob/master/imdb-sentiment-analysis/preprocess_reviews.sh)

1. Move the tar file to the directory where you want this data to be stored.
2. Open a terminal window and cd to the directory that you put aclImdb\_v1.tar.gz in.
3. gunzip -c aclImdb\_v1.tar.gz | tar xopf -
4. cd aclImdb && mkdir movie\_data
5. for split in train test; do for sentiment in pos neg; do for file in $split/$sentiment/\*; do cat $file >> movie\_data/full\_${split}.txt; echo >> movie\_data/full\_${split}.txt; done; done; done;

# Step 2: Creating classifier

# Step 3: Topic Modelling

# Step 4: Scrapper

IMDB data is most sought after when it comes to machine learning. People build recommendation systems, classifiers, and many other ML algorithms and tools on top of it. In this post, we will use Beautiful Soup to scrape data from IMDB.

First, we need to import Beautiful Soup along with some other packages

# Python Package imports  
import requests  
from bs4 import BeautifulSoup  
from dateutil.parser import parse  
import concurrent.futures  
import pandas as pd

**Attributes that we are interested in**

We will mostly focus on the below-mentioned attributes:

1. Movie title
2. Movie URL
3. Review
4. Review rating

**Scarper**

We already have downloaded the chrome driver and initialized the driver variable, that we will be needing to scrape the webpage.

In the below method, we will be passing in the imdb url of the movie.

This function loops through the h3 element “lister-item-header”, gather the details of the individual reviews of that movie. And then we save them in a csv file

|  |
| --- |
| def scrape\_imdb\_page(dir\_url,driver):      print ('-'\*20,'Scraping directory page','-'\*20)      movie\_links = []      #execute js on webpage to load faculty listings on webpage and get ready to parse the loaded HTML      soup = get\_js\_soup(dir\_url,driver)      for link\_holder in soup.find\_all('h3',class\_='lister-item-header'): #get list of all <div> of class 'name'          rel\_link = link\_holder.find('a')['href'] #get url          x = 'https://www.imdb.com' + rel\_link.replace("?ref\_","reviews/?ref\_")          movie\_links.append(x)      return movie\_links  def scrape\_movie\_page(fac\_url,driver):      print(fac\_url)      soup = get\_js\_soup(fac\_url,driver)      #print(soup)      bio = ''      reviews= []      #profile\_sec = soup.find('div',class\_='lister-item-content')      print('here')        movie\_name = soup.find\_all('div',class\_='parent')[0].find('a').get\_text()      for link\_holder in soup.find\_all('div',class\_='lister-item-content'):          bio = '\"' +  movie\_name + '\"' + ',\"' +  fac\_url + '\"'          try:              bio = bio + ',\"' + process\_bio(link\_holder.find('span',class\_='').get\_text()) + '\"'          except:              print('exception occured')          try:              bio = bio + ',\"' + process\_bio(link\_holder.find('a',class\_='title').get\_text()) + '\"'          except:              print('exception occured')          #print(link\_holder.encode("utf-8"))          try:              bio = bio + ',' + '\"' + process\_bio(link\_holder.find('div',class\_='content').find('div').get\_text()) + '\"'          except:              print('exception occured')          reviews.append(bio)      return reviews |

**Conclusion**

From the above, we can see that it was so easy and straightforward to get the data from IMDB for your analysis. Collection of data along with storage can happen just in a matter of minutes.
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