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# 1.Введение

Число является одним из основных понятий математики. Понятие числа развивалось в тесной связи с изучением величин; эта связь сохраняется и теперь. Во всех разделах современной математики и информатики приходится рассматривать разные величины и пользоваться числами.

В этой лабораторной работе мы столкнемся с такими понятиями, как геометрические фигуры. Будет продемонстрирована работа с простейшими геометрическими фигурами, такими, как: точка, линия, круг, квадрат, многоугольник, куб, треугольник.

Для того чтобы работать с геометрическими объектами в программировании необходимы классы. **Класс** — это тип структуры, позволяющий включать в описание типа не только элементы данных, но и функции (функции-элементы или методы).

Также нам понадобятся шаблоны функций и шаблоны классов**. Шаблоны функций** – это обобщенное описание поведения функций, которые могут вызываться для объектов разных типов. **Шаблоны классов** – обобщенное описание пользовательского типа, в котором могут быть параметризованы атрибуты и операции типа.

# 2.Постановка задачи

1. Написать структуру данных для работы с геометрическими объектами в N мерном пространстве. Тип данных определяется пользователем (шаблоны).
2. В программе должны быть реализованы простейшие геометрические объекты, такие, как: точка, линия, круг, квадрат, многоугольник, куб и т.д.
3. Кроме самих геометрических объектов должен быть реализован класс, осуществляющий обобщение действий со всеми созданными пользователями объектами - "контейнер". Контейнер должен иметь следующие функции: добавить новый объект, удалить существующий объект, отобразить все имеющиеся объекты, отобразить выбранный объект и т.п.
4. Продемонстрировать (написать в main пример) работоспособность.
5. Должны быть использованы и продемонстрированы: абстракция, инкапсуляция, наследование, полиморфизм, перегрузка операций, шаблоны.
6. Иерархия должна содержать не менее 7 классов.

# 3.Руководство пользователя

Данная программа написана с помощью Microsoft Visual Studio 2019 на языке C++.

Как пользоваться:

1. Запустить консоль программы «lab\_GeometricShapes»
2. Создать объекты типа point, line, circle, rectangle, square, cube, triangle, в зависимости от того, какие объекты рассматриваются пользователем
3. Наполнить выбранные геометрические объекты, используя конструкторы, также существует возможность в дальнейшем работать с помощью сеттеров
4. Упаковать объекты в контейнер
5. Произвести необходимую работу с объектами

# 

# 4.Руководство программиста

***Описание структуры программы***

Программа состоит из одного решения, которое называется «lab\_GeometricShapes».

В решении содержится 10 элементов: GeometricShapes.cpp, circle.h, container.h, cube.h, line.h, point.h, rectangle.h, shapes.h, square.h, triangle.h.

* В **GeometricShapes.cpp** определена стандартная функция int main()
* В **circle.h** определен класс Circle
* В **container.h** определен класс Container
* В **cube.h** определен класс Cube
* В **line.h** определен класс Line
* В **point.h** определен класс Point
* В **rectangle.h** определен класс Rectangle
* В **shapes.h** определен класс Shapes
* В **square.h** определен класс Square
* В **triangle.h.** определен класс Tringle

***Описание структуры программы***

В программе определен один базовый класс: Shapes.

Внутри класса **Shapes** определены следующие функции:

* virtual ~ Shapes (){} - виртуальный деструктор
* virtual float Area() = 0 - виртуальный метод вычисления площади
* virtual ostream& print(ostream& off) = 0; - виртуальный метод вывода принт
* friend ostream& operator << (ostream& off, Shapes& other) - виртуальный метод вывода
* bool operator > (Shapes& other) - перегруженный оператор сравнения (больше)
* bool operator < (Shapes& other) - перегруженный оператор сравнения (меньше)

Также в программе определены 7 шаблонных класса: Circle, Container, Cube, Line, Point, Rectangle, Shapes, Square, Triangle.

Внутри класса **Circle** определены:

* поля: **int radius** – радиус круга, **T\*\* Array** – шаблонный двойной динамический массив значений круга
* public-методы, конструкторы и деструктор: **Circle ()** – конструктор по умолчанию (инициализирует поле radius 3, а массив заполняет символом \*), **Circle (int rad, T \_sign)** – конструктор инциализатор, **Circle (const Circle& circle)** – конструктор копирования, **~Circle ()** – деструктор, **int GetRadius()** – метод возвращающий радиус круга, **T GetSign ()** – метод возвращающий значение массива, **void SetRadius(int \_radius)** – метод изменяющий радиус круга, **bool operator == (const Circle& other)** – перегрузка оператора ==, **ostream& print(ostream& off) override** – override функция вывода, **float Area () override** - метод возвращающий площадь круга

Внутри класса **Container** определены:

* поля: **Shapes \*\* Array -** шаблонный двойной динамический массив, **int size**
* public-методы, конструкторы и деструктор: **Container ()** – конструктор по умолчанию, не принимает никаких параметров, **void Add(A& elem)** – принимает на вход шаблонный аргумент, ничего не возвращает, записывает этот объект в Container, **void Delete(A& elem)** – принимает на вход шаблонный аргумент, ищет его в контейнере, и удаляет его, **~Container ()** – деструктор, **Shapes\* operator[](const int i)** – перегрузка оператора возврата объекта по индексу, **void Out(A& elem)** - принимает на вход шаблонный аргумент и выводит его на экран

Внутри класса **Cube** определены:

* поля: **int part** – ребро куба, **T\*\*\* Array** – шаблонный тройной динамический массив значений куба
* public-методы, конструкторы и деструктор: **Cube ()** – конструктор по умолчанию (инициализирует поле side единицей, а массив заполняет символом \*), **Cube (int a, T \_sign)** – конструктор инциализатор, **Cube (const Cube & cube)** – конструктор копирования, принимает на вход объект типа Cube, создает объект с теми же характеристиками, **~ Cube ()** – деструктор, **int GetPart()** – метод возвращающий длину ребра куба, **T GetSign ()** – метод возвращающий значение массива, **void SetPart(int \_part)** – метод изменяющий длину ребра куба, **bool operator == (const Cube & other)** – перегрузка оператора ==, **ostream& print(ostream& off) override** – override функция вывода, **float Area () override** - метод возвращающий площадь поверхности куба

Внутри класса **Line** определены:

* поля: **int length** – длинна отрезка; **T\* Array** – шаблонный динамический массив значений отрезка
* public-методы, конструкторы и деструктор**: Line ()** – конструктор по умолчанию, ( инициализирует поле length 8, а массив заполняет символом \*), **Line (int len, T \_sign)** – конструктор инциализатор, **Line (const Line& line**) – конструктор копирования, **~Line ()** – деструктор, **int GetLen ()** – метод возвращающий длину отрезка, **T GetSign ()** – метод возвращающий значение массива, **ostream& print(ostream& off) override** – override функция вывода

Внутри класса **Point** определено:

* поле: **T sign** - шаблонное значение точки;
* public-методы и конструкторы: **Point ()** - конструктор по умолчанию, **Point (T \_sign)** – конструктор инциализатор, **Point (const Point& point)** – конструктор копирования, **bool operator == (const Point& other)** – перегрузка оператора = =, **float Area() override** – override функция подсчета площади

Внутри класса **Rectangle** определены:

* поля: **int part1** – первая сторона прямоугольника, **int part2** – вторая сторона прямоугольника, **T\*\* Array** – шаблонный двойной динамический массив значений прямоугольника
* public-методы, конструкторы и деструктор: **Rectangle ()** – конструктор по умолчанию, **Rectangle (int \_part1, int \_part2, T \_sign)** – конструктор инциализатор, принимает на вход два параметра типа int и шаблонный параметр, инициализирует поля part1 и part2, **Rectangle (const Rectangle & rectangle)** – конструктор копирования, **~ Rectangle ()** – деструктор, **int GetPart1()** – метод возвращающий длину первой стороны прямоугольника, **int GetPart2()** – метод возвращающий длину второй стороны прямоугольника, **void SetPart(int \_part1, int \_part2)** – метод изменяющий длины сторон прямоугольника, **bool operator == (const Rectangle & other)** – перегрузка оператора ==, **float Area () override** - метод возвращающий площадь прямоугольника

Внутри класса **Square** определены:

* поля: **int part** – сторона квадрата, **T\*\* Array** – шаблонный двойной динамический массив значений квадрата
* public-методы, конструкторы и деструктор: **Square ()** – конструктор по умолчанию, (инициализирует поле part единицей, а массив заполняет символом \*), **Square (int a, T \_sign)** – конструктор инциализатор**, Square (const Square & square)** – конструктор копирования, принимает на вход объект типа Square, создает объект с такими же характеристиками, **~Square ()** – деструктор, **int GetPart()** – метод возвращающий длину стороны квадрата, **void SetPart(int \_part)** – метод изменяющий длину стороны квадрата, **bool operator ==(const Square& other)** – перегрузка оператора ==, **float Area () override** - метод возвращающий площадь квадрата;

Внутри класса **Triang**le определены

* поля: **int height** – высота прямоугольного равнобедренного треугольника, **T\*\* Array** – шаблонный двойной динамический массив значений треугольника
* public-методы, конструкторы и деструктор: **Triangle ()** – конструктор по умолчанию, **Triangle (int \_height, T \_sign)** – конструктор инциализатор, **Triangle (const Triangle & square)** – конструктор копирования, ~ **Triangle ()** – деструктор, **int GetHeight ()** – метод возвращающий длину высоты треугольника, **T GetSign** () – метод возвращающий значение массива, **void SetHeight(int \_height)** – метод изменяющий длину высоты треугольника, **bool operator == (const Triangle & other)** – перегрузка оператора ==, **ostream& print(ostream& off) override** – override функция вывода, **float Area () overri**de - метод возвращающий площадь треугольника;

***Описание алгоритмов***

1. **Формула нахождение площади квадрата:**  , где a – сторона квадрата.
2. **Формула нахождения площади круга:**  , где r – радиус окружности.

# 5.Эксперименты

![](data:image/png;base64,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)Пример работы программы:

Рис.1. Пример работы программы

# 6.Заключение

Таким образом, в ходе лабораторной работы была создана программа, которая продемонстрировала работу с классами геометрических фигур в N-мерном пространстве. Были использованы ООП (абстракция, инкапсуляция, наследование и полиморфизм).
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# 8.Приложение

***Приложение 1. Код программы***

**GeometricShapes.cpp**

#include <iostream>

#include"point.h"

#include"line.h"

#include"circle.h"

#include"rectangle.h"

#include"square.h"

#include"cube.h"

#include"triangle.h"

#include"shapes.h"

#include "container.h"

using namespace std;

int main()

{

Container Cont;

Point <char> point;

Line <char> line(8, '-');

Circle <char> circle(3, '\*');

Rectangle <int> rectangle(3, 5, 1);

Square <int> square(5, 1);

Cube <char> cube(5, '\*');

Triangle <char> triangle(4, '^');

Cont.Add(point);

Cont.Add(line);

Cont.Add(circle);

Cont.Add(rectangle);

Cont.Add(square);

Cont.Add(cube);

Cont.Add(triangle);

cout << "point:" << endl;

Cont.Out(point);

cout << endl;

cout << "line:" << endl;

Cont.Out(line);

cout << endl;

cout << "circle:" << endl;

Cont.Out(circle);

cout << endl;

cout << "rectangle:" << endl;

Cont.Out(rectangle);

cout << endl;

cout << "square:" << endl;

Cont.Out(square);

cout << endl;

cout << "cube:" << endl;

Cont.Out(cube);

cout << endl;

cout << "triangle:" << endl;

Cont.Out(triangle);

if (square.Area() > cube.Area())

Cont.Delete(cube);

if (square.Area() < cube.Area())

Cont.Delete(square);

cout << " [\_\_\_ Container \_\_\_] " << endl << Cont;

return 0;

}

**Circle.h**

#include"shapes.h"

#include <iostream>

using namespace std;

template <class T>

class Circle :

public Shapes

{

private:

int radius;

T\*\* Array;

public:

Circle();

Circle(int rad, T \_sign);

Circle(const Circle& circle);

~Circle();

int GetRadius();

T GetMark();

void SetRadius(int \_radius);

float Area() override;

ostream& print(ostream& off) override;

bool operator == (const Circle& other);

};

inline Circle<char>::Circle()

{

radius = 3;

Array = new char\* [3 \* radius - 1];

for (int i = 0; i < 3 \* radius - 1; i++)

Array[i] = new char[3 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = '\*';

for (int i = radius; i < 3 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = '\*';

}

template<class T>

inline Circle<T>::Circle(int rad, T \_sign)

{

radius = rad;

Array = new T \* [3 \* radius - 1];

for (int i = 0; i < 3 \* radius - 1; i++)

Array[i] = new T[3 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = \_sign;

for (int i = radius; i < 3 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = \_sign;

}

template<class T>

inline Circle<T>::Circle(const Circle& circle)

{

if (Array != 0)

{

for (int i = 0; i < 3 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

}

radius = circle.radius;

Array = new T \* [3 \* radius - 1];

for (int i = 0; i < 3 \* radius - 1; i++)

Array[i] = new T[3 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = circle.Array[i][j];

for (int i = radius; i < 3 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = circle.Array[i][j];

}

template<class T>

inline Circle<T>::~Circle()

{

if (Array != 0)

{

for (int i = 0; i < 3 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

radius = 0;

}

}

template<class T>

inline int Circle<T>::GetRadius()

{

return radius;

}

template<class T>

inline T Circle<T>::GetMark()

{

return Array[radius][radius];

}

template<class T>

inline void Circle<T>::SetRadius(int \_radius)

{

T tmp = this->GetMark();

if (Array != 0)

{

for (int i = 0; i < 3 \* radius - 1; i++)

delete[] Array[i];

delete[] Array;

}

radius = \_radius;

Array = new T \* [3 \* radius - 1];

for (int i = 0; i < 3 \* radius - 1; i++)

Array[i] = new T[3 \* radius];

for (int i = 0; i < radius; i++)

for (int j = radius - 1 - i; j < radius + i + 1; j++)

Array[i][j] = tmp;

for (int i = radius; i < 2 \* radius - 1; i++)

for (int j = 1 + i - radius; j < 3 \* radius - 1 - i; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Circle<T>::Area()

{

return radius \* radius \* 3.14;

}

template<class T>

inline ostream& Circle<T>::print(ostream& off)

{

for (int i = 0; i < 3 \* radius - 1; i++)

{

for (int j = 0; j < 3 \* radius; j++)

{

if ((i < radius && j >= (radius - 1 - i) && j < (radius + i + 1)) || (i >= radius && i < (3 \* radius - 1) && j >= (1 + i - radius) && j < (3 \* radius - 1 - i)))

off << Array[i][j];

else off << " ";

}

off << endl;

}

return off;

}

template<class T>

inline bool Circle<T>::operator == (const Circle& other)

{

if (radius == other.radius && Array[radius][radius] == other.Array[radius][radius])

return true;

return false;

}

**Container.h**

#include"shapes.h"

#include"point.h"

#include"line.h"

#include"circle.h"

#include"rectangle.h"

#include"square.h"

#include"cube.h"

#include"triangle.h"

class Container

{

private:

Shapes\*\* Array;

int size;

public:

Container();

~Container();

template <class A>

void Add(A& elem);

template <class A>

void Delete(A& elem);

template <class A>

void Out(A& elem);

Shapes\* operator[](const int i);

friend ostream& operator<<(ostream& off, Container& other);

};

Container::Container()

{

size = 0;

Array = 0;

}

Container::~Container()

{

delete[] Array;

}

Shapes\* Container::operator[](const int i)

{

return Array[i];

}

template<class A>

void Container::Add(A& elem)

{

Shapes\*\* tmp = new Shapes \* [size];

for (int i = 0; i < size; i++)

{

tmp[i] = Array[i];

}

delete[]Array;

size++;

Array = new Shapes \* [size];

for (int i = 0; i < size - 1; i++)

{

Array[i] = tmp[i];

}

Array[size - 1] = &elem;

delete[]tmp;

}

template<class A>

void Container::Delete(A& elem)

{

Shapes\*\* tmp = new Shapes \* [size];

int j = 0;

int k = 0;

for (int i = 0; i < size; i++)

{

if (Array[i] == &elem)

{

k = 1;

}

else

{

tmp[j] = Array[i];

j++;

}

}

if (k == 0)

throw - 1;

delete[] Array;

Array = new Shapes \* [size - 1];

size = size - 1;

}

template<class A>

void Container::Out(A& elem)

{

cout << elem;

}

ostream& operator<<(ostream& out, Container& other)

{

for (int i = 0; i < other.size; i++)

{

out << \*(other[i]) << endl;

}

return out;

}

**Cube.h**

#include"shapes.h"

#include"square.h"

#include <iostream>

using namespace std;

template <class T>

class Cube :

public Shapes

{

private:

int part;

T\*\*\* Array;

public:

Cube();

Cube(int a, T \_mark);

Cube(const Cube& cube);

~Cube();

int GetPart();

T GetSign();

void SetPart(int \_part);

float Area() override;

ostream& print(ostream& off) override;

bool operator == (const Cube& other);

};

template<class T>

inline Cube<T>::Cube()

{

part = 1;

Array = new T \* \*[part];

for (int i = 0; i < part; i++)

{

Array[i] = new T \* [part];

for (int j = 0; j < part; j++)

Array[i][j] = new T[part];

}

Array[0][0][0] = '\*';

}

template<class T>

inline Cube<T>::Cube(int a, T \_sign)

{

part = a;

Array = new T \* \*[part];

for (int i = 0; i < part; i++)

{

Array[i] = new T \* [part];

for (int j = 0; j < part; j++)

Array[i][j] = new T[part];

}

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

for (int l = 0; l < part; l++)

Array[i][j][l] = \_sign;

}

template<class T>

inline Cube<T>::Cube(const Cube& cube)

{

if (Array != 0)

{

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

delete[] Array[i][j];

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

}

side = cube.part;

Array = new T \* \*[part];

for (int i = 0; i < part; i++)

{

Array[i] = new T \* [part];

for (int j = 0; j < part; j++)

Array[i][j] = new T[part];

}

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

for (int l = 0; l < part; l++)

Array[i][j][l] = cube.Array[i][j][l];

}

template<class T>

inline Cube<T>::~Cube()

{

if (Array != 0)

{

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

delete[] Array[i][j];

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

part = 0;

}

}

template<class T>

inline int Cube<T>::GetPart()

{

return part;

}

template<class T>

inline T Cube<T>::GetSign()

{

return Array[0][0][0];

}

template<class T>

inline void Cube<T>::SetPart(int \_part)

{

T tmp = Array[0][0][0];

if (Array != 0)

{

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

delete[] Array[i][j];

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

}

side = \_part;

Array = new T \* \*[part];

for (int i = 0; i < part; i++)

{

Array[i] = new T \* [part];

for (int j = 0; j < part; j++)

Array[i][j] = new T[part];

}

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

for (int l = 0; l < part; l++)

Array[i][j][l] = tmp;

}

template<class T>

inline float Cube<T>::Area()

{

return part \* part \* 6;

}

template<class T>

inline ostream& Cube<T>::print(ostream& off)

{

Square<T> tmp(part, Array[0][0][0]);

tmp.print(off);

return off;

}

template<class T>

inline bool Cube<T>::operator == (const Cube& other)

{

if (part == other.part && Array[0][0][0] == other.Array[0][0][0])

return true;

return false;

}

**Line.h**

#include"shapes.h"

#include <iostream>

using namespace std;

template <class T>

class Line :

public Shapes

{

private:

int length;

T\* Array;

public:

Line();

Line(int len, T \_sign);

Line(const Line& line);

~Line();

int GetLen();

T GetSign();

void SetLen(int leng);

float Area() override;

ostream& print(ostream& off) override;

bool operator == (const Line& other);

};

template<class T>

inline Line<T>::Line()

{

length = 8;

Array = new char[length];

for (int i = 0; i < length; i++)

Array[i] = "-";

}

template<class T>

inline Line<T>::Line(int len, T \_sign)

{

length = len;

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = \_sign;

}

template<class T>

inline Line<T>::Line(const Line& line)

{

if (Array != 0)

delete[] Array;

length = line.length;

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = line.Array[i];

}

template<class T>

inline Line<T>::~Line()

{

if (Array != 0)

{

delete[] Array;

Array = 0;

length = 0;

}

}

template<class T>

inline int Line<T>::GetLen()

{

return length;

}

template<class T>

inline T Line<T>::GetSign()

{

return Array[0];

}

template<class T>

inline void Line<T>::SetLen(int len)

{

T tmp = Array[0];

if (Array != 0)

delete[] Array;

length = len

Array = new T[length];

for (int i = 0; i < length; i++)

Array[i] = tmp;

}

template<class T>

inline float Line<T>::Area()

{

return 0;

}

template<class T>

inline ostream& Line<T>::print(ostream& off)

{

for (int i = 0; i < length; i++)

off << Array[i];

off << endl;

return off;

}

template<class T>

inline bool Line<T>::operator==(const Line& other)

{

if (length == other.length && Array[0] == other.Array[0])

return true;

return false;

}

**Point.h**

#include <iostream>

#include"shapes.h"

using namespace std;

template <class T>

class Point :

public Shapes

{

private:

T sign;

public:

Point();

Point(T \_sign);

Point(const Point& point);

T Get();

float Area() override;

ostream& print(ostream& off) override;

bool operator ==(const Point& other);

};

template<class T>

inline Point<T>::Point()

{

sign = '.';

}

template<class T>

inline Point<T>::Point(T \_sign)

{

sign = \_sign;

}

template<class T>

inline Point<T>::Point(const Point& point)

{

sign = point.sign;

}

template<class T>

inline T Point<T>::Get()

{

return sign;

}

template<class T>

inline float Point<T>::Area()

{

return 0;

}

template<class T>

inline ostream& Point<T>::print(ostream& off)

{

off << this->Get();

return off;

}

template<class T>

inline bool Point<T>::operator==(const Point& other)

{

if (sign == other.sign)

return true;

return false;

}

**Rectangle.h**

#include"shapes.h"

#include <iostream>

using namespace std;

template <class T>

class Rectangle :

public Shapes

{

private:

int part1;

int part2;

T\*\* Array;

public:

Rectangle();

Rectangle(int \_part1, int \_part2, T \_sign);

Rectangle(const Rectangle& rectangle);

~Rectangle();

int GetPart1();

int GetPart2();

T GetSign();

void SetPart(int \_part1, int \_part2);

float Area() override;

ostream& print(ostream& off) override;

bool operator ==(const Rectangle& other);

};

inline Rectangle<char>::Rectangle()

{

part1 = 1;

part2 = 1;

Array = new char\* [1];

Array[0] = new char[1];

Array[0][0] = '\*';

}

template<class T>

inline Rectangle<T>::Rectangle(int \_part1, int \_part2, T \_sign)

{

part1 = \_part1;

side2 = \_part2;

Array = new T \* [part1];

for (int i = 0; i < part1; i++)

Array[i] = new T[part2];

for (int i = 0; i < part1; i++)

for (int j = 0; j < part2; j++)

Array[i][j] = \_sign;

}

template<class T>

inline Rectangle<T>::Rectangle(const Rectangle& rectangle)

{

if (Array != 0)

{

for (int i = 0; i < side1; i++)

delete[] Array[i];

delete[] Array;

}

side1 = rectangle.side1;

side2 = rectangle.side2;

Array = new T \* [side1];

for (int i = 0; i < side1; i++)

Array[i] = new T[side2];

for (int i = 0; i < side1; i++)

for (int j = 0; j < side2; j++)

Array[i][j] = rectangle.Array[i][j];

}

template<class T>

inline Rectangle<T>::~Rectangle()

{

if (Array != 0)

{

for (int i = 0; i < part1; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

part1 = 0;

part2 = 0;

}

}

template<class T>

inline int Rectangle<T>::GetPart1()

{

return part1;

}

template<class T>

inline int Rectangle<T>::GetPart2()

{

return part2;

}

template<class T>

inline T Rectangle<T>::GetSign()

{

return Array[0][0];

}

template<class T>

inline void Rectangle<T>::SetPart(int \_part1, int \_part2)

{

T tmp = Array[0][0];

if (Array != 0)

{

for (int i = 0; i < part1; i++)

delete[] Array[i];

delete[] Array;

}

part1 = \_part1;

part2 = \_part2;

Array = new T \* [part1];

for (int i = 0; i < part1; i++)

Array[i] = new T[part2];

for (int i = 0; i < part1; i++)

for (int j = 0; j < part2; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Rectangle<T>::Area()

{

return part1 \* part2;

}

template<class T>

inline ostream& Rectangle<T>::print(ostream& off)

{

for (int i = 0; i < part1; i++)

{

for (int j = 0; j < part2; j++)

off << Array[i][j];

off << endl;

}

return off;

}

template<class T>

inline bool Rectangle<T>::operator == (const Rectangle& other)

{

if (part1 == other.part1 && part2 == other.part2 && Array[0][0] == other.Array[0][0])

return true;

return false;

}

**Shapes.h**

#include <iostream>

using namespace std;

class Shapes

{

public:

virtual ~Shapes() {}

virtual float Area() = 0;

virtual ostream& print(ostream& off) = 0;

friend ostream& operator<<(ostream& off, Shapes& other)

{

return other.print(off);

}

bool operator > (Shapes& other)

{

if (this->Area() > other.Area())

return true;

return false;

}

bool operator < (Shapes& other)

{

if (this->Area() < other.Area())

return true;

return false;

}

};

**Square.h**

#include"shapes.h"

#include <iostream>

using namespace std;

template <class T>

class Square :

public Shapes

{

private:

int part;

T\*\* Array;

public:

Square();

Square(int a, T \_sign);

Square(const Square& square);

~Square();

int GetPart();

T GetSign();

void SetPart(int \_part);

float Area() override;

ostream& print(ostream& off) override;

bool operator == (const Square& other);

};

inline Square<char>::Square()

{

part = 1;

Array = new char\* [1];

Array[0] = new char[1];

Array[0][0] = '\*';

}

template<class T>

inline Square<T>::Square(int a, T \_sign)

{

part = a;

Array = new T \* [part];

for (int i = 0; i < part; i++)

Array[i] = new T[part];

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

Array[i][j] = \_sign;

}

template<class T>

inline Square<T>::Square(const Square& square)

{

if (Array != 0)

{

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

}

part = square.part;

Array = new T \* [part];

for (int i = 0; i < part; i++)

Array[i] = new T[part];

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

Array[i][j] = square.Array[i][j];

}

template<class T>

inline Square<T>::~Square()

{

if (Array != 0)

{

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

part = 0;

}

}

template<class T>

inline int Square<T>::GetPart()

{

return part;

}

template<class T>

inline T Square<T>::GetSign()

{

return Array[0][0];

}

template<class T>

inline void Square<T>::SetPart(int \_part)

{

T tmp = Array[0][0];

if (Array != 0)

{

for (int i = 0; i < part; i++)

delete[] Array[i];

delete[] Array;

}

part = \_part;

Array = new T \* [part];

for (int i = 0; i < part; i++)

Array[i] = new T[part];

for (int i = 0; i < part; i++)

for (int j = 0; j < part; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Square<T>::Area()

{

return part \* part;

}

template<class T>

inline ostream& Square<T>::print(ostream& off)

{

for (int i = 0; i < part; i++)

{

for (int j = 0; j < part; j++)

off << Array[i][j];

off << endl;

}

return off;

}

template<class T>

inline bool Square<T>::operator == (const Square& other)

{

if (part == other.part && Array[0][0] == other.Array[0][0])

return true;

return false;

}

**Triangle.h**

#include"shapes.h"

#include <iostream>

using namespace std;

template <class T>

class Triangle :

public Shapes

{

private:

int height;

T\*\* Array;

public:

Triangle();

Triangle(int \_height, T \_sign);

Triangle(const Triangle& triangle);

~Triangle();

int GetHeight();

T GetSign();

void SetHeight(int \_height);

float Area() override;

ostream& print(ostream& off) override;

bool operator == (const Triangle& other);

};

inline Triangle<char>::Triangle()

{

height = 3;

Array = new char\* [height];

for (int i = 0; i < height; i++)

Array[i] = new char[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = '\*';

}

template<class T>

inline Triangle<T>::Triangle(int \_height, T \_sign)

{

height = \_height + 1;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = \_sign;

}

template<class T>

inline Triangle<T>::Triangle(const Triangle& triangle)

{

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

}

height = triangle.height;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = triangle.Array[i][j];

}

template<class T>

inline Triangle<T>::~Triangle()

{

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

Array = 0;

height = 0;

}

}

template<class T>

inline int Triangle<T>::GetHeight()

{

return height - 1;

}

template<class T>

inline T Triangle<T>::GetSign()

{

return T();

}

template<class T>

inline void Triangle<T>::SetHeight(int \_height)

{

T tmp = this->GetSign();

if (Array != 0)

{

for (int i = 0; i < height; i++)

delete[] Array[i];

delete[] Array;

}

height = \_height + 1;

Array = new T \* [height];

for (int i = 0; i < height; i++)

Array[i] = new T[height];

for (int i = 0; i < height; i++)

for (int j = 0; j < i; j++)

Array[i][j] = tmp;

}

template<class T>

inline float Triangle<T>::Area()

{

return ((height - 1) \* (height - 1)) / 2;

}

template<class T>

inline ostream& Triangle<T>::print(ostream& off)

{

for (int i = 0; i < height; i++)

{

for (int j = 0; j < i; j++)

off << Array[i][j];

off << endl;

}

return off;

}

template<class T>

inline bool Triangle<T>::operator == (const Triangle& other)

{

if (height == other.height && Array[0][0] == other.Array[0][0])

return true;

return false;

}