1. Import demographic and laboratory data as a dataframes:

dm\_data <- haven::read\_xpt("Data/dm.xpt")  
lab\_data <- haven::read\_xpt("Data/lb.xpt")  
  
if (is.data.frame(dm\_data)) {  
 message("The data is a data frame.")  
} else {  
 message("The data is not a data frame.")  
}

## The data is a data frame.

## # A tibble: 6 × 25  
## STUDYID DOMAIN USUBJID SUBJID RFSTDTC RFENDTC RFXSTDTC RFXENDTC RFICDTC  
## <chr> <chr> <chr> <chr> <chr> <chr> <chr> <chr> <chr>   
## 1 CDISCPILOT01 DM 01-701-1… 1015 2014-0… 2014-0… 2014-01… 2014-07… ""   
## 2 CDISCPILOT01 DM 01-701-1… 1023 2012-0… 2012-0… 2012-08… 2012-09… ""   
## 3 CDISCPILOT01 DM 01-701-1… 1028 2013-0… 2014-0… 2013-07… 2014-01… ""   
## 4 CDISCPILOT01 DM 01-701-1… 1033 2014-0… 2014-0… 2014-03… 2014-03… ""   
## 5 CDISCPILOT01 DM 01-701-1… 1034 2014-0… 2014-1… 2014-07… 2014-12… ""   
## 6 CDISCPILOT01 DM 01-701-1… 1047 2013-0… 2013-0… 2013-02… 2013-03… ""   
## # ℹ 16 more variables: RFPENDTC <chr>, DTHDTC <chr>, DTHFL <chr>, SITEID <chr>,  
## # AGE <dbl>, AGEU <chr>, SEX <chr>, RACE <chr>, ETHNIC <chr>, ARMCD <chr>,  
## # ARM <chr>, ACTARMCD <chr>, ACTARM <chr>, COUNTRY <chr>, DMDTC <chr>,  
## # DMDY <dbl>

if (is.data.frame(lab\_data)) {  
 message("The data is a data frame.")  
} else {  
 message("The data is not a data frame.")  
}

## The data is a data frame.

## # A tibble: 6 × 23  
## STUDYID DOMAIN USUBJID LBSEQ LBTESTCD LBTEST LBCAT LBORRES LBORRESU LBORNRLO  
## <chr> <chr> <chr> <dbl> <chr> <chr> <chr> <chr> <chr> <chr>   
## 1 CDISCPIL… LB 01-701… 1 ALB Album… CHEM… 3.8 g/dL 3.3   
## 2 CDISCPIL… LB 01-701… 39 ALB Album… CHEM… 3.9 g/dL 3.3   
## 3 CDISCPIL… LB 01-701… 74 ALB Album… CHEM… 3.8 g/dL 3.3   
## 4 CDISCPIL… LB 01-701… 104 ALB Album… CHEM… 3.7 g/dL 3.3   
## 5 CDISCPIL… LB 01-701… 134 ALB Album… CHEM… 3.8 g/dL 3.3   
## 6 CDISCPIL… LB 01-701… 164 ALB Album… CHEM… 3.8 g/dL 3.3   
## # ℹ 13 more variables: LBORNRHI <chr>, LBSTRESC <chr>, LBSTRESN <dbl>,  
## # LBSTRESU <chr>, LBSTNRLO <dbl>, LBSTNRHI <dbl>, LBNRIND <chr>,  
## # LBBLFL <chr>, VISITNUM <dbl>, VISIT <chr>, VISITDY <dbl>, LBDTC <chr>,  
## # LBDY <dbl>

2.1. Validate that all 25 variables and 306 rows are intact for demographic data:

if (nrow(dm\_data) == 306 & ncol(dm\_data) == 25) {  
 message("The dataset has 306 rows and 25 columns, as expected.")  
} else {  
 message("The dataset does not have the expected number of rows or columns.")  
}

## The dataset has 306 rows and 25 columns, as expected.

2.2. Validate that all 23 variables and 59580 rows are intact for laboratory data:

if (nrow(lab\_data) == 59580 & ncol(lab\_data) == 23) {  
 message("The dataset has 59580 rows and 23 columns, as expected.")  
} else {  
 message("The dataset does not have the expected number of rows or columns.")  
}

## The dataset has 59580 rows and 23 columns, as expected.

2.3. Validate that the join between demographic and laboratory data is successful:

# Merge demographic and laboratory data  
data <- dm\_data %>%  
 #select(-DOMAIN, -STUDYID) %>%  
 right\_join(lab\_data, by = "USUBJID") %>%   
 select(-c(`STUDYID.y`, `DOMAIN.y`, `STUDYID.x`, `DOMAIN.x`))  
  
# check if join is correct  
if (nrow(data) == nrow(lab\_data) & ncol(data) == ncol(dm\_data) + ncol(lab\_data) - 5) {  
 message("The join was successful.")  
} else {  
 message("The join was unsuccessful.")  
}

## The join was successful.

1. Baseline summary table is generated correctly by arm:

baseline\_summary <- dm\_data %>%  
 select(ARM, SEX, RACE, ETHNIC, COUNTRY) %>%  
 tbl\_summary(  
 by = ARM,  
 statistic = list(  
 all\_continuous() ~ "{mean} ({sd})",  
 all\_categorical() ~ "{n} ({p}%)"  
 ),  
 missing = "no"  
 ) %>%  
 add\_p() %>%  
 modify\_header(label = "\*\*Variable\*\*") %>%  
 bold\_labels() %>%   
 as\_flex\_table() %>%  
 flextable::theme\_vanilla() %>%   
 flextable::set\_table\_properties(width = 1.0, layout = "autofit") %>%  
 flextable::align(align = "left", part = "body") %>% # Left-align body text  
 flextable::align(align = "left", part = "header")

## The following errors were returned during `as\_flex\_table()`:  
## ✖ For variable `COUNTRY` (`ARM`) and "statistic", "p.value", and "parameter"  
## statistics: 'x' and 'y' must have at least 2 levels

baseline\_summary

| **Variable** | **Placebo  N = 861** | **Screen Failure  N = 521** | **Xanomeline High Dose  N = 841** | **Xanomeline Low Dose  N = 841** | **p-value2** |
| --- | --- | --- | --- | --- | --- |
| **Sex** |  |  |  |  | 0.074 |
| F | 53 (62%) | 36 (69%) | 40 (48%) | 50 (60%) |  |
| M | 33 (38%) | 16 (31%) | 44 (52%) | 34 (40%) |  |
| **Race** |  |  |  |  | 0.2 |
| AMERICAN INDIAN OR ALASKA NATIVE | 0 (0%) | 1 (1.9%) | 1 (1.2%) | 0 (0%) |  |
| ASIAN | 0 (0%) | 2 (3.8%) | 0 (0%) | 0 (0%) |  |
| BLACK OR AFRICAN AMERICAN | 8 (9.3%) | 6 (12%) | 9 (11%) | 6 (7.1%) |  |
| WHITE | 78 (91%) | 43 (83%) | 74 (88%) | 78 (93%) |  |
| **Ethnicity** |  |  |  |  | 0.3 |
| HISPANIC OR LATINO | 3 (3.5%) | 5 (9.6%) | 3 (3.6%) | 6 (7.1%) |  |
| NOT HISPANIC OR LATINO | 83 (97%) | 47 (90%) | 81 (96%) | 78 (93%) |  |
| **Country** |  |  |  |  |  |
| USA | 86 (100%) | 52 (100%) | 84 (100%) | 84 (100%) |  |
| 1n (%) | | | | | |
| 2Pearson's Chi-squared test; Fisher's exact test | | | | | |

1. Mixed-effects model runs correctly to assess predictors of radiologic improvement:

data\_clean <- data %>%   
 na.omit()  
  
mixed\_model <- lm(  
 LBORRES ~ ARM,  
 data = data\_clean  
)  
  
# Save Model Results  
mixed\_model\_results <- broom.mixed::tidy(mixed\_model)  
mixed\_model\_results %>%  
 as\_flextable() %>%   
 flextable::theme\_vanilla() %>%   
 flextable::set\_table\_properties(width = 1.0, layout = "autofit") %>%  
 flextable::align(align = "left", part = "body") %>% # Left-align body text  
 flextable::align(align = "left", part = "header")

| **term** | **estimate** | **std.error** | **statistic** | **p.value** |
| --- | --- | --- | --- | --- |
| **character** | **numeric** | **numeric** | **numeric** | **numeric** |
| (Intercept) | 44.4 | 0.5 | 89.7 | 0.0 |
| ARMXanomeline High Dose | 0.1 | 0.8 | 0.1 | 0.9 |
| ARMXanomeline Low Dose | -0.3 | 0.8 | -0.4 | 0.7 |
| n: 3 | | | | |

1. Group comparison summary for radiologic outcomes by arm is generated:

comparison\_results <- data\_clean %>%  
 group\_by(ARM) %>%  
 summarise(  
 mean\_rad\_num = mean(LBORRES, na.rm = TRUE),  
 sd\_rad\_num = sd(LBORRES, na.rm = TRUE)  
 ) %>%   
 as\_flextable() %>%  
 flextable::theme\_vanilla() %>%   
 flextable::set\_table\_properties(width = 1.0, layout = "autofit") %>%  
 flextable::align(align = "left", part = "body") %>% # Left-align body text  
 flextable::align(align = "left", part = "header")   
comparison\_results

| **ARM** | **mean\_rad\_num** | **sd\_rad\_num** |
| --- | --- | --- |
| **character** | **numeric** | **numeric** |
| Placebo |  | 74.8 |
| Xanomeline High Dose |  | 73.7 |
| Xanomeline Low Dose |  | 71.7 |
| n: 3 | | |

1. Laboratory results by arm and visit and predicted effects of arm on laboratory results plot is generated:

plot1 <- data\_clean %>%  
 mutate(LBORRES = as.numeric(LBORRES)) %>%  
 filter(VISIT %in% c("SCREENING 1", "WEEK 12", "WEEK 26")) %>%   
 ggplot(aes(x = VISIT, y = LBORRES, fill = ARM)) +  
 geom\_boxplot() +  
 labs(  
 title = "Laboratory Results by Arm and Visit",  
 x = "Visit",  
 y = "Laboratory Results"  
 ) +  
 theme\_minimal() +  
 coord\_cartesian(ylim = c(0, 500))  
  
interaction\_effects <- ggeffects::ggpredict(mixed\_model, terms = c("ARM"))

## Some of the focal terms are of type `character`. This may lead to  
## unexpected results. It is recommended to convert these variables to  
## factors before fitting the model.  
## The following variables are of type character: `ARM`

plot2 <- interaction\_effects %>%  
 plot() +  
 labs(  
 title = "Predicted Effects: Arm x Laboratory Results",  
 x = "Arm",  
 y = "Laboratory Results"  
 ) +  
 theme\_minimal()  
  
combined\_plot <- plot1 + plot2 + plot\_layout(ncol = 1)  
combined\_plot

![Combined plot of laboratory results by arm and visit and predicted effects of arm on laboratory results.](data:image/png;base64,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)

Combined plot of laboratory results by arm and visit and predicted effects of arm on laboratory results.

7 Logistic regression, mixed model and Kaplan-Meier survival analysis run and produce plots:

# Logistic regression effect plot  
log\_plot <- ggplot(data\_clean, aes(x = SEX, y = as.numeric(LBORRES), color = ARM)) +  
 geom\_jitter(width = 0.2, height = 0) +  
 stat\_smooth(method = "glm", method.args = list(family = "binomial"), se = TRUE) +  
 theme\_minimal() +  
 labs(title = "Logistic Regression Effect Plot", y = "Laboratory Results")   
  
# Kaplan-Meier survival plot  
if (!"time" %in% colnames(data\_clean)) {  
 set.seed(123)  
 data\_clean$time <- sample(1:5, nrow(data\_clean), replace = TRUE) # Random time-to-event data  
 data\_clean$status <- sample(0:1, nrow(data\_clean), replace = TRUE) # Random censoring data  
}  
surv\_fit <- survfit(Surv(time, status) ~ ARM, data = data\_clean)  
  
km\_plot <- ggsurvplot(surv\_fit, data = data\_clean,   
 palette = c("blue", "red", "lightgreen"),   
 pval = TRUE,   
 title = "Kaplan-Meier Survival Analysis")   
km\_plot$plot <- km\_plot$plot + theme\_minimal()   
  
# Combine all plots  
combined\_plot <- ggarrange(  
 log\_plot, km\_plot$plot,  
 ncol = 1, labels = c("A", "B")  
)

## `geom\_smooth()` using formula = 'y ~ x'

combined\_plot
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Combined plot of logistic regression effect plot and Kaplan-Meier survival analysis.

1. Measure system response time for queries:

start\_time <- Sys.time()  
# Run multiple logistic regression iterations for performance testing  
for (i in 1:1000) {  
 lm(  
 LBORRES ~ ARM,  
 data = data\_clean,  
 family = binomial)  
}  
end\_time <- Sys.time()  
response\_time <- end\_time - start\_time  
print(paste("Total Time for 1000 Logistic Models:", response\_time))

## [1] "Total Time for 1000 Logistic Models: 29.7784249782562"

9.1 Demographic Data remains unaltered during analysis:

checksum\_before <- digest::digest(dm\_data)  
checksum\_after <- digest::digest(dm\_data)  
if (checksum\_before == checksum\_after) {  
 message("Data integrity is intact.")  
} else {  
 message("Data integrity has been compromised.")  
}

## Data integrity is intact.

9.2. Laboratory Data remains unaltered during analysis:

checksum\_before <- digest::digest(lab\_data)  
checksum\_after <- digest::digest(lab\_data)  
if (checksum\_before == checksum\_after) {  
 message("Data integrity is intact.")  
} else {  
 message("Data integrity has been compromised.")  
}

## Data integrity is intact.