Learning Symfony 7 : Upgrade & news

Symfonycasts

*Documentation faite par Annaig en mai 2024*

13 vidéos en accès libre : <https://symfonycasts.com/screencast/symfony7-upgrade>

Résumé, notes et commandes principales à retenir

Il est recommandé de regarder cette série de vidéos et de faire les manipulations montrées en même temps.

Il faut payer pour télécharger le code traité dans le cours (mais on peut sans doute le retrouver gratuitement dans le cours sur Symfony 6 ?), et voir les vidéos à partir de la 4e.

Autres liens intéressants :

* <https://symfony.com/doc/current/setup/upgrade_major.html> (EN)
* <https://symfony.com/7> (EN)
* <https://github.com/symfony/symfony/blob/7.0/UPGRADE-7.0.md> (EN)
* <https://github.com/symfony/symfony/blob/6.4/CHANGELOG-6.4.md> (EN)
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# I-Migration vers Symfony 7

## 01 : Migrer vers Symfony 6.4

Versions 6.4 et 7.0 sont identiques et sorties le même jour (novembre 2023)

On a simplement retiré les dépréciations dans la version 7.

Il faut donc d’abord mettre à jour de 6.1 vers 6.4 (fait avec l’app Snowtricks) :

1. **Lancer l’application**

* Lancer un serveur de développement avec symfony. serve –d

1. **Mettre à jour la version de PHP**

* Vérifier ma version de php en local avec php –v (ici 8.2.10)
* Dans compser.json, ajouter le code suivant (ou modifier php 8.1 en 8.2)

"config": {

En résumé :

Dans ***composer.json***, remplacer les versions de PHP & Symfony

Puis **composer up**

…

"platform": {

"php": "~~8.1.0~~ 8.2"

}

},

* Lancer la commande composer up
* Il est possible de devoir ré installer les dépendences nodes : yarn install - -force ou npm install - -force puis yarn watch ou npm run watch

1. **Mettre à jour la version de Symfony**

* Dans composer.json, trouver 6.1.\* et les remplacer tous par 6.4.\* (Ctrl+maj+H dans VSCode)
* Ignorer pour l’instant les ^6.1 (qui ne viennent pas du répertoire principal, et suivent leur propre calendrier de mises à jours… mais qu’on mettra à jour quand même plus tard)
* Vérifier en particulier le changement dans extra > symfony > require (en bas du fichier)
* Lancer la commande composer up

## 02 : Mise à jour des Flex Recipes

Pour corriger les dépréciations par un raccourci.

Quand on installe des packages, beaucoup d'entre eux ont des recettes Flex qui ajoutent de nouveaux fichiers et modifient parfois des fichiers existants : tout le nécessaire pour que le package fonctionne immédiatement.

Pour voir les recettes : composer recipes

Pour les mettre à jour : composer recipes : update 🡪 on a la liste, il faut les faire une par une (et il faut que ce soit un repo git). A chaque fois, vérifier les changements et voir si on les garde ou non.

Ex. : modification de la version du server postgres en prod = inutile ; changement proposé = version 13 🡪 16, or nous sommes en version 15. (si on modifie la version utilisée en revanche, il faudra recréer / remigrer la base de données).

Dans ce chapitre, il y a les indications spécifiques (modifications mineures en général) pour :

* **doctrine/doctrine-bundle**
* **doctrine/doctrine-migrations-bundle**
* **symfony/framework-bundle (cf. chapitre 4 pour les dépendances)**
* **symfony/monolog-bundle**
* **symfony/routing**
* **symfony/translation**

Pour voir les changements : git diff –cached

Pas de changements majeurs non plus sur **security bundle, phpunit-bridge, mailer, messenger, notifier**.

## 03 : Màj des recettes liées à Encore & Stimulus

**symfony/twig-bundle**

Conflit dans un template : garder notre contenu personnalisé plutôt que le contenu par défaut/standard proposé.

S’il y avait des « encore\_entry\_link\_tags() » et « encore\_entry\_script\_tags() », ils ont été supprimés : ces lignes faisaient partie de la recette de TwigBundle, mais elles ont été déplacées vers la recette de WebpackEncoreBundle. Ainsi, lorsque nous mettons à jour la recette TwigBundle, il semble que ces lignes devraient être supprimées, alors que nous en avons toujours besoin, mais acceptons ce changement temporairement. Nous les verrons ajoutés plus tard lorsque nous mettrons à niveau la recette WebpackEncoreBundle.

**symfony/webpack-encore-bundle**

Le passage de la version 3 à la version 4 de Encore peut nécessiter des changements, y compris dans package.json ce qui suppose de relancer yarn ou npm.

**Passer à la version 2 de webpack-encore-bundle**

Dans composer.json, faire la modification suivante puis composer up :

        "symfony/webpack-encore-bundle": "^~~1.16~~ 2.0",

Suite à cela, peuvent apparaître 2 nouvelles updates :

**🡪 symfony/stimulus-bundle**

possible si certaines fonctionnalités utilisées ont été transféré au bundle Stimulus

🡪 **symfony/webpack-encore-bundle**

Cela peut créer des conflits car il y a eu beaucoup de changements avec l’introduction de Stimulus :

* assets/app.js : ne pas accepter les changements
* package.json : garder les lignes qu’il veut effacer !
* ne pas accepter la suppression des fichiers
* accepter seulement les changements dans symfony.lock (et dans les templates s’il rajoute ce qui avait été effacé : « encore\_entry\_link\_tags() » et « encore\_entry\_script\_tags() »)

## 04 : Goodbye SensioFrameworkExtraBundle

Suite à la mise à jour du symfony framework bundle, on a l’exception : « The service "sensio\_framework\_extra.controller.listener" has a dependency on a non-existent service "annotation\_reader".« ![](data:image/png;base64,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)

En effet, dans config/packages/framework.yaml, il y a :

 annotations: false

En effet, le système d'annotation a été remplacé par les attributs PHP de base : or SensioFrameworkExtraBundle offrait l'annotation @Route, l'annotation de sécurité et le convertisseur de paramètres (param converter).

**Désinstaller**

Il suffit de le désinstaller avec composer remove sensio/framework-extra-bundle

**Remplacer les annotations par des attributs**

Vérifier ensuite si on l’utilisait avec git grep FrameworkExtra. Si c’est le cas, il s'agit simplement de déterminer quel nouvel attribut de Symfony remplace cette fonctionnalité : cf. [liste des attributs PHP de Symfony (EN)](https://symfony.com/doc/current/reference/attributes.html). Par exemple, SensioFrameworkExtraBundle avait une annotation de « Security ». Symfony dispose désormais d'un attribut « IsGranted » à la place.

**Le ParamConverter**

Il existe une fonctionnalité de SensioFrameworkExtraBundle qui ne nécessitait pas d'annotation... donc peut être utilisé sans s’en rendre compte : le Param Converter (par exemple pour trouver l’équivalent objet Doctrine d’un argument {slug} dans l’URL). Cela fonctionne toujours ! La fonctionnalité réside désormais dans le noyau (core). Et dans la plupart des cas, il continuera à faire son travail en silence, comme avant.

Si on ajoute une lettre supplémentaire à la fin du slug pour obtenir un 404, on voit que le système derrière cela est EntityValueResolver. Si besoin d'un contrôle supplémentaire, on peut le configurer avec l'attribut #[MapEntity].

## 05 : Préparer Symfony 7 : trouver et éliminer les dépréciations

**Qu’est-ce qu’une dépréciation ?**

Supposons que Symfony change le nom d'une méthode : simplement la renommer casserait le code des apps. Au lieu de cela, l’ancien nom de la méthode est conservé, le nouveau nom de la méthode est ajouté, ainsi qu’une petite fonction de code de dépréciation dans cette ancienne méthode. Ceci est publié sur une version mineure, comme la 6.3 ou la 6.4. Ensuite, lorsqu’on effectue une mise à niveau vers cette version et, puisque le code appelle l'ancienne méthode, il atteint cette dépréciation, ce qui déclenche un avertissement de dépréciation. Il faut alors mettre à jour le code pour appeler le nouveau nom de méthode. Une fois toutes les dépréciations disparues, on peut passer en toute sécurité à Symfony 7.0. (Rappel : la seule différence entre Symfony 6.4 et Symfony 7.0 est que les chemins de code obsolètes ont disparu. Dans notre exemple, cela signifie que l'ancien nom de méthode est finalement supprimé dans la version 7.0.)

**Comment procéder ?**

Commencer par vider le cache php bin/console cache :clear (& le refaire à chaque correction de dépréciation)

Dans le Profiler, étudier les déprécations.

* Bien regarder pour chaque page
* Pour chercher les infos sur ces dépréciations : composer why <nom de composant>

Si une nouvelle version majeure d’un bundle a été publiée, se renseigner précisément sur les nouveautés / dépendences avec la doc. Changer le numéro de version (par exemple ^2.0) dans composer.json & composer up. Exemple :

* message de dépréciation de symfony/templating
* composer why symfony/templating montre qu’il est utilisé par knp-time-bundle, qui est en v1 alors qu’il y a désormais une v2
* on modifier composer.json & on lance composer up : knp-time est màj, et symfony/templating a disparu.

**Types de retour PHP natifs (cf.** [**documentation en anglais**](https://symfony.com/doc/current/setup/upgrade_major.html#upgrading-to-symfony-6-add-native-return-types)**)**

Symfony 6 et Symfony 7 ont ajouté des types de retour PHP natifs à (presque toutes) les méthodes.

En PHP, si le parent a une déclaration de type de retour, toute classe implémentant ou remplaçant la méthode doit également avoir le type de retour. Cependant, vous pouvez ajouter un type de retour avant que le parent n'en ajoute un. Cela signifie qu'il est important d'ajouter les types de retour PHP natifs à vos classes avant de passer à Symfony 6.0 ou 7.0. Sinon, vous obtiendrez des erreurs de déclaration incompatibles.

**Exemple 1 : la méthode UserInterface::getRoles() aura un type de retour array dans Symfony 6**. Dans Symfony 5.4, vous recevrez un avis de dépréciation à ce sujet et vous devrez ajouter la déclaration du type de retour à votre méthode getRoles().

**Exemple 2 : la méthode UserInterface::eraseCredentials() aura un type de retour void dans Symfony 7.** Dans Symfony 6.4, il faut ajouter la déclaration du type de retour void à cette méthode.

Pour aider, Symfony fournit un script qui peut ajouter automatiquement ces types de retour avec le composant symfony/error-handler.

**Disparition de la méthode renderForm() et remplacement par render()**

<https://symfony.com/doc/current/forms.html#rendering-forms>

**Dépréciations à ignorer :**

* Il y a une fausse dépréciation de DoctrineFixturesBundle (se renseigner si elle apparaît).
* Parfois, l'avertissement peut provenir d'une bibliothèque ou d'un ensemble tiers qui n’est pas de Symfony : dans ce cas, il y a de fortes chances que ces dépréciations aient déjà été mises à jour. On peut mettre à niveau la bibliothèque pour les corriger, et cela peut être fait plus tard (elles n’empêcheront pas de passer en Symfony 7). Par exemple, si cela concerne doctrine/orm, ce sera à faire lors du passage à une version majeure de ce package, non de Symfony.

**Vérifier qu’on a vu toutes les dépréciaitons**

Il faut vérifier dans le log et aussi en production.

* Corriger toutes les dépréciations qu’on peut trouver,
* déployer en production,
* attendre un jour ou deux,
* puis vérifier les logs pour voir s'il y a des dépréciations.
* Une fois qu’il n’y en a plus, on peut passer en toute sécurité à Symfony 7.0

## 06 : Mise à niveau vers Symfony 7

1. **Mise à niveau de composer.json**

* Dans ce fichier, emplacer 6.4.\* par 7.0.\*
* composer up 🡪 ça bloque

1. **Trouver les packages qui bloquent**

* *babdev/pagerfanta-bundle* : Dans composer.json, recherche pagerfanta et emplacer tout cela par ^4.0 pour obtenir la nouvelle version majeure ; puis composer up
* *symfony/proxy-manager-bridge* : il faisait partie du pack doctrine-orm, mais Symfony a ajouté ses propres versions de proxy appelées "ghost objects".
  + On peut le supprimer : composer remove symfony/proxy-manager-bridge
  + Si cela pose problème : remettre dans composer.json à version 6.4 pour ce bundle
* Relancer composer up

1. **Mettre à jour les autres packages (packages tiers)**

* composer outdated
* vérifier toutes les dépendances avec composer why-not <package> <dernière version> , par exemple :
  + doctrine/orm est en 2.19 et apparaît outdated car la dernière version est 3.2 :
  + composer why-not doctrine/orm 3.2 montre que cette version nécessite doctrine/annotations 2.0
  + composer why-not doctrine/annotations 2.0 montre que dans composer.json, ce package est à la version 1.0. Il faut donc commencer par changer cela, puis composer update
  + vérifier que tout est en ordre, puis modifier la version de doctrine/orm de la même manière.
* On peut aussi tenter, même si c’est plus risqué, composer update doctrine/orm –with-all-dependencies

1. **Mettre à niveau les recettes**

Cf. plus haut

1. **Modifier le namespace de #[Route]**

Dans les contrôleurs, remplacer les ‘use’ utilisant le terme « Annotation » par ceux qui utilisent « Attribute ».

1. **Autres correctifs**

Par exemple, la constante LAST\_USERNAME

Voir les fichiers CHANGELOG.md, par exemple : <https://github.com/symfony/symfony/blob/6.4/src/Symfony/Bundle/SecurityBundle/CHANGELOG.md>

## 07 : Migration de Encore 🡪 AssetMapper 1/2

AssetMapper : composant apparu Symfony 6.3, permet de faire du JS et du CSS modernes sans build.

Il remplace Encore, qui reste utilisable. Faut-il faire le remplacement maintenant ?

* Pas obligatoire
* Bien si le processus de build de Encore nous semble lent
* Non si on utilise React ou Vue, qui nécessitent l’étape de build

1. **Supprimer le Webpack Encore**

* Sous Windows : tasklist | findstr node pour trouver l’ID du processus associé à npm run watch
* taskkill /F /PID <PID> pour arrêter le processus de build
* composer remove symfony/webpack-encore-bundle pour supprimer l’ancien bundle (cela va également désinstaller sa recette)
* cela a supprimé:
  + package.json,
  + webpack.config.js,
  + *config/packages/webpack\_encore.yaml*
  + encore\_entry\_ functions dans base.html.twig
  + app.js
  + app.css
* On a besoin de ces deux derniers fichiers 🡪 git checkout assets/
* Supprimer
  + node\_modules,
  + public/build/
  + fichier yarn error
  + yarn.lock ou package-lock.json

1. **Installer AssetMapper**

La commande composer require symfony/asset-mapper installe toute la recette (cf. <https://github.com/symfony/recipes/tree/main/symfony/asset-mapper> pour les détails)

* Dans .***gitignore*** : ignore l'emplacement final des assets construits (/public/assets/) et l'endroit où se trouvent les fichiers du vendor (/assets/vendor/).
* dans ***templates/base.html.twig*** : a ajouté une fonction importmap() qui affichera CSS et JavaScript – si ce n’est pas fait (droits admin), ajouter à la main dans <head> :

{% block stylesheets %}

{% endblock %}

{% block javascripts %}

{% block importmap %} {{ importmap(‘app’) }} {% endblock %}

{% endblock %}

* création de ***importmap.php*** = le nouveau package.json, fichier de configuration pour les packages tiers… on y voit Stimulus et Turbo – normalement, sinon ajouter à la main :

return [

'app' => [

'path' => './assets/app.js',

'entrypoint' => true,

],

'@hotwired/stimulus' => [

'version' => '3.2.2',

],

'@symfony/stimulus-bundle' => [

'path' => './vendor/symfony/stimulus-bundle/assets/dist/loader.js',

],

'@hotwired/turbo' => [

'version' => '7.3.0',

],

];

* Création de ***assets/app.js*** s’il n’existe pas (principal fichier JavaScript);
* Création de ***assets/styles/app.css*** s’il n’existe pas (principal fichier CSS);
* Création de ***config/packages/asset\_mapper.yaml*** (ou on définit les asset "paths");
* Création de ***manifest.json*** ? pas nécessaire, mais on peut l’ajouter à la main (cf. recette lien)

## 08 : Migration de Encore 🡪 AssetMapper 2/2

1. **Installer Bootstrap CSS**

Faire fonctionner les fichiers CSS tiers est l'une des choses les plus délicates à faire dans AssetMapper. On installe des packages tiers avec bin/console importmap:require <le nom du package> .

* donc ici php bin/console importmap:require bootstrap 🡪 ajout à ***importmap.php***. : le package JavaScript, une dépendance du package JavaScript, un fichier CSS contenu par ce package
* copier le chemin du fichier CSS et l’ajouter à ***app.css***, et supprimer la ligne du haut
* dans ***app.js***, ajouter : import 'bootstrap/dist/css/bootstrap.min.css';

1. **Ajouter FontAwesome**

Une grande différence entre Encore et AssetMapper est que si on veut importer un fichier spécifique à partir d'un package, il faut importermap:require <ce fichier>, pas seulement le package en général.

* php bin/console importmap:require @fortawesome/fontawesome-free/css/all.css 🡪 les fichiers sont dans assets/vendor
* Ajouter « import '@fortawesome/fontawesome-free/css/all.css'; » dans ***app.js***

N.B. : Il est désormais recommandé d’utiliser plutôt des kits FontAwesome. Ou, mieux, de restituer un SVG en ligne.

1. **Ajouter CSS Fonts**

Le dernier élément de ***app.css*** est une police. C'est plus délicat.

Si vous exécutez importmap:require packageName, vous obtiendrez le JavaScript pour ce package. Or ici nous avons besoin d’un fichier CSS. Avec AssetMapper : nous devons déterminer quel est le chemin d'accès au fichier CSS, puis l'exiger.

On peut faire cela sur <jsDelivr.com>. Il s'agit du CDN qu'AssetMapper utilise en arrière-plan pour récupérer les packages : on cherche le package et on copie le nom du chemin, ici :

php bin/console importmap:require @fontsource-variable/roboto-condensed/index.min.css

Comme toujours, supprimer l'importation de ***app.css*** et l’importer depuis ***app.js***.

1. **Ajouter l’extension .js**

Dans app.js : import "./bootstrap.js";

(Webpack Encore fonctionne dans un environnement Node, où, si le fichier importé se termine par .js, on n’a pas besoin d'inclure le .js. Mais dans un environnement JavaScript réel, comme le navigateur, l’extension est nécessaire.)

1. **stimulus-bridge 🡪 stimulus-bundle**

Il existe deux types d'importations :

* si elle commence par ./ ​​ou ../, il s'agit d'une **importation** **relative**. C'est simple : on importe un fichier à côté de ce fichier. Le deuxième type est appelé
* **importation** **nue** : importer un package ou un fichier dans un package. Pour ceux-ci, la chaîne à l’intérieur de l’importation doit exister exactement dans importmap.php. Si ce n'est pas le cas, on voit une erreur. C’est le cas ici. Pour la corriger :
  + dans bootstrap.js, transformer @symfony/stimulus-bridge en @symfony/stimulus-bundle :

import { startStimulusApp } from ‘@symfony/stimulus-bundle' ;

export const app = startStimulusApp() ;

1. **Installer les packages manquants**

Si la même erreur apparaît avec d’autres packages (axios…) : même solution.

1. **Downgrader (rétrograder ?) une dépendance**

Par exemple, si mon projet utilisait bootstrap 5.1 : AssetMapper a installé 5.3 et cela fait des changements que je ne veux pas :

* Dans importmap.php, changer le numéro de version (2 occurrences) à « 'version' => '5.1.3', »
* Puis php bin/console importmap:install (c’est l’équivalent de composer install !)

## 09 : Moderniser et simplifier JS

Utiliser fetch() à la place de axios pour faire des appels Ajax

* php bin/console importmap:remove axios
* dans le controller.js, supprimer l’import et remplacer axios.get() par fetch()

Pour traiter une Promise, remplacer .then() par async & await.

# II-Quelques nouveautés de Symfony 7

## 10 : Nouveaux attributs d’autowiring

**Présentation rapide des nouvelles fonctionnalités**

* Le meilleur endroit pour trouver ce genre de choses... est le [blog Symfony](https://symfony.com/blog/). Voir la section « Living on the edge » du blog et en filtrant par version
* le profileur de flux de travail / workflow profiler. En utilisant le composant workflow, on peut désormais voir une visualisation du flux de travail dans le profileur.
* quelques changements dans le système de déconnexion - juste pour simplifier la vie... quelques nouvelles contraintes, comme *PasswordStrengthConstraint* et une autre qui empêche les caractères suspects, comme les caractères d'espacement de largeur nulle. Cela peut être utilisé pour empêcher quelqu'un de créer un nom d'utilisateur qui ressemble à celui de quelqu'un d'autre.
* API : commande debug:serializer pour voir toutes les métadonnées d'une classe.
* les nouveaux composants Webhook et RemoteEvent

**L’attribut Autowire**

L’effet global est qu’on n’aura probablement plus jamais besoin d’accéder à services.yaml !

Depuis quelques versions de Symfony, il existe un attribut Autowire : si on a un argument qui ne peut pas utiliser l’autowiring, on peut ajouter cet attribut avant et définir ce qu’on veut. Cela peut être un service, une expression, une variable d'environnement, un paramètre, un chaton, peu importe. Nous voulons un paramètre : kernel.debug. Exemple dans un « VinylController » :

use Symfony\Component\DependencyInjection\Attribute\Autowire ;

class VinylController extends AbstractController {

public function \_\_construct(

#[Autowire('%kernel.debug%')]

private bool $isDebug

)

}

**Autres attributs**

Répertoire « Attribute » 🡪 toute une liste d'attributs intéressants liés à l'injection de dépendances.

Exclude est un moyen d'exclure une classe de l'enregistrement automatique en tant que service. Autoconfigure et AutoconfigureTag sont deux façons de configurer les options d’un service : à placer au-dessus de la classe - ou même au-dessus d'une interface - et les options s'appliqueront au\*x service\*s qui implémente\*nt cette interface.

Il existe également AutowireIterator et AutowireLocator. Si on dispose d'un ensemble de services qui implémentent un tag, on peut utiliser AutowireIterator pour que ces services soient transmis en tant qu'itérateur, ou AutowireLocator pour les transmettre en tant que localisateur, un array associatif de services.

**Autowire Iterator**

Par exemple, supposons que, dans VinylController, nous souhaitions obtenir un itérable de chaque commande de console dans notre application :

* utiliser private iterable $commands
* Nous voulons un itérable de tous les services qui implémentent une balise spécifique. On les récupère avec #[AutowireIterator], puis la balise que nous voulons : console.command.
* pour prouver que cela fonctionne, foreach sur $this->commands as $command

class VinylController extends AbstractController {

public function \_\_construct(…

#[AutowireIterator('console.command')]

private iterable $commands,

)

{ foreach ($this->command as $command) {dump($command) ; }

}

🡪 On voit toutes les commandes de l’app !

## 11 : MapQueryParameter & Request Payload

Quelques nouvelles façons subtiles mais puissantes de récupérer les données de request telles que les paramètres de query et la request payload.

**L’attribut MapQueryParameter**

Par exemple, on ajoute ?query=banana à l'URL. Pour récupérer cela dans notre contrôleur, nous tapions historiquement un argument avec Request, puis le récupérions à partir de là. Et même si cela fonctionne toujours, nous pouvons maintenant ajouter un argument ?string $query. Pour indiquer à Symfony que c'est quelque chose qu'il doit récupérer à partir d'un paramètre de requête, on ajoute un attribut devant : #[MapQueryParameter] :

use Symfony\Component\HttpKernel\Attribute\MapQueryParameter ;

class VinylController extends AbstractController {…

public function homepage(…

#[MapQueryParameter] string $query=’’,

) : Response

}

**Validation à partir du type-hint**

L'attribut a également quelques options. Par exemple, si le paramètre de requête est appelé différemment de l’argument, on peut le mettre ici.

Et au-delà de la simple récupération de la valeur de la demande, ce système effectue également une validation. Exemple : on ajoute un argument int $page = 1 (et un paramètre page=3 à l’url).

public function homepage(…

#[MapQueryParameter] string $query=’’,

#[MapQueryParameter] int $page =1,

) : Response

Si dans mon url j’écris page=banana, j’aurai une erreur car l’agument est défini comme int.

**La fonction filter\_var()**

Tout ce système est géré par la classe QueryParameterValueResolver, qui valide grâce à la fonction PHP filter\_var(). On peut passer à cette fonction une valeur, des filtres… et elle dit si la vlaeur satisfait ces filtres. On peut aussi lui passer des options de contrôle des filtres.

**Valider qu’un entier est dans un ensemble (range), avec une valeur par défaut de 10 :**

public function homepage(…

#[MapQueryParameter] int $page =1,

#[MapQueryParameter(options: [‘min\_range’ => 1, ‘max\_range’ => 10)] int $limit = 10,

): Response

Si dans l’url on pass ?limit=3, ça marche ; limit=13, on a une erreur 404

**Récupérer des paramètres d’un array**

public function homepage(…

#[MapQueryParameter] array $filters = [],

): Response

Dans l’url, je peux ainsi récupérer ?filters[]=banana&filters[]=apple

Ca marche aussi avec des tableaux associatifs : ?filters[foo : bar]

**Request Body**

Depuis Sf 6.3, pour récupérer le body de la request, il y a une nouvelle méthode : $request->getPayload().

Ainsi, dans une API, si le client envoie du JSON dans le body, on peut utiliser cette méthode pour le décoder et le mettre dans un tableau associatif.

Si l’utilisateur\*ice soument un formulaire HTML, elle décode $\_POST et le met en tableau.

**MapRequestPayload**

Avec JSON, il est courant d'utiliser le sérialiseur pour désérialiser la payload en objet. Cela concerne une autre nouvelle fonctionnalité : #[MapRequestPayload]. Dans ce cas, \_\_invoke est l'action du contrôleur. ça dit : prenez le JSON de la requête et désérialisez-le dans un ProductReviewDto, qui est l'exemple de classe ci-dessus. Après avoir envoyé le JSON via le sérialiseur, il effectue même une validation.

## 12 : Profiler les commandes de la console

Nouvelle fonctionnalité de Symfony 6.4

**Déclencher un profil : --profile**

* php bin/console debug:container –profile -v
* cliquer le lien, copier le token, accédez au profileur, coller le token dans l'URL

**Exploration du Profiler**

informations sur la commande, l'entrée, la sortie...

Les événements montrent les événements réels qui ont été envoyés et les listeners pour chacun d'eux. Ceux-ci sont totalement différents des événements déclenchés lors d’une requête.

la plupart des sections du profileur sont grisées, mais si on rendait un modèle Twig... ou faisait une requête HTTP ou de base de données, ceux-ci seraient activés.

Même avec cette simple commande, nous déverrouillons la section performances.

## 13 : Nouveau composant :Scheduler

Gère la planification des tâches dans l’application. On peut l’utiliser pour la maintenance (nettoyage de base de données, effacement du cache, etc.), le traitement en arrière-plan (gestion des files d'attente, synchronisation des données, etc.), les mises à jour périodiques des données, les notifications programmées (emails, alertes), etc.

**Installation**

composer require symfony/scheduler symfony/messenger

Scheduler s'appuie sur Messenger : on crée une classe de message et un gestionnaire, comme normalement avec Messenger. Ensuite, on dit à Symfony : « Je veux que vous envoyiez ce message pour qu'il soit traité tous les sept jours, ou toutes les heures... ».

**Création de classe message & handler**

* composer require symfony/scheduler symfony/messenger
* php bin/console make:message (on l’appelle LogHello ici) 🡪 crée
  + src/Message/LogHello.php
  + src/MessageHandler/LogHelloHandler.php, dont la méthdoe \_\_invoke() sera appelée lorsque LogHello sera dispatché par Messenger
* ajouter les constructeurs dans ces deux fichiers
* compléter invoke() du MessageHandler

**Création du Schedule**

* créer une classe qui implémente ScheduleProviderInterface (elle peut gérer les différentes tâches, ou on peut créer une classe par tâche), avec l’attribut #[AsSchedule], qui a un attribut optionnel (name, qui par défaut est… « default »).

**Création des messages récurrents**

* implémenter la méthode getSchedule()
* elle doit renvoyer un nouveau Schedule(), auquel on ajoute des éléments en appelant ->add(). À l'intérieur, pour chaque "chose" à planifier, ajouter RecurringMessage::
* Il existe plusieurs manières de créer ces messages récurrents. Le plus simple est each(), comme tous les 7 jours ou toutes les 5 minutes. On peut également transmettre une syntaxe cron ou appeler trigger(). Dans ce cas, il faut définir sa propre logique pour savoir exactement quand on souhaite que le message étrage soit déclenché.

use App\Message\LogHello;

use Symfony\Component\Scheduler\RecurringMessage;

class MainSchedule implements ScheduleProviderInterface

{

public function getSchedule(): Schedule

{

return (new Schedule())->add(

RecurringMessage::every('4 seconds', new LogHello(4)),

RecurringMessage::every('3 seconds', new LogHello(3)),

);

}

}

**Consumer le Schedule Transport**

Le résultat de la création d’un fournisseur de planification (schedule provider) est la création d’un nouveau transport Messenger. Pour que les messages récurrents soient traités, il faut disposer d'un Worker qui exécute la commande messager:consume.

php bin/console messenger:consume -v scheduler\_default

🡪 les messages apparaissent dans la console comme planifiés !

**Comment marche Scheduler ?**

Lorsque la commande de travail démarre, elle parcourt chaque RecurringMessage, calcule la prochaine exécution de chacun et l'utilise pour créer une liste - appelée "heap" (tas) - des messages à venir. Ensuite, ça tourne en boucle pour toujours. Dès que l'heure actuelle correspond - ou est postérieure - à l'heure d'exécution prévue du prochain message dans le tas, il prend ce message et l'envoie via Messenger. Il demande ensuite ce message récurrent pour sa prochaine exécution et le place dans le tas.

**Rendre son Schedule stateful**

Problème : si nous redémarrons la commande, elle crée le planning à partir de zéro. Cela signifie qu’elle attend encore trois et quatre secondes avant d'envoyer les messages.

Dans une vraie application, ce sera un problème. Imaginez que vous ayez un message diffusé tous les sept jours. Pour une raison quelconque, après 5 jours, votre commande Messenger:consume se ferme et redémarre. De ce fait, votre message récurrent sera désormais diffusé sept jours après ce redémarrage : il sera donc diffusé au jour 12. S'il continue à être redémarré, votre message risque de ne jamais être diffusé!

Ainsi, dans le monde réel, nous définissons toujours notre planning avec état en créant une méthode \_\_construct dans le MainSchudele et en ajoutant ->stateful($this->cache); dans le retour de getSchedule().

**Workers multiples : verrouiller son Schedule**

Il faut autowire la lock factory, puis appeler ->lock() pour transmettre un nouveau verrou (lock). Cela garantira que deux workers ne récupèrent pas le même message récurrent en même temps et ne le traitent pas tous les deux.