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## Before we start

1/ You need to install R & RStudio and have an internet connection  
2/ Create a folder with the files R\_worshop.rmd and data.csv  
3/ Open R\_worshop.rmd  
4/ Save it as R\_worshop\_YOURNAME.rmd  
5/ Edit that document as we go along (add notes, answer the questions etc …)

## Set up

## define working directory ########## CHANGE !!!!  
setwd("C:/Users/action/Desktop/R\_workshop/")  
  
## define plot theme  
source("plotTheme.R")

## 1) Load R packages

Install all packages you need/load existing packages.

## install new packages  
#install.packages("ggplot2")   
#install.packages("dplyr")   
  
## load packages that are used within this script  
library(ggplot2)  
require(dplyr)

## 2) Import data set

Let’s load some data from a csv file.

data = read.table("data.csv", header=T, sep=",")  
#head(data)

## 3) Prepare data set

Prepare data for your analysis. In R, you need to specify if your data is categorical or continuous to run the analysis properly. By default, R considers variables as continuous.

## define categorical variables as factors  
data$trcond <- factor(data$trcond, levels=c(1,2,3), labels=c("Test", "Easy", "Conflict"))  
data$coh <- factor(data$coh, labels=c("low", "high"))  
data$dir <- factor(data$dir, labels=c("left","right"))  
data$id <- factor(data$id)  
  
## exclude error trials  
## %>% specifies that the function 'filter' is applied to 'data'  
data\_correct = data %>% filter(data$error == 0)

Next, we want to remove RTs outside +/- 3 SD. First step, is to calculate z-standardised RTs using the function scale. Because there are big differences between subjects and conditions, we perform this separately for each condition and participants. We add that to the dataset in a new column RT\_z.

## z-standardise RTs for each subject and trial condition separately  
data\_correct = data\_correct %>%  
 group\_by(id, trcond) %>%  
 mutate(RT\_z = as.numeric(scale(RT))) %>%   
 ungroup

**Task 1:**  
a) Exclude RT outliers (outside +/- 3SD) by using the filter function, and call the new data set data\_screened.  
b) Plot a histogram of the screened RTs (hint: you will need the function hist)

## excluding outliers  
data\_screened = data\_correct %>% filter(abs(data\_correct$RT\_z) < 3)  
  
## plot histogramm of RTs  
hist(data\_screened$RT\_z)
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## 4) Comparing Means

#### Paired t-test & repeated-measures ANOVA

Aggregate data: The aggregate function allows you to obtain summary statistics (mean/sd/sum/min…) for each id and condition.

## Compute the mean RTs for each id and condition  
RTmean <- aggregate(RT ~ id + trcond,  
 data = data\_screened,   
 mean)  
  
## t-test: compare RTs for the two conditions Test vs. Easy trials  
t.test(RT ~ trcond, data = subset(RTmean, trcond %in% c("Easy", "Test")),  
 paired = TRUE, alternative = "two.sided")

##   
## Paired t-test  
##   
## data: RT by trcond  
## t = 4.0082, df = 16, p-value = 0.001014  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 17.03546 55.28528  
## sample estimates:  
## mean of the differences   
## 36.16037

## one-way ANOVA: compare RTs across all conditions  
results <- aov(RT ~ trcond + Error(id/trcond), data = RTmean)  
  
summary(results)

##   
## Error: id  
## Df Sum Sq Mean Sq F value Pr(>F)  
## Residuals 16 96554 6035   
##   
## Error: id:trcond  
## Df Sum Sq Mean Sq F value Pr(>F)   
## trcond 2 11135 5568 9.106 0.00074 \*\*\*  
## Residuals 32 19565 611   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

**TASK 2:** RUNNING A 2x2 ANOVA  
a) Average RTs by dot-motion coherence (coh) and dot-motion direction (dir) using the function aggregate. b) Run a repeated-measures 2x2 ANOVA to analyse the main effects and interaction of dot-motion coherence x direction (hint: interaction terms are specified with \*)

## aggregate RTs by coh and dir  
RTmean2 <- aggregate(RT ~ id + coh + dir,  
 data = data\_screened, mean)  
  
## main effects + interactions of coh x dir -> RTs  
resultsInt <- aov(RT ~ coh \* dir + Error(id/(coh\*dir)), data = RTmean2)  
#resultsInt <- aov(RT ~ coh + dir + coh:dir + Error(id/(coh\*dir)), data = RTmean2)

## 6) Plotting Results

#### Barplots & Boxplots

## boxplot of RTs  
ggplot(RTmean, aes(x=trcond, y=RT)) +   
 geom\_boxplot() +  
 labs(x="Condition", y="RTs (ms)") +   
 myTheme()
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## barplot of mean RTs  
ggplot(RTmean, aes(x=trcond, y=RT)) +   
 stat\_summary(fun.y=mean, geom="bar") +  
 stat\_summary(fun.data=mean\_se, geom="errorbar", width=.1) +  
 labs(x="Condition", y="Mean RT (ms)") +   
 myTheme()
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## barplot of mean RTs: coherence x direction  
pd <- position\_dodge(.9) # move bars from centre so they don't overlap  
ggplot(RTmean2, aes(x=coh, y=RT, fill=dir)) +   
 stat\_summary(fun.y=mean, geom="bar", position=pd) +  
 stat\_summary(fun.data=mean\_se, geom="errorbar", position=pd,width=.1) +  
 #geom\_point(position=pd) +   
 labs(x="Coherence", y="Mean RT (ms)", fill="Direction") +   
 myTheme()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAzFBMVEUAAAAAADoAAGYAOpAAZpAAZrYAv8QzMzM6AAA6kNtNTU1NTW5NTY5Nbm5NbqtNjqtNjshmAABmOpBmZgBmZjpmtv9uTU1uTW5uTY5ubk1uq8huq+SOTU2OTW6Ojo6OyP+QOgCQOmaQZgCQkLaQ29uQ2/+rbk2rjk2ryKur5P+2ZgC2Zma2kDq2/7a2///Ijk3Iq27I/8jI///bkDrb/7bb///kq27kyI7k/+Tk///4dm3/tmb/yI7/25D/5Kv//7b//8j//9v//+T///9y9psRAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAOpElEQVR4nO2di1rjuBlAPVA6EKY0dAqzbWih7Q5b3O6kO+6knSZc8/7vVEvyLWAZy3Ks+Oec71tGKM4f1ie6WrKjNYgmCv0HwHZBsHAQLBwECwfBwkGwcBAsHAQLB8HCQbBwECwcBAsHwcJBsHAQLBwECwfBwkGwcBAsHAQLB8HCQbBwECwcBAsHwcJBsHAQLJyeBfN92TUQLBwECwfBwkGwcBAsHAQLx8nIajKZTOsTXcLBALgYWZ18X9+dT5XWy/XDRTXRJRwMgYORh4tZ+nPx4evTtVK6Or4pEl3CwSA4GClE3p3PzM8i0SUcDIKDkcWHXy50i3t3frnWBbpIdAkHg+AieJIWYVUrq5ZXeZ0WCfXye4WL4Mjg9OeCK06CVUlNK+p6wa7hOh0PrrgI1m1wKrXHKhrB28a5k6UFm75VmegSrtPx4IrDGTY6V70OkzoJpu12wOU8pUPgtJM163Oio6sm9LbFeapylid6mapE8LbZ/sWG/zURNbw24J8tGAQLZ4cF/7qBqOG1fv+Pxg6ChYNg4SBYOAEFZxcbAgl+K7MlgUtwE1svwW9A7zgFm8KH4FaMUfAr+PyxLd40srpduuCmD+g6yzKqoo9gBHuGQ3BQENzhw8c0Ckcwgj3D7ahgj1kWBG+wo4J9PhzBVRAcFAQ7fnjU1zzaQCC43w9HMIKHBcEI9gyH4KAgGMGe4RAcFAQj2DMcgoOCYAR7hkNwUBCMYM9wCA4KghHsGQ7BQUEwgj3DITgoCEawZzgEBwXBCPYMh+CgIBjBnuEQHBQEI9gzHIKDgmAEe4ZDcFAQjGDPcAgOCoIR7BkOwUFBMII9wyE4KAh+o4LvT/VG9r0v3uEQHJR6wcuo5MwzHIKDUidYld6jLB27lWIEtz9Xw1BjZBkdVH99vHIoxAhufaoG4qWR+999e5bz+JfWZRjBbc/UUNCLRrBnOAQHxSZ4+e6z7mw59aERPBrB6TjpLO1duY6SEDwWwXFagG8P97/dnx7UH9A+HIKDUi9Ye03UYDhxm8tCsMvZGgKb4CNTihEsV/D9qXIbI1ii4MervS96QuvZrFaXcAgOir0XrTrQcaSqab9wCA6KbRycRB26WAgej+D+wiE4KAhGsGc4BAcFwW9UcJyv2HnWzZqffE9/riaTyXRdTdjDITgotrnoqF7waqIEryaX64eLaSXREA7BQbHNZNVfRXq4UIKfrpXS1fFNkWgKh+Cg2ATvP1+3o1mc/JQKvjufpen0Z5FoCofgoNiq6NoZjrtPN3Mt+HKtSvOsSDSFQ3BQLIJrrwM/Xc90J0u1vMrrtEioV98rEOzpo3esS3ZqOlmLVK5dsC0cgoPi0ItOK2gzTKKKHr3g2l70YqI5vsn7VpdFoikcgoPi1os2JZhh0ugF2xdyzJnoECH48cpShJmqFCE42x3svkMYwS5nawgQ/CYF9xkOwUFBcDDBxVzSWfbr0StvSLtGf2t5YAn7g8MLjnSHtoW328ODdgdWYId/QMFG1O1hZJt1eIYR7Ab36Agu2Hr1/QV9CeYuO8MKXmebSPRC9J9P9WaDtFgXp15dGFCHJpFOZO9bFnLidz9eWUW9cp+slnVHUzgEWygF65nhTPBHfdKziz2qwJpt2vrFiuAsVx+RHVy/CYVe9A4IVlvBMsFG01K3i6b3k6j07aEp1kUnK8nLudoGqtLpwbX1N4J3TLDOi01pVMsuHq90Wr9QCs5y9Sb9VPDR2rpPEME7JvhsXda/qrauXtgrBee5+p3m62DpgSF4BwRX2mAtuJwp3vvymuBULoJ3XXClF52V4HJoSgkev+D7U2WoIjhtVYsxT9baan22NhjBOy047QpXOsdn5iX9bxIdZL1o06G29aIRvKOCX85FZ4LzoW02WMqPUbMf+URHXL7VUbB9PVYLENz+XOWCswmKDcHmxcxYXCQTlaiZyULwLgoeBgQj2C8cgsOC4DcoOKrCojsEN4ZDcFioooMJrv3czmfeBoIR7BcOwTYQjOAeQPCbE9x3OARb2A3BS4ZJgwu+PayugI2j6Chx2cuwiW3he77qi3FwYMHqF/0IjY7Ubl3JFrw/2pdTO4RDsIV2gs0TyvoUbBbYLqP9f59G9SsxncIh2Eaz4MQsdo87TSg2GjFPW1nHex+d9zUguDfBiX4y2dE2SnA2TEqcn1tYHw7BNpoEa7f6kRlbFNwlKILbn6smwctsFc7ZNgV3KMAI7klwUmztRLBIwctiqyCCRQo2bbCSuw3BXPAPLlgvhdX3dEawTMF6HKz3MehnwPY5DvYCwe3PlVVwryAYwZ7hEGwBwcIFDwOCEewZDsEWhvl+IBjBnuEQbAHBCO4BlwdjdQuHYAtBBS+ZqhQt2Hbjwy7hEGzhtbfHlRVTj1e5D9cVtLaHcnSc3EZw+3Pl8vZCsPOFJdcnn7mHQ7CFkIKtz8XqEA7BFuxvj391Fb37rKvoOIr2/7n/7fEqzYr2v6k7ZXn3ihRJ/d2lu4RDsIUGweZWZ+ouhanNJFKCozO9AKCnEty5EUZw+3PVINisTFcF9sxUp6ZKjdXdhXtqgxkmhRSsG8j0p6lIYyX4YI1ggYL12U/6F9wZBLc/V20Eb6sEdwbB7c9VC8GVNnhrgv9BFR1OcKUX3bfgmDZ4FwTrcfBfK4KdV9DaxsFFJ8vtC4Pg9ueq9dvjbtcFDLaZrHef9ZcmdhwOI7j9uWrx9qXaP7TstIkoxzZMOjC7U8urGJ3DIdhCm7cnke2RdW2xCT7KN024TUoj2OVsDYGtij7IqoaETpZEwfrBPeqaYfURTR3DITgoFsH6gTxx5ckf3cMhOCj25webe/hs+F1MJpOpSqxeJOzhEBwUl6nKxWSWGp0qrZfrh4tqoiEcgoPiINiYXHz4+nStEqvjmyLRFA7BQbEKTlvhvS9JtYa+O79Mfy6Ob+7OZ/rXWZFoCofgoDTNRaeCX058zj98NaYfLmZFoikcgoNinYs2V5vj53PRph02XqdFQr3yXoHgHpz0SsOqSjNVuTmTVfSxXgq2hUNwUBqmKvUk1uZMliq/eWNMFS1P8Fz7Xed9q8si0RQOwUF5pYre2OKwmBiTDJNGL1jdD1x1su5PK9ciy+EQEx2jF1ws2akMhNVEZYoqr0xVjl6wfl68+z3BEex4wrYOy2YR7BkOwUFB8JsTrJ+WxO2E5Qou17wjWKbgZdThgUn2cAgOSm0bnHQYIFnDITgo1h3+3Z6mhmD3c7Zd7L3oxHljUn04BAelaZik+tOO+yYQ7HS6BuCVcfDtIb1ouYL1nTrYPipVsBoOOw+XEOx4wrZOw91m6UVLFayrZsbBYgUn7k92bwqH4KAwF/3mBHM1SbjgvsMhOCgIRrBnOAQHBcEI9gyH4KAgGMGe4RAcFAQj2DMcgoOCYAR7hkNwUBCMYM9wCA4KghHsGQ7BQUEwgj3DITgoCEawZzgEBwXBCPYMh+CgIBjBnuEQHBQEI9gzHIKDgmAEe4ZDcFAQjGDPcAgOCoIR7BkOwUFBMII9wyE4KAhGsGc4BAcFwQj2DIfgoCAYwZ7hEBwUBCPYMxyCg4JgBHuGQ3BQEIxgz3AIDgqCEewZDsFBQTCCPcMhOCgIRrBnOAQHBcEI9gyH4KB4Cl5NJpNpczgEB8VP8GpyuX64qBhGsNf53AJegp+uldvV8U1TOAQHxUvw3fms+GkNh+CgeAq+TH8+XGjB7xU999nAGy8jqglebzTCCN41ECyc/qpo/3CwBXrpZF32Ew62wPaHSRCU7U90QFC2P1UJQdn+xQYICoKFg2DhIFg4CBZO34J75H2fwUJ+eL+n2NVI0E9v5P2b/fA+QfAOfnifIHgHP7xPELyDH94nOywY+gDBwkGwcBAsHAQLB8HCQbBwdkxwdQHfoJjlZYr5yfea3NGCYEO9SgT3DYL7ZhcFLyaTycyc3FWa2Kg0t8XT9W+vJxP1QfrT5mn6Xyffy9zRsoOC58c3ekn94sPX1PU0Pfez19/oy9N1vgJYCZ7rj1aCn68LHh27J9hsl1gc36gF9fM/n3y/+3Tz6vu8ebrOS2/6n65HVE6ZO1p2T7DZKJEmHi5mD3/6+w9fV2lx2jqmtc0EL/SfMFeC89zRssOC1/Pp3Q+/XFzOh6ghNwXrr9QCwf1TCFabYhYn/zn57/Ufr4foWFOCh6HaBq/vPv0h7Wr9ZogmeFNwpQ1GcL+Uveip2nicFuPVMKOUDcGVXjSC+6UyDk4pVG+fTcF6HPwTgmUzSOdu6yC4Bn3vEXMDktGD4DpUI3E8RN9u+yBYOAgWDoKFg2DhIFg4CBbOeAQ/XqnN1Ecv8uN3nwP8NaNhNILjbLv83pfnLyC4ibEITqLoLP3n/jTa/7b5CoIbGYng28Os5KYV9dnmSwhuZCSC46LxXRrBS1Vd61QqOC3emeXbwzw72fv5VOeWWfG7H6/ytK7ys5jlEQIZh+DHq81iajpcUXSwVtp+r5L6gLjMTvY+Rqo6r2RlSXVkFkAbrhwhkHEIvj/dbHmTvGweKT9pOhV2pIq1qshNLW4O2cjKjzxQr6bZt4fqkOoRAhml4LxA3x7qIqrK4VJpy5rj+1Ot0BTPSlZ5ZBZAH1M9QiBjEbwxOsp9P16l2UbQ7eFBUXHrqjnRJXIjqzyy8oXZOEIg4xD8rA0uBafZVW25q9R7kg+ryqxawRtHCGQcgvMKd22qZWsJrjjKS3Aly1KCZYrNGYlg0x9ar01varMNLrSljWzZUUqyoVElq/pVqH+TQEYiWM1kqTKcVqiqwG30oktXSzOcTUw/OR8vF1mVI3Uv2vScq0cIZCyCn81Fx2W/qKItzzbfgbPq+1RW5cisa6Ur6lhyEzwewVlvqJzQqsxkrXPBJluncsGVrI0j43JuozxCIOMRDJ1AsHAQLBwECwfBwkGwcBAsHAQLB8HCQbBwECwcBAsHwcJBsHAQLBwECwfBwkGwcBAsHAQLB8HCQbBwECwcBAsHwcJBsHAQLBwECwfBwkGwcBAsHAQL5/8rC3f2CVWZ5gAAAABJRU5ErkJggg==)

#scale\_fill\_manual(values=c("#006033","#153E7E"))  
 #scale\_fill\_manual(values=c("red","blue"))  
 #scale\_fill\_brewer(palette="Set1") #"Spectral", "Blues" etc.  
  
  
## save plot   
ggsave("RTs.png", scale = 1, width = NA, height = NA, units = "cm", dpi = 300)

## Saving 12.7 x 10.2 cm image

## 7) Regressions & Scatterplots

Correlation between % outcome and SoA judgments

## Select data of participant 1  
dataSub1 <- subset(data\_screened,id %in% "1")  
  
## Regression RT -> SoA   
reg <- lm(SoA ~ RT, data = dataSub1)  
summary(reg)

##   
## Call:  
## lm(formula = SoA ~ RT, data = dataSub1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -54.679 -19.798 4.135 17.697 49.874   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 87.07679 14.08464 6.182 1.87e-08 \*\*\*  
## RT -0.05733 0.02180 -2.630 0.0101 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 24.42 on 89 degrees of freedom  
## (128 observations deleted due to missingness)  
## Multiple R-squared: 0.07212, Adjusted R-squared: 0.06169   
## F-statistic: 6.917 on 1 and 89 DF, p-value: 0.01006

## Plot correlation  
ggplot(dataSub1, aes(x=RT, y=SoA)) +   
 geom\_point() +   
 labs(x="RT (ms)", y="Mean SoA rating (%)") +  
 geom\_smooth(method="lm", se=TRUE, level=0.95) +  
 scale\_x\_continuous(limits=c(300,900)) +   
 myTheme()

## Warning: Removed 128 rows containing non-finite values (stat\_smooth).

## Warning: Removed 128 rows containing missing values (geom\_point).
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**TASK 3**:  
a) Run a GLM using the function lm to analyse the effects of both RTs and trcond on SoA.

## Regression RT and trial condition -> SoA   
reg <- lm(SoA ~ RT + trcond, data = dataSub1)  
summary(reg)

##   
## Call:  
## lm(formula = SoA ~ RT + trcond, data = dataSub1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -49.036 -16.166 1.883 15.723 52.229   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 76.93525 14.31485 5.375 6.35e-07 \*\*\*  
## RT -0.04865 0.02119 -2.296 0.024092 \*   
## trcondEasy 25.33279 6.96176 3.639 0.000464 \*\*\*  
## trcondConflict 2.87549 5.88955 0.488 0.626612   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 22.98 on 87 degrees of freedom  
## (128 observations deleted due to missingness)  
## Multiple R-squared: 0.1969, Adjusted R-squared: 0.1692   
## F-statistic: 7.109 on 3 and 87 DF, p-value: 0.0002509

Let’s plot the regression line of RTs -> SoA separately for each trial condition.

## Plot correlation  
ggplot(dataSub1, aes(x=RT, y=SoA, color = trcond)) +   
 geom\_point() +   
 labs(x="RT (ms)", y="Mean SoA rating (%)", color = "Trial condition") +  
 geom\_smooth(method="lm", se=TRUE, level=0.95) +  
 myTheme() +   
 #scale\_color\_manual(values=c("red","blue"))  
 scale\_color\_brewer(palette="Accent") #"Spectral", "Blues" etc.

## Warning: Removed 128 rows containing non-finite values (stat\_smooth).

## Warning: Removed 128 rows containing missing values (geom\_point).
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## 8) Linear Mixed-Effects Models

Running an LMEM with RTs as a fixed effect and IDs as random intercepts. This model accounts for the fact that participants vary in their overall SoA judgments (each participant has a different intercept). Furthermore, it allows us to include RT as a variable that varies on a trial-by-trial basis within participants (“RTs are nested within IDs”).

## libraries needed for LMEM  
#install.packages("lme4")  
#install.packages("TMB")  
#install.packages("sjPlot")  
  
library(lme4)

## Loading required package: Matrix

library(sjPlot)

## Install package "strengejacke" from GitHub (`devtools::install\_github("strengejacke/strengejacke")`) to load all sj-packages at once!

data\_screened$outcome\_z = scale(data\_screened$outcome)  
  
## specify model with IDs as random intercept  
lmem <- lmer(SoA ~ RT\_z \* outcome\_z + (1|id),   
 data=data\_screened,  
 control = lmerControl(optCtrl=list(maxfun=1e5)), REML=F)  
  
summary(lmem)

## Linear mixed model fit by maximum likelihood ['lmerMod']  
## Formula: SoA ~ RT\_z \* outcome\_z + (1 | id)  
## Data: data\_screened  
## Control: lmerControl(optCtrl = list(maxfun = 1e+05))  
##   
## AIC BIC logLik deviance df.resid   
## 14198.3 14230.5 -7093.2 14186.3 1578   
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -3.7357 -0.5241 0.0603 0.6961 3.0291   
##   
## Random effects:  
## Groups Name Variance Std.Dev.  
## id (Intercept) 20.23 4.497   
## Residual 446.09 21.121   
## Number of obs: 1584, groups: id, 17  
##   
## Fixed effects:  
## Estimate Std. Error t value  
## (Intercept) 51.0084 1.2178 41.885  
## RT\_z -1.9278 0.5514 -3.496  
## outcome\_z 16.0767 0.5743 27.992  
## RT\_z:outcome\_z -0.6793 0.5996 -1.133  
##   
## Correlation of Fixed Effects:  
## (Intr) RT\_z otcm\_z  
## RT\_z 0.002   
## outcome\_z 0.022 0.050   
## RT\_z:otcm\_z 0.022 0.032 0.022

## plotting estimates/coefficients of fixed effects with confidence intervals   
plot\_model(lmem, type = "est") + myTheme() # or: sjp.lmer(lmem, type = "fe")

## Computing p-values via Wald-statistics approximation (treating t as Wald z).
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## plotting effect of RT on SoA as regression line  
plot\_model(lmem, type = "eff", terms = c("RT\_z", "outcome\_z")) + myTheme()
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#sjp.lmer(lmem, type = "ri.slope") # plot slope for each individual  
  
  
## check assumptions of lmem by plotting diagnostics  
#plot\_model(lmem, type = "diag")