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# **Задание на практическую работу**

Рис.1. Диаграмма классов работы №4

Создать два приложения (клиент и сервер), работающих в паре.

Клиентское приложение (GUI приложение) должно выполнять следующие функции:

* ввод/вывод через интерфейсные элементы объекта класса интерфейс;
* формирование сообщения, состоящего из вида запроса (что от них надо) и параметров запроса (какие данные для этого есть);
* получать ответ на запрос не напрямую, а через ответное сообщение;
* транслировать сообщения объекта интерфейс в сеть и обратно.

Серверное приложение (консольное приложение) должно выполнять следующие функции:

* получать и принимать сообщения из сети (коммуникатор);
* преобразовывать полученные сообщения к виду, позволяющему обращаться к объектам полинома и рационального числа;
* напрямую обращаться с запросами к объектам полинома и рационального числа, что в едином приложении выполнялось в реализации методов объекта интерфейс;
* получать ответ от полинома;
* преобразовывать его в ответное сообщение для интерфейса клиентского приложения.

Клиент и сервер настроены на исполнение на одном компьютере по IP адресу 127.0.0.1 с перекрестным соединением портов 10000 🡪 10001 и 10001 🡨 10000.

Реализовать и отладить программы, удовлетворяющие сформулированным требованиям и заявленным целям. Разработать контрольные примеры и оттестировать на них программы. Оформить отчет, сделать выводы по работе.

# **Спецификации классов**

## **Общие ресурсы**

enum messages – перечисление передаваемых сообщений между программами клиент-сервер.

### **Класс TCommunicator**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| bool | ready | private |
| struct TCommParams  {  QHostAddress rHost;  quint16 rPort;  QHostAddress sHost;  quint16 sPort;  }; | params | private |

Класс TCommunicator реализует сетевую коммуникацию между приложениями клиент и сервер.

## **Программа Server, Класс Polinom**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| number | a | private |
| number | b | private |
| number | c | private |
| enum EPrintMode | printMode | private |

Атрибуты a, b, c используется для хранения коэффициентов; printMode для хранения вида вывода на экран полинома P(x).

Модуль **«Polinom»** содержит спецификацию класса "Полином 2-ой степени" и реализацию его методов.

Конструктор **Polinom(number, number, number)** имеет 3 формальных параметров типа number, область видимости public, реализовывает создание объекта и задание значений коэффициентов полинома.

Метод **value(number)** имеет тип возвращаемого значения **number**, имеет 1 формальный параметр типа number, область видимости **public**, реализовывает расчет значения полинома по аргументу **x**.

Метод **Calculate()** имеет тип возвращаемого значения **number\***, не имеет формальных параметров, область видимости **public**, реализовывает расчет и вывод корней полинома, а также возвращает массив корней.

Метод **CalculateRoots()** имеет тип возвращаемого значения **QString**, имеет один формальный параметр типа **Polinom**, область видимости **public**, реализовывает вывод корней полинома в строку **QString**, работает в паре с методом **int Calculate(number\*)**.

Метод **setPrintMode(EPrintMode)** не возвращает никакие параметры (void), имеет один формальный параметр EPrintMode, область видимости public, задает вид полинома выводимого на экран.

Перегрузка оператора **QString& operator<< (QString&, Polinom&)**, определяет оператор **<<** для вывода типа данных **Polinom** в **QString.**

## **Программа Server, Класс Rational**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| int | a | private |
| unsigned int | b | private |

Атрибуты a, b используется для хранения рациональных дробей.

Модуль **«Rational»** содержит спецификацию класса "Рациональное число" и реализацию его методов. Он имеет три конструктора:

* базовый, Rational();
* с одним аргументом, только числитель, знаменатель устанавливается в значение по умолчанию (1), Rational(const int&);
* с двумя аргументами, числитель и знаменатель, Rational(int, unsigned int).

Методы **getA();** и **getB();** имеет тип возвращаемого значения int и unsigned int соответственно, не имеет формальных параметров, область видимости public, реализовывают доступ к атрибутам класса **Rational**;

### **Арифметические операторы**

Rational operator\* (int); //умножение рационального числа на целое

Rational operator\* (Rational); //умножение рациональных чисел

Rational operator/ (Rational); //деление рациональных чисел

Rational operator+ (Rational); //сложение рациональных чисел

Rational operator- (Rational); //вычитание рациональных чисел

Rational operator- (); //унарный оператор вычитания рационального числа

### **Операторы сравнения**

bool operator== (Rational); // равно

bool operator!= (Rational); // не равно

bool operator>= (Rational); // больше либо равно

bool operator<= (Rational); //меньше либо равно

bool operator> (Rational); //строго больше

bool operator< (Rational); //строго меньше

## **Программа Server, Функции**

**int getNod(int a, int b);** рекурсивная функция нахождения НОД, принимает два аргумента целого типа, возвращает наибольший общий делитель аргументов;

friend QString& operator<<(QString&, Rational); определение и реализация вывода строки в QString для типа данных Rational.

friend Rational sqrt(Rational); переопределение (перегрузка) глобальной функции ::sqrt(double& int) для типа данных Rational.

friend Rational abs(Rational); переопределение (перегрузка) глобальной функции ::abs(double& int) для типа данных Rational.

## **Программа Server, Класс TApplication**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| TCommunicator\* | comm | private |

Класс TApplication является основным классом, управляющим серверную часть приложения, реализует получение запросов со стороны клиентского приложения, обработку необходимых данных, выполнение необходимых расчетов, формирование и отправка ответных сообщений.

## **Программа Client, Класс Interface**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| QLabel\* | name\_a, | private |
| QLabel\* | delimeter\_a | private |
| QLineEdit\* | a\_numerator, | private |
| QLineEdit\* | a\_denominator | private |
| QLabel\* | name\_b, | private |
| QLabel\* | delimeter\_b | private |
| QLineEdit\* | b\_numerator, | private |
| QLineEdit\* | b\_denominator | private |
| QLabel\* | name\_c, | private |
| QLabel\* | delimeter\_c | private |
| QLineEdit\* | c\_numerator, | private |
| QLineEdit\* | c\_denominator | private |
| QLabel\* | name\_x, | private |
| QLabel\* | delimeter\_x | private |
| QLineEdit\* | x\_numerator, | private |
| QLineEdit\* | x\_denominator | private |
| QPushButton\* | value\_btn | private |
| QPushButton\* | root\_btn | private |
| QPushButton\* | print\_classic\_btn | private |
| QPushButton\* | print\_canonic\_btn | private |
| QLabel\* | output | private |

Атрибуты name\_\* используются для хранения текстовых меток, выводимых на графический интерфейсе программы.

Атрибуты delimeter\_\* используются для хранения текстовых меток, знаков разделителей, выводимых на графический интерфейсе программы.

Атрибуты \*\_ numerator и \*\_denominator используются для хранения значений коэффициентов и аргумента полинома.

Атрибуты \*\_btn используются для хранения инструкций, выполняемых при нажатии кнопок в графическом интерфейсе.

Модуль **«Interface»** содержит спецификацию класса " **Interface**" и реализовывает графический интерфейс программы.

## **Программа Client, Класс TApplication**

Атрибуты:

|  |  |  |
| --- | --- | --- |
| Тип | Наименование | Область видимости |
| TCommunicator\* | comm | private |
| TInterface\* | interface | private |

Класс TApplication является основным классом, управляющим клиентскую часть приложения, реализует передачу и получение запросов с коммуникатора и в коммуникатор.

# **Описание контрольного примера с исходными и ожидаемыми (расчетными) данными**

Пример:

# **Скриншоты программы на контрольных примерах**
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Рисунок 1. Ввод значения аргумента х, расчет значения и его вывод
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Рисунок 2. Расчет корней и вывод результатов расчета
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Рисунок 3. Вывод текстового представления полинома в классической форме

![](data:image/png;base64,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)

Рисунок 4. Вывод текстового представления полинома в канонической форме

# **Выводы по выполнению работы**

В рамках данной практической работы была реализована и отлажена программа, удовлетворяющая сформулированным требованиям и заявленным целям. Разработаны контрольные примеры, и программа оттестирована на них.

Была реализована пара приложений (клиент-сервер). Все расчеты выполняются в серверной части приложения, а клиентская часть служит только для получения данных от пользователя и вывода итогового результата расчетов.

Получил практические навыки работы со средой разработки Qt Creator, с сетевым протоколом UDP и работы пары приложений через сеть.

Познакомился с библиотекой классов Qt, с их помощью реализовал приложение с графическим интерфейсом на основе QWidget, на языке программирования C++.

На практике изучил важные аспекты и правила написания кода с использованием объектно-ориентированной модели программирования.

# **ПРИЛОЖЕНИЕ 1. ИСХОДНЫЙ КОД (ОБЩИЙ)**

## **FILE common/common.h**

#ifndef COMMON\_H

#define COMMON\_H

#include <QString>

enum messages

{

    VALUE\_REQUEST = 1,

    VALUE\_ANSWER,

    PRINT\_CLASSIC\_REQUEST,

    PRINT\_CANONIC\_REQUEST,

    PRINT\_ANSWER,

    ROOTS\_REQUEST,

    ROOTS\_ANSWER,

};

extern const QChar separator;

QString& operator<< (QString&,const QString&);

#endif // COMMON\_H

## **FILE common/common.cpp**

#include "common.h"

const QChar separator(';');

QString& operator<< (QString& m, const QString& s)

{

    m += s;

    m.append(separator);

    return m;

}

## **FILE common/** **communicator.h**

#ifndef COMMUNICATOR\_H

#define COMMUNICATOR\_H

#include <QObject>

#include <QUdpSocket>

#include <QHostAddress>

struct TCommParams

{

    QHostAddress rHost;

    quint16      rPort;

    QHostAddress sHost;

    quint16      sPort;

};

class TCommunicator : public QUdpSocket

{

    Q\_OBJECT

    bool         ready;

    TCommParams  params;

public:

    TCommunicator(TCommParams&,QObject \*parent = nullptr);

    bool isReady();

signals:

    void recieved(QByteArray);

public slots:

    void send(QByteArray);

private slots:

    void recieve();

};

#endif // COMMUNICATOR\_H

## **FILE common/ communicator.cpp**

#include "communicator.h"

TCommunicator::TCommunicator(TCommParams& pars, QObject \*parent) : QUdpSocket(parent)

{

    params = pars;

    ready = bind(params.rHost, params.rPort,

                 QAbstractSocket::ShareAddress | QAbstractSocket::ReuseAddressHint);

    if (ready) connect(this,SIGNAL(readyRead()),this,SLOT(recieve()));

}

bool TCommunicator::isReady()

{

    return ready;

}

void TCommunicator::send(QByteArray msg)

{

    if (ready)

    {

        writeDatagram(msg, params.sHost, params.sPort);

        //qDebug()<<"sended"<<msg;

    }

}

void TCommunicator::recieve()

{

    if (hasPendingDatagrams())

    {

        quint64 size = pendingDatagramSize();

        QByteArray msg(size,'\0');

        readDatagram(msg.data(), size);

        //qDebug()<<"recieved"<<msg;

        emit recieved(msg);

    }

}

# **ПРИЛОЖЕНИЕ 2. ИСХОДНЫЙ КОД ПРОГРАММЫ CLIENT**

## **FILE client/client.pro**

QT += core gui network

greaterThan(QT\_MAJOR\_VERSION, 4): QT += widgets

TARGET = client

TEMPLATE = app

DEFINES += QT\_DEPRECATED\_WARNINGS

#RC\_ICONS += math.ico

INCLUDEPATH += ../common

SOURCES += \

main.cpp \

application.cpp \

interface.cpp \

../common/communicator.cpp \

../common/common.cpp

HEADERS += \

application.h \

interface.h \

../common/communicator.h \

../common/common.h

## **FILE client/application.h**

#ifndef APPLICATION\_H

#define APPLICATION\_H

#include <QObject>

#include <QApplication>

#include "interface.h"

#include "communicator.h"

class TApplication : public QApplication

{

    Q\_OBJECT

    TCommunicator \*comm;

    TInterface    \*interface;

public:

    TApplication(int, char\*\*);

public slots:

    void fromCommunicator(QByteArray);

    void toCommunicator(QString);

};

#endif // APPLICATION\_H

## **FILE client/application.cpp**

#include "application.h"

TApplication::TApplication(int argc, char \*argv[])

            : QApplication(argc,argv)

{

    TCommParams pars = { QHostAddress("127.0.0.1"), 10001,

                         QHostAddress("127.0.0.1"), 10000};

    comm = new TCommunicator(pars, this);

    interface = new TInterface();

    interface->show();

    connect(comm,SIGNAL(recieved(QByteArray)),this, SLOT(fromCommunicator(QByteArray)));

    connect(interface,SIGNAL(request(QString)),this, SLOT(toCommunicator(QString)));

}

void TApplication::fromCommunicator(QByteArray msg)

{

    interface->answer(QString(msg));

}

void TApplication::toCommunicator(QString msg)

{

    comm->send(QByteArray().append(msg));

}

## **FILE client/interface.h**

#ifndef INTERFACE\_H

#define INTERFACE\_H

#include <QWidget>

#include <QLabel>

#include <QLineEdit>

#include <QPushButton>

class TInterface : public QWidget

{

    Q\_OBJECT

    QLabel \*name\_a, \*delimeter\_a;

    QLineEdit \*a\_numerator, \*a\_denominator;

    QLabel \*name\_b, \*delimeter\_b;

    QLineEdit \*b\_numerator, \*b\_denominator;

    QLabel \*name\_c, \*delimeter\_c;

    QLineEdit \*c\_numerator, \*c\_denominator;

    QLabel \*name\_x, \*delimeter\_x;

    QLineEdit \*x\_numerator, \*x\_denominator;

    QPushButton \*value\_btn;

    QPushButton \*root\_btn;

    QPushButton \*print\_classic\_btn;

    QPushButton \*print\_canonic\_btn;

    QLabel \*output;

public:

    TInterface(QWidget \*parent = 0);

    ~TInterface();

public slots:

    void answer(QString);

private slots:

    void formRequest();

signals:

    void request(QString);

};

#endif // INTERFACE\_H

## **FILE client/interface.cpp**

#include "interface.h"

#include "common.h"

TInterface::TInterface(QWidget \*parent) : QWidget(parent)

{

    setWindowTitle("Работа №4");

    setFixedSize(360,280);

    name\_a = new QLabel("a =", this);

    name\_a->setGeometry(30,20,30,25);

    a\_numerator = new QLineEdit("2", this);

    a\_numerator->setGeometry(70,20,50,25);

    delimeter\_a = new QLabel("/", this);

    delimeter\_a->setGeometry(130,20,30,25);

    a\_denominator = new QLineEdit("5", this);

    a\_denominator->setGeometry(145,20,50,25);

    name\_b = new QLabel("b =", this);

    name\_b->setGeometry(30,50,30,25);

    b\_numerator = new QLineEdit("4", this);

    b\_numerator->setGeometry(70,50,50,25);

    delimeter\_b = new QLabel("/", this);

    delimeter\_b->setGeometry(130,50,30,25);

    b\_denominator = new QLineEdit("5", this);

    b\_denominator->setGeometry(145,50,50,25);

    name\_c = new QLabel("c =", this);

    name\_c->setGeometry(30,80,30,25);

    c\_numerator = new QLineEdit("112", this);

    c\_numerator->setGeometry(70,80,50,25);

    delimeter\_c = new QLabel("/", this);

    delimeter\_c->setGeometry(130,80,30,25);

    c\_denominator = new QLineEdit("405", this);

    c\_denominator->setGeometry(145,80,50,25);

    name\_x = new QLabel("x =", this);

    name\_x->setGeometry(30,110,30,25);

    x\_numerator = new QLineEdit("7", this);

    x\_numerator->setGeometry(70,110,50,25);

    delimeter\_x = new QLabel("/", this);

    delimeter\_x->setGeometry(130,110,30,25);

    x\_denominator = new QLineEdit("8", this);

    x\_denominator->setGeometry(145,110,50,25);

    value\_btn = new QPushButton("Значение", this);

    value\_btn->setGeometry(10,150,100,30);

    root\_btn = new QPushButton("Корни", this);

    root\_btn->setGeometry(130,150,60,30);

    print\_classic\_btn = new QPushButton("Класс.", this);

    print\_classic\_btn->setGeometry(210,150,60,30);

    print\_canonic\_btn = new QPushButton("Канон.", this);

    print\_canonic\_btn->setGeometry(290,150,60,30);

    output = new QLabel(this);

    output->setGeometry(20,200,340,50);

    connect(value\_btn,SIGNAL(pressed()),this,SLOT(formRequest()));

    connect(root\_btn,SIGNAL(pressed()),this,SLOT(formRequest()));

    connect(print\_classic\_btn,SIGNAL(pressed()),this,SLOT(formRequest()));

    connect(print\_canonic\_btn,SIGNAL(pressed()),this,SLOT(formRequest()));

}

TInterface::~TInterface()

{

    delete name\_a;

    delete delimeter\_a;

    delete a\_numerator;

    delete a\_denominator;

    delete name\_b;

    delete delimeter\_b;

    delete b\_numerator;

    delete b\_denominator;

    delete name\_c;

    delete delimeter\_c;

    delete c\_numerator;

    delete c\_denominator;

    delete name\_x;

    delete delimeter\_x;

    delete x\_numerator;

    delete x\_denominator;

    delete value\_btn;

    delete root\_btn;

    delete print\_classic\_btn;

    delete print\_canonic\_btn;

    delete output;

}

void TInterface::formRequest()

{

    QString msg;

    msg << a\_numerator->text() << a\_denominator->text();

    msg << b\_numerator->text() << b\_denominator->text();

    msg << c\_numerator->text() << c\_denominator->text();

    QPushButton \*btn = (QPushButton\*)sender();

    if (btn == value\_btn)

    {

        msg << QString().setNum(VALUE\_REQUEST);

        msg << x\_numerator->text() << x\_denominator->text();

    }

    if (btn == root\_btn)

    {

        msg << QString().setNum(ROOTS\_REQUEST);

    }

    if (btn == print\_classic\_btn)

    {

       msg << QString().setNum(PRINT\_CLASSIC\_REQUEST);

    }

    if (btn == print\_canonic\_btn)

    {

        msg << QString().setNum(PRINT\_CANONIC\_REQUEST);

    }

    emit request(msg);

}

void TInterface::answer(QString msg)

{

    QString text;

    int p = msg.indexOf(separator);

    int t = msg.left(p).toInt();

    msg = msg.mid(p+1,msg.length()-p-2);

    switch (t)

    {

        case VALUE\_ANSWER:

            text = "Значение полинома p";

            p = msg.indexOf(separator);

            text += msg.left(p);

            text += " = ";

            text += msg.right(msg.length()-p-1);

            output->setText(text);

            break;

        case ROOTS\_ANSWER:

            text = "";

            text<<msg;

            output->setText(text);

            break;

        case PRINT\_ANSWER:

            text = "";

            text<<msg;

            output->setText(text);

            break;

        default: break;

    }

}

## **FILE client/main.cpp**

#include "application.h"

int main(int argc, char \*argv[])

{

    TApplication a(argc, argv);

    return a.exec();

}

# **ПРИЛОЖЕНИЕ 3. ИСХОДНЫЙ КОД ПРОГРАММЫ SERVER**

## **FILE server/server.pro**

QT -= gui

QT += network

CONFIG += c++11 console

CONFIG -= app\_bundle

DEFINES += QT\_DEPRECATED\_WARNINGS

INCLUDEPATH += ../common

SOURCES += main.cpp \

application.cpp \

polinom.cpp \

../common/communicator.cpp \

../common/common.cpp \

rational.cpp

HEADERS += \

application.h \

polinom.h \

number.h \

../common/communicator.h \

../common/common.h \

rational.h

## **FILE server/number.h**

#ifndef NUMBER\_H

#define NUMBER\_H

#include "rational.h"

typedef Rational number;

#endif // NUMBER\_H

## **FILE server/rational.h**

#include <iostream>

#include "number.h"

#include <QString>

#ifndef POLINOM\_H

#define POLINOM\_H

enum EPrintMode {

    EPrintModeClassic,

    EprintModeCanonical,

};

class Polinom

{

private:

    number a, b, c;

    EPrintMode printMode;

public:

    Polinom(number, number, number);

    number value(number);

    void setPrintMode(EPrintMode);

    int Calculate(number\*);

    QString CalculateRoots();

    friend QString& operator<< (QString&, Polinom&);

};

#endif // POLINOM\_H

## **FILE server/rational.cpp**

#include "rational.h"

#include "common.h"

QChar Rational::SEPARATOR = separator;

Rational::Rational() {};

Rational::Rational(const int& a\_)

{

    a = a\_;

    b = 1;

}

Rational::Rational(int a, unsigned int b)

{

    this->a = a;

    this->b = b;

}

int Rational::getA()

{

    return a;

}

unsigned int Rational::getB()

{

    return b;

}

//НОД

int getNod(int a, int b)

{

    return b ? getNod(b, a % b) : a;

}

Rational sqrt(Rational rt)

{

    double a, b;

    a = ::sqrt(rt.a);

    b = ::sqrt(rt.b);

    // переобразовываем double a и b в int, далее снова в double

    // если переобразованый совпадает с исходным, значит число целое

    // например имеем раьиональное число 16/81

    // при извлечении квадратного корня получаем 4.0/9.0

    // if (((double)(int)4.0) == 4.0)

    // т.е 4.0 -> 4 -> 4.0 == 4.0 значит можно записать в аттрибуты объекта (int)

    // заметим, что если бы а получилось скажем 4.254... то

    // при сравнении (((double)(int)4.254) == 4.254) получаем 4.0 == 4.254

    // и результат сравнения false

    if ((((double)(int)a) == a) && (((double)(int)b) == b))

    {

        rt.a = a;

        rt.b = b;

        return rt;

    }

    else

    {

        /\*

        QMessageBox messageBox;

        messageBox.critical(0,"Ошибка","Квадратный корень из дискриминанта не рациональная дробь!");

        messageBox.setFixedSize(500,200);\*/

        rt.a = 1;

        rt.b = 2;

        return rt;

    }

}

Rational abs(Rational rt)

{

    rt.a = ::abs(rt.a);

    rt.b = rt.b;

    return rt;

}

Rational::operator QString ()

{

    QString s = "(";

    s += QString().setNum(a);

    s += "/";

    s += QString().setNum(b);

    s += ")";

    return s;

}

Rational::Rational(const QByteArray& arr)

{

    int p = arr.indexOf(SEPARATOR);

    a = arr.left(p).toInt();

    b = arr.right(arr.length()-p-1).toUInt();

}

QString& operator<<(QString& qstr, Rational rt)

{

    //вызвать функцию нахождения НОД-а

    //проверить можно ли сократить дробь

    //если да, то скоратить, потом вывести на экран

    int nod = ::abs(getNod(rt.a, rt.b));

    if (nod >= 1) // НОД есть, сокращаем

    {

        rt.a /= nod;

        rt.b /= nod;

    }

    qstr += "(";

    qstr += QString().setNum(rt.a);

    qstr += "/";

    qstr += QString().setNum(rt.b);

    qstr += ")";

    return qstr;

}

QByteArray& operator>>(QByteArray& arr, Rational& c)

{

    int p = arr.indexOf(Rational::SEPARATOR);

    p = arr.indexOf(Rational::SEPARATOR,p+1);

    if (p > 0)

    {

        c = Rational(arr.left(p));

        arr = arr.right(arr.length()-p-1);

    }

    return arr;

}

void Rational::setSeparator(QChar ch)

{

    SEPARATOR = ch;

}

std::istream& operator>> (std::istream& is, Rational& rt)

{

    do {

        is >> rt.a >> rt.b;

        if ((rt.b <= 1)) {

            std::cout << "Знаменатель не может быть 0, 1 или отрицательным, повторите попытку" <<

                std::endl;

            continue;

        }

        // если а без остатка делится на b

        if ((double(int((double(rt.a) / double(rt.b)))) == (double(rt.a) / double(rt.b))))

        {

            std::cout << "Введеные числа НЕ образуют рациональную дробь, повторите попытку" <<

                std::endl;

            continue;

        }

        return is;

    } while (true);

}

std::ostream& operator<< (std::ostream& os, Rational rt)

{

    //вызвать функцию нахождения НОД-а

    //проверить можно ли сократить дробь

    //если да, то скоратить, потом вывести на экран

    int nod = ::abs(getNod(rt.a, rt.b));

    if (nod >= 1) // НОД есть, сокращаем

    {

        rt.a /= nod;

        rt.b /= nod;

    }

    os << "(" << rt.a << "/" << rt.b << ")";

    return os;

}

Rational Rational::operator- ()

{

    Rational rt;

    rt.a = a \* (-1);

    rt.b = b;

    return rt;

}

//умножение рациональной дроби с целым

Rational Rational::operator\* (int integer)

{

    Rational rational;

    rational.a = a \* integer;

    rational.b = b;

    //вызвать функцию нахождения НОД-а

    //проверить можно ли сократить дробь после умножения

    int nod = getNod(rational.a, rational.b);

    if (nod >= 1) // НОД есть, сокращаем

    {

        rational.a /= nod;

        rational.b /= nod;

        return rational;

    }

    else

    {

        return rational;

    }

}

//сложение рациональных дробей

Rational Rational::operator+ (Rational rt)

{

    Rational rational;

    rational.a = a \* rt.b + b \* rt.a;

    rational.b = b \* rt.b;

    int nod = getNod(rational.a, rational.b);

    if (nod >= 1) // НОД есть, сокращаем

    {

        rational.a /= nod;

        rational.b /= nod;

        return rational;

    }

    else

    {

        return rational;

    }

}

//вычитание рациональных дробей

Rational Rational::operator- (Rational rt)

{

    Rational rational;

    rational.a = a \* rt.b - b \* rt.a;

    rational.b = b \* rt.b;

    int nod = getNod(rational.a, rational.b);

    if (nod >= 1) // НОД есть, сокращаем

    {

        rational.a /= nod;

        rational.b /= nod;

        return rational;

    }

    else

    {

        return rational;

    }

}

//умножение рациональных дробей

Rational Rational::operator\* (Rational rt)

{

    Rational rational;

    rational.a = a \* rt.a;

    rational.b = b \* rt.b;

    int nod = getNod(rational.a, rational.b);

    if (nod >= 1) // НОД есть, сокращаем

    {

        rational.a /= nod;

        rational.b /= nod;

        return rational;

    }

    else

    {

        return rational;

    }

}

//деление рациональных дробей

Rational Rational::operator/ (Rational rt)

{

    Rational rational;

    rational.a = a \* rt.b;

    rational.b = b \* rt.a;

    int nod = getNod(rational.a, rational.b);

    if (nod >= 1) // НОД есть, сокращаем

    {

        rational.a /= nod;

        rational.b /= nod;

        return rational;

    }

    else

    {

        return rational;

    }

}

bool Rational::operator== (Rational rt)

{

    return (a == rt.a) && (b == rt.b);

}

bool Rational::operator!= (Rational rt)

{

    return (a != rt.a) || (b != rt.b);

}

bool Rational::operator>= (Rational rt)

{

    return ((double(a) / double(b)) >= (double(rt.a) / double(rt.b)));

}

bool Rational::operator<= (Rational rt)

{

    return ((double(a) / double(b)) >= (double(rt.a) / double(rt.b)));

}

bool Rational::operator> (Rational rt)

{

    return ((double(a) / double(b)) > (double(rt.a) / double(rt.b)));

}

bool Rational::operator< (Rational rt)

{

    return ((double(a) / double(b)) > (double(rt.a) / double(rt.b)));

}

## **FILE server/polinom.h**

#include <iostream>

#include "number.h"

#include <QString>

#ifndef POLINOM\_H

#define POLINOM\_H

enum EPrintMode {

    EPrintModeClassic,

    EprintModeCanonical,

};

class Polinom

{

private:

    number a, b, c;

    EPrintMode printMode;

public:

    Polinom(number, number, number);

    number value(number);

    void setPrintMode(EPrintMode);

    int Calculate(number\*);

    QString CalculateRoots();

    friend QString& operator<< (QString&, Polinom&);

};

#endif // POLINOM\_H

## **FILE server/polinom.cpp**

#include "polinom.h"

#include "number.h"

#include "math.h"

Polinom::Polinom(number inputA, number inputB, number inputC)

{

    printMode = EPrintModeClassic;

    a = inputA;

    b = inputB;

    c = inputC;

};

QString& operator<< (QString& qstr, Polinom& p)

{

    if (p.printMode == EPrintModeClassic)

    {

        qstr += "p(x)=";

        qstr << p.a;

        qstr += "x^2";

        qstr += (p.b >= 0 ? "+" : "-");

        qstr << abs(p.b);

        qstr += "x";

        qstr += (p.c >= 0 ? "+" : "-");

        qstr << abs(p.c);

    }

    else

    {

        number roots[2];

        int count = p.Calculate(roots);

        if (count == 0) return qstr;

        //два корня

        if (count == 2) {

            qstr += "p(x)=";

            qstr << p.a;

            qstr += "\*(x";

            qstr += (roots[0] >= 0 ? "-" : "+");

            qstr << abs(roots[0]);

            qstr += ")(x";

            qstr += (roots[1] >= 0 ? "-" : "+");

            qstr << abs(roots[1]);

            qstr += ")";

        }

        //один корень

        if (count == 1) {

            qstr += "p(x)=";

            qstr << p.a;

            qstr += "(x";

            qstr += (roots[0] >= 0 ? "-" : "+");

            qstr << abs(roots[0]);

            qstr += ")^2";

        }

    }

    return qstr;

}

number Polinom::value(number x)

{

    return a \* x \* x + b \* x + c;

};

void Polinom::setPrintMode(EPrintMode mode)

{

    printMode = mode;

};

int Polinom::Calculate(number\* roots)

{

    //при Д>0

    number d = ((b \* b) - (a \* c \* 4));

    if (d > 0) //Если дискриминант больше 0

    {

        roots[0] = ((-b + sqrt(d)) / (a \* 2));

        roots[1] = ((-b - sqrt(d)) / (a \* 2));

        if (a \* roots[0] \* roots[0] + b \* roots[0] + c == 0 &&

            a \* roots[1] \* roots[1] + b \* roots[1] + c == 0) {

            return 2;

        }

        else

        {

            return 0;

        }

    }

    //при Д=0

    if (d == 0)

    {

        roots[0] = ((-b) / (a \* 2));

        if (a \* roots[0] \* roots[0] + b \* roots[0] + c == 0) {

            return 1;

        }

        else {

            return 0;

        }

    }

    //при Д<0

    else    {

        return 0;

    }

};

QString Polinom::CalculateRoots()

{

    QString qstr("");

    number roots[2];

    int count = Calculate(roots);

    if (count == 0) {

        qstr += "Полином не разложим над\nполем рациональных";

    }

    else if (count == 1) {

        qstr += "Корень равен ";

        qstr << roots[0];

    }

    else if (count == 2) {

        qstr += "Первый корень равен ";

        qstr << roots[0];

        qstr += "\nВторой корень равен ";

        qstr << roots[1];

    }

    return qstr;

}

## **FILE server/application.h**

#ifndef APPLICATION\_H

#define APPLICATION\_H

#include <QObject>

#include <QCoreApplication>

#include "communicator.h"

class TApplication : public QCoreApplication

{

    Q\_OBJECT

    TCommunicator \*comm;

public:

    TApplication(int, char\*\*);

signals:

public slots:

    void recieve(QByteArray);

};

#endif // APPLICATION\_H

## **FILE server/application.cpp**

#include "application.h"

#include "polinom.h"

#include "common.h"

TApplication::TApplication(int argc, char \*argv[])

            : QCoreApplication(argc,argv)

{

    TCommParams pars = { QHostAddress("127.0.0.1"), 10000,

                         QHostAddress("127.0.0.1"), 10001};

    comm = new TCommunicator(pars, this);

    connect(comm,SIGNAL(recieved(QByteArray)),this,SLOT(recieve(QByteArray)));

}

void TApplication::recieve(QByteArray msg)

{

    QString answer, s;

    Rational a, b, c, x, v;

    msg>>a>>b>>c;

    Polinom p(a,b,c);

    int pos = msg.indexOf(separator);

    int t = msg.left(pos).toInt();

    switch (t)

    {

        case VALUE\_REQUEST:

            msg = msg.right(msg.length()-pos-1);

            msg>>x;

            v = p.value(x);

            s<<(QString)x<<(QString)v;

            answer<<QString().setNum(VALUE\_ANSWER);

            answer += s;

            break;

        case ROOTS\_REQUEST:

            s += p.CalculateRoots();

            answer<<QString().setNum(ROOTS\_ANSWER)<<s;

            break;

        case PRINT\_CLASSIC\_REQUEST:

            p.setPrintMode(EPrintModeClassic);

            s<<p;

            answer<<QString().setNum(PRINT\_ANSWER)<<s;

            break;

        case PRINT\_CANONIC\_REQUEST:

            p.setPrintMode(EprintModeCanonical);

            s<<p;

            answer<<QString().setNum(PRINT\_ANSWER)<<s;

            break;

        default: return;

    }

    comm->send(QByteArray().append(answer));

}

## **FILE server/main.cpp**

#include "application.h"

int main(int argc, char \*argv[])

{

    TApplication a(argc, argv);

    return a.exec();

}