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# 数论

## 线性筛打质数表，质因数分解

*#define MAXIMUM 26*

int prime[1000000];

bool isprime[1000000];

void get\_prime(int listsize)

{

int primesize=1;

memset(isprime,1,**sizeof**(isprime));

isprime[1] = false;

**for**(int i=2;i<=listsize;i++)

{

**if**(isprime[i]) prime[primesize++]=i;

**for**(int j=1;i\*prime[j]<=listsize&&j<=primesize;j++)

{

isprime[i\*prime[j]] = false;

**if**(i%prime[j]==0) **break**;

}

}

}

**struct** p

{

int value;

int time;

}p[MAXIMUM];

void prime\_factorization(long long n)

{

memset(p,0,**sizeof**(p));

long long psize=0;

long long a = n;

**for**(int t = 1;1LL\*prime[t]\*prime[t]<=n;t++)

{

**if**(a%prime[t]==0) p[++psize].value = prime[t];

**while**(a%prime[t]==0)

{

p[psize].time += 1;

a = a / prime[t];

}

**if**(a<=90000)

**if**(isprime[a])

{

p[++psize].value = a;

p[psize].time += 1;

a = 1;

**break**;

}

**if**(a==1) **break**;

}

**if**(a!=1)

{

p[++psize].value = a;

p[psize].time = 1;

}

}

## 莫比乌斯函数，欧拉函数

**const** int MAX = 101000;

int mu[MAX+10];

bool isprime[MAX+10];

int prime[MAX+10];

void get\_mobius(int n)

{

mu[1] = 1;

int tot = 0;

memset(isprime,1,**sizeof**(isprime));

**for**(int i=2;i<=n;i++)

{

**if**(isprime[i])

{

prime[++tot] = i;

mu[i] = -1;

}

**for**(int j=1;prime[j]\*i<=n;j++)

{

isprime[prime[j]\*i] = 0;

**if**(i%prime[j]==0)

{

mu[prime[j]\*i] = 0;

**break**;

}

mu[prime[j]\*i]=-mu[i];

}

}

}

int euler[MAX+10];

void get\_euler(int n)

{

euler[1] = 1;

int tot = 0;

memset(isprime,1,**sizeof**(isprime));

**for**(int i=2;i<=n;i++)

{

**if**(isprime[i])

{

prime[++tot] = i;

euler[i] = i-1;

}

**for**(int j=1;prime[j]\*i<=n;j++)

{

isprime[prime[j]\*i] = 0;

**if**(i%prime[j]==0)

{

euler[prime[j]\*i] = prime[j]\*euler[i];

**break**;

}

euler[prime[j]\*i] = euler[i]\*(prime[j]-1);

}

}

}

## Miller-Rabin素性测试

**typedef** long long LL;

LL iprime[6] = {2, 3, 5, 233, 331};

LL qmul(LL x, LL y, LL mod) { *// 乘法防止溢出， 如果p \* p不爆LL的话可以直接乘； O(1)乘法或者转化成二进制加法*

**return** (x \* y - (long long)(x / (long double)mod \* y + 1e-3) \*mod + mod) % mod;

}

LL qpow(LL a, LL n, LL mod) {

LL ret = 1;

**while**(n) {

**if**(n & 1) ret = qmul(ret, a, mod);

a = qmul(a, a, mod);

n >>= 1;

}

**return** ret;

}

bool Miller\_Rabin(LL p) {

**if**(p < 2) **return** 0;

**if**(p != 2 && p % 2 == 0) **return** 0;

LL s = p - 1;

**while**(! (s & 1)) s >>= 1;

**for**(int i = 0; i < 5; ++i) {

**if**(p == iprime[i]) **return** 1;

LL t = s, m = qpow(iprime[i], s, p);

**while**(t != p - 1 && m != 1 && m != p - 1) {

m = qmul(m, m, p);

t <<= 1;

}

**if**(m != p - 1 && !(t & 1)) **return** 0;

}

**return** 1;

}

## 快速幂，矩阵快速幂

ll poww(ll a,ll b,ll mod)

{

ll ans = 1,base = a;

**while**(b)

{

**if**(b&1)

{

ans \*= base;

ans %= mod;

}

base \*= base;

base %= base;

b>>=1;

}

**return** ans;

}

**namespace** matrix

{

**const** int N = 100;

**struct** matrix

{

ll v[N][N];

};

matrix multi(matrix a,matrix b)

{

matrix ans;

memset(ans.v,0,**sizeof**(ans.v));

**for**(int i=0;i<N;i++)

**for**(int j=0;j<N;j++)

**for**(int k=0;k<N;k++)

ans.v[i][j] += a.v[i][k]\*b.v[k][j];

**return** ans;

}

matrix mat\_pow(matrix a,ll b)

{

matrix ans;

memset(ans.v,0,**sizeof**(ans.v));

**for**(int i=0;i<N;i++) ans.v[i][i] = 1;

**while**(b)

{

**if**(b&1) ans = multi(ans,a);

a = multi(a,a);

b>>=1;

}

**return** ans;

}

}

## 卢卡斯、大组合数取模

LL PowMod(LL a,LL b,LL MOD){

LL ret=1;

**while**(b){

**if**(b&1) ret=(ret\*a)%MOD;

a=(a\*a)%MOD;

b>>=1;

}

**return** ret;

}

LL fac[100005];

LL Get\_Fact(LL p){

fac[0]=1;

**for**(LL i=1;i<=p;i++)

fac[i]=(fac[i-1]\*i)%p; *//预处理阶乘*

}

LL Lucas(LL n,LL m,LL p){

LL ret=1;

**while**(n&&m){

LL a=n%p,b=m%p;

**if**(a<b) **return** 0;

ret=(ret\*fac[a]\*PowMod(fac[b]\*fac[a-b]%p,p-2,p))%p;

n/=p;

m/=p;

}

**return** ret;

}

int main(){

int t;

scanf("%d",&t);

**while**(t--){

LL n,m,p;

scanf("%I64d%I64d%I64d",&n,&m,&p);

Get\_Fact(p);

printf("%I64d**\n**",Lucas(n,m,p));

}

**return** 0;

}

*卢卡斯定理*

*O(logp(n)\*p)*

## 中国剩余定理（不互质情况）

**using** **namespace** std;

**const** int maxn=100005;

**const** int inf=0x7fffffff;

**typedef** long long ll;

void ex\_gcd(ll a,ll b,ll &d,ll &x,ll &y)*//扩展欧几里得*

{

**if**(!b) {d=a;x=1;y=0;}

**else**{

ex\_gcd(b,a%b,d,y,x);

y-=x\*(a/b);

}

}

ll ex\_crt(ll \*m,ll \*r,int n)

{

ll M=m[1],R=r[1],x,y,d;

**for**(int i=2;i<=n;i++){

ex\_gcd(M,m[i],d,x,y);

**if**((r[i]-R)%d) **return** -1;

x=(r[i]-R)/d\*x%(m[i]/d);

R+=x\*M;

M=M/d\*m[i];

R%=M;

}

**return** R>0?**R**:R+M;

}

int main()

{

int t,n;

scanf("%d",&t);

**for**(int cas=1;cas<=t;cas++){

scanf("%d",&n);

ll m[maxn],r[maxn];*//m除数，r余数*

**for**(int i=1;i<=n;i++) scanf("%lld",&m[i]);

**for**(int i=1;i<=n;i++) scanf("%lld",&r[i]);

printf("Case %d: %I64d**\n**",cas,ex\_crt(m,r,n));

}

**return** 0;

}

关于原理的推导：
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**typedef** **\_\_int64** int64;

int64 Mod;

int64 gcd(int64 a, int64 b)

{

**if**(b==0)

**return** a;

**return** gcd(b,a%b);

}

int64 Extend\_Euclid(int64 a, int64 b, int64&x, int64& y)

{

**if**(b==0)

{

x=1,y=0;

**return** a;

}

int64 d = Extend\_Euclid(b,a%b,x,y);

int64 t = x;

x = y;

y = t - a/b\*y;

**return** d;

}

*//a在模n乘法下的逆元，没有则返回-1*

int64 inv(int64 a, int64 n)

{

int64 x,y;

int64 t = Extend\_Euclid(a,n,x,y);

**if**(t != 1)

**return** -1;

**return** (x%n+n)%n;

}

*//将两个方程合并为一个*

bool merge(int64 a1, int64 n1, int64 a2, int64 n2, int64& a3, int64& n3)

{

int64 d = gcd(n1,n2);

int64 c = a2-a1;

**if**(c%d)

**return** false;

c = (c%n2+n2)%n2;

c /= d;

n1 /= d;

n2 /= d;

c \*= inv(n1,n2);

c %= n2;

c \*= n1\*d;

c += a1;

n3 = n1\*n2\*d;

a3 = (c%n3+n3)%n3;

**return** true;

}

*//求模线性方程组x=ai(mod ni),ni可以不互质*

int64 China\_Reminder2(int len, int64\* a, int64\* n)

{

int64 a1=a[0],n1=n[0];

int64 a2,n2;

**for**(int i = 1; i < len; i++)

{

int64 aa,nn;

a2 = a[i],n2=n[i];

**if**(!merge(a1,n1,a2,n2,aa,nn))

**return** -1;

a1 = aa;

n1 = nn;

}

Mod = n1;

**return** (a1%n1+n1)%n1;

}

int64 a[1000],b[1000];

int main()

{

int i;

int k;

**while**(scanf("%d",&k)!=EOF)

{

**for**(i = 0; i < k; i++)

scanf("%I64d %I64d",&a[i],&b[i]);

printf("%I64d**\n**",China\_Reminder2(k,b,a));

}

**return** 0;

}

## 对前n个数分解质因数

*#include<bits/stdc++.h>*

**using** **namespace** std;

*#define N 2000000*

vector <pair<long long,int>> d[2000004];

void init()

{

d[1].push\_back({1,1});

**for**(long long i=2;i<=N;i++)

{

**if**(d[i].empty())

{

**for**(long long j=i;j<=N;j+=i)

d[j].push\_back({i,1});

long long w=i\*i;

**while**(w<=N)

{

**for**(long long j=w;j<=N;j+=w)

d[j][d[j].size()-1].second++;

w\*=i;

}

}

}

}

int main()

{

init();

int t;

**while**(cin >> t)

**for**(int i=0;i<d[t].size();i++)

{

cout << "factor " << d[t][i].first << " is " << d[t][i].second << endl;

}

}

## 将根式转换为连分数形式

*#include<bits/stdc++.h>*

**using** **namespace** std;

vector<int> a;

vector<int> b;

vector<int> c;

void get\_fractions(int n)

{

a.clear();

b.clear();

c.clear();

int AA;

AA = floor(sqrt(n));

int c0 = n-AA\*AA;

int a0 = (sqrt(n)+AA)/(n-AA\*AA);

int b0 = a0\*(n-AA\*AA)-AA;

c.push\_back(c0);

a.push\_back(a0);

b.push\_back(b0);

int i=0;

**do**

{

int ccc = (n - b[i]\*b[i])/c[i];

int aaa = (sqrt(n)+b[i])/ccc;

int bbb = aaa\*ccc-b[i];

**if**(a[0]==aaa&&b[0]==bbb&&c[0]==ccc)

**break**;

c.push\_back(ccc);

a.push\_back(aaa);

b.push\_back(bbb);

i++;

}**while**(1);

printf("[%d;(",AA);

vector<int>::iterator it;

**for**(it=a.begin();it!=a.end();it++)

cout<<\*it<<(it==a.end()-1?")]":",");

*//for(auto& x : a) cout << x;*

cout << endl;

}

int main()

{

int n;

**while**(cin >> n)

get\_fractions(n);

**return** 0;

}

## Meissel-Lehmer算法（求1e11内质数个数）

*//Meisell-Lehmer*

*//G++ 218ms 43252k*

*#include<cstdio>*

*#include<cmath>*

**using** **namespace** std;

*#define LL long long*

**const** int N = 5e6 + 2;

bool np[N];

int prime[N], pi[N];

int getprime()

{

int cnt = 0;

np[0] = np[1] = true;

pi[0] = pi[1] = 0;

**for**(int i = 2; i < N; ++i)

{

**if**(!np[i]) prime[++cnt] = i;

pi[i] = cnt;

**for**(int j = 1; j <= cnt && i \* prime[j] < N; ++j)

{

np[i \* prime[j]] = true;

**if**(i % prime[j] == 0) **break**;

}

}

**return** cnt;

}

**const** int M = 7;

**const** int PM = 2 \* 3 \* 5 \* 7 \* 11 \* 13 \* 17;

int phi[PM + 1][M + 1], sz[M + 1];

void init()

{

getprime();

sz[0] = 1;

**for**(int i = 0; i <= PM; ++i) phi[i][0] = i;

**for**(int i = 1; i <= M; ++i)

{

sz[i] = prime[i] \* sz[i - 1];

**for**(int j = 1; j <= PM; ++j) phi[j][i] = phi[j][i - 1] - phi[j / prime[i]][i - 1];

}

}

int sqrt2(LL x)

{

LL r = (LL)sqrt(x - 0.1);

**while**(r \* r <= x) ++r;

**return** int(r - 1);

}

int sqrt3(LL x)

{

LL r = (LL)cbrt(x - 0.1);

**while**(r \* r \* r <= x) ++r;

**return** int(r - 1);

}

LL getphi(LL x, int s)

{

**if**(s == 0) **return** x;

**if**(s <= M) **return** phi[x % sz[s]][s] + (x / sz[s]) \* phi[sz[s]][s];

**if**(x <= prime[s]\*prime[s]) **return** pi[x] - s + 1;

**if**(x <= prime[s]\*prime[s]\*prime[s] && x < N)

{

int s2x = pi[sqrt2(x)];

LL ans = pi[x] - (s2x + s - 2) \* (s2x - s + 1) / 2;

**for**(int i = s + 1; i <= s2x; ++i) ans += pi[x / prime[i]];

**return** ans;

}

**return** getphi(x, s - 1) - getphi(x / prime[s], s - 1);

}

LL getpi(LL x)

{

**if**(x < N) **return** pi[x];

LL ans = getphi(x, pi[sqrt3(x)]) + pi[sqrt3(x)] - 1;

**for**(int i = pi[sqrt3(x)] + 1, ed = pi[sqrt2(x)]; i <= ed; ++i) ans -= getpi(x / prime[i]) - i + 1;

**return** ans;

}

LL lehmer\_pi(LL x)

{

**if**(x < N) **return** pi[x];

int a = (int)lehmer\_pi(sqrt2(sqrt2(x)));

int b = (int)lehmer\_pi(sqrt2(x));

int c = (int)lehmer\_pi(sqrt3(x));

LL sum = getphi(x, a) +(LL)(b + a - 2) \* (b - a + 1) / 2;

**for** (int i = a + 1; i <= b; i++)

{

LL w = x / prime[i];

sum -= lehmer\_pi(w);

**if** (i > c) **continue**;

LL lim = lehmer\_pi(sqrt2(w));

**for** (int j = i; j <= lim; j++) sum -= lehmer\_pi(w / prime[j]) - (j - 1);

}

**return** sum;

}

int main()

{

init();

LL n;

**while**(~scanf("%lld",&n))

{

printf("%lld**\n**",lehmer\_pi(n));

}

**return** 0;

}

## Min\_25自动机（亚线性处理积性函数前缀和）

*#include<bits/stdc++.h>*

**using** **namespace** std;

*#define ll long long*

**const** int maxn = 2000;

**const** int N = 710000;

**const** int mod = 1e9+7;

int b[maxn],c[maxn][maxn],Inv[maxn];

ll sqr,n; */// sqr为sqrt(n)*

ll w[N],id1[N],id2[N];

int tot; *///记录对于要筛的n,sqrt(n)以内质数的个数*

int isp[N],p[N];

ll zh[N][3]; *///zh[i][k]记录(p[1])^k + (p[2])^k + ... + (p[i])^k*

ll g[N][3];

ll poww(ll a,int b)

{

ll ans = 1,base = a%mod;

**while**(b)

{

**if**(b&1)

{

ans\*=base;

ans%=mod;

}

base\*=base;

base%=mod;

b>>=1;

}

**return** ans;

}

ll sigma\_f(ll n,int k) *///得到∑i^k, i:1~n*

{

**if**(k==0) **return** n;

n++;

n%=mod;

ll tmp = n;

ll ans=0;

**for** (int i=1;i<=k+1;i++)

{

ans += 1LL\*c[k+1][i]\*b[k+1-i]%mod\*n%mod;

ans %= mod;

n \*= tmp%mod;

n %= mod;

}

ans \*= Inv[k+1];

ans %= mod;

ans += mod;

ans %= mod;

**return** ans;

}

void get\_p(int n,int w)

{

tot = 0;

memset(isp,1,**sizeof**(isp));

isp[0] = 0;

isp[1] = 0;

**for**(int i=2;i<=n;i++)

{

**if**(isp[i])

{

p[++tot] = i;

ll wait = 1;

**for**(int j=0;j<=w;j++)

{

zh[tot][j] = zh[tot-1][j] + wait;

zh[tot][j] %= mod;

wait \*= i;

}

}

**for**(int j=1;p[j]\*i<=n&&j<=i;j++)

{

isp[i\*p[j]] = 0;

**if**(i%p[j]==0) **break**;

}

}

}

void get\_g(ll n,int t) *///对每个x=n/i,求出∑[i是质数](i^t) (i from 1 to x)。每个对应的值存储在g[x][t]中*

{

int m = 0;

ll i=1,r;

**while**(i<=n)

{

ll len = n/i;

r = n/len;

**if**(len<=sqr) id1[len] = ++m;

**else** id2[r] = ++m;

**for**(int ww=0;ww<=t;ww++)

{

g[m][ww] = sigma\_f(len,ww)-1;

g[m][ww] %= mod;

g[m][ww] += mod;

g[m][ww] %= mod;

}

w[m] = len; *///w[i]记录了形如n/k的第i大的取值是多少*

i = r+1;

}

**for**(int i=1;i<=tot;i++)

{

**for**(int j=1;j<=m;j++)

{

**if**(1LL\*p[i]\*p[i]>w[j]) **break**;

**else**

{

int op;

**if**(w[j]/p[i]<=sqr) op = id1[w[j]/p[i]];

**else** op = id2[n/(w[j]/p[i])];

**for**(int ww=0;ww<=t;ww++)

{

g[j][ww] = g[j][ww] - poww(p[i],ww)\*((g[op][ww]-zh[i-1][ww])%mod);

g[j][ww] %= mod;

g[j][ww] += mod;

g[j][ww] %= mod;

}

}

}

}

}

**inline** ll get\_value(int wz,int k)

{

ll w = (g[wz][2] + 2\*g[wz][1] - g[wz][0]) - (zh[k-1][2] + 2\*zh[k-1][1] - zh[k-1][0]);

w %= mod;

w += mod;

w %= mod;

*//ll w = (g[wz][1]-g[wz][0])-(zh[k-1][1]-zh[k-1][0]);*

**return** w; *///自己填写f(x)的表达式（在质数时）*

*///比如f(x) = x^2 + 2\*x - 1，就写(g[wz][2] + 2\*g[wz][1] - g[wz][0]) - (zh[k-1][2] + 2\*zh[k-1][1] - zh[k-1][0])*

}

ll f(ll p,ll k) *///计算f(p^k)处的值*

{

**if**(k==1) **return** (p\*p+2\*p-1)%mod;

**return** -3; *///自己填写*

}

ll get\_s(ll x,int k)

{

**if**(x<=1||p[k]>x) **return** 0;

int wz;

**if**(x<=sqr) wz = id1[x];

**else** wz = id2[n/x];

ll ans = get\_value(wz,k);

*//if(k==1) ans += 2;*

**for**(int i=k;i<=tot&&1LL\*p[i]\*p[i]<=x;++i)

{

**for**(ll l=p[i],e=1;l\*p[i]<=x;l=l\*p[i],++e)

{

ans = ans + (get\_s(x/l,i+1)\*f(p[i],e)%mod)%mod+f(p[i],e+1);

ans %= mod;

}

}

ans += mod;

ans %= mod;

**return** ans;

}

void init()

{

c[0][0]=1;

**for** (int i=1;i<maxn;i++)

{

**for** (int j=1;j<=i;j++) c[i][j]=(c[i-1][j-1]+c[i-1][j]) % mod;

c[i][0]=1;

}

Inv[1]=1;

**for** (int i=2;i<maxn;i++) Inv[i]=1LL\*Inv[mod % i] \* (mod-mod/i) % mod;

b[0]=1;

**for** (int i=1;i<maxn;i++)

{

b[i]=0;

**for** (int k=0;k<i;k++) b[i]=(b[i]+1LL\*c[i+1][k]\*b[k] % mod) % mod;

b[i]=(1LL\*b[i]\*(-Inv[i+1]) % mod+mod)%mod;

}

}

void solve(ll n)

{

init();

sqr = sqrt(n);

get\_p(sqr,2);

get\_g(n,2);

ll ans = get\_s(n,1)+1;

cout << ans << endl;

}

int main()

{

**while**(cin >> n)

{solve(n);}

}

## 求解同余方程(x^2=a(mod p))

ll poww(ll a,ll b,ll p)

{

ll ans = 1,base = a;

**while**(b)

{

**if**(b&1)

{

ans\*=base;

ans %= p;

}

base\*= base;

base %= p;

b>>=1;

}

**return** ans;

}

ll b[20],m[20];

ll shank(ll a,ll p) *///get x^2=a(mod p)*

{

**if**(!isprime[p]) **return** -1;

a%=p;

a+=p;

a%=p;

**if**(poww(a,(p-1)/2,p)!=1) **return** -1;

ll q = p-1;

ll k = 0;

**while**(q%2==0)

{

k++;

q/=2;

}

ll f;

**for**(int i=2;i<p;i++)

{

**if**(poww(i,(p-1)/2,p)!=1)

{

f = i;

**break**;

}

}

ll g = poww(f,q,p);

b[1] = poww(a,q,p);

int i = 1;

**while**(b[i]!=1)

{

m[i] = 1;

int wa = 2;

**while**(poww(b[i],wa,p)!=1)

{

m[i]++;

wa \*= 2;

}

i++;

b[i] = b[i-1]%p\*poww(g,poww(2,k-m[i-1],p-1),p)%p;

}

int r = i-1;

ll x = poww(a,(q+1)/2,p);

ll times = 0;

**for**(int i=1;i<=r;i++)

{

times += poww(2,k-1-m[i],p-1);

}

x \*= poww(g,times,p);

x %= p;

**return** x;

}

## 类欧几里得算法
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ll f\_sqr(ll a,ll b,ll c,ll n,ll r)

{

double w = sqrt(r);

**if**(n==0) **return** 0;

**if**(n==1) **return** (a\*w+b)/c;

ll gg = \_\_gcd(a,\_\_gcd(b,c));

a/=gg,b/=gg,c/=gg;

ll res = (ll)(w\*a + 1.0\*b)/(1.0\*c);

**if**(res==0)

{

ll gcd = \_\_gcd(a\*c,\_\_gcd(b\*c,a\*a\*r-b\*b));

ll nn = (w\*a + 1.0\*b)/(1.0\*c)\*n;

**return** nn\*n - f\_sqr(a\*c/gcd,b\*c\*(-1)/gcd,(a\*a\*r-b\*b)/gcd,nn,r);

}

**else** **return** n\*(n+1)/2\*res + f\_sqr(a,b-res\*c,c,n,r);

}

求解 : ![](data:image/x-emf;base64,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)

ll f(ll a,ll b,ll c,ll n) ///Sigma\_{i=0}^{n} floor((a\*i+b)/c)

{

ll m = (a\*n+b)/c;

**if**(n==0||m==0) **return** (b/c);

**if**(n==1) **return** ((b/c)+((a+b)/c));

**if**(a<c&&b<c) **return** m\*n - f(c,c-b-1,a,m-1);

**else** return (a/c)\*n\*(n+1)/2 + (b/c)\*(n+1) + f(a%c,b%c,c,n);

}
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ll g(ll a,ll b,ll c,ll n) ///Sigma\_{i=0}^{n} i\*floor((a\*i+b)/c)

{

ll m = (a\*n+b)/c;

**if**(n==0||m==0) **return** 0;

**if**(a<c&&b<c) **return** ((n+1)\*n\*m - f(c,c-b-1,a,m-1) - h(c,c-b-1,a,m-1))/2;

**else** **return** g(a%c,b%c,c,n) + (a/c)\*n\*(n+1)\*(2\*n+1)/6 + (b/c)\*n\*(n+1)/2;

}
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ll h(ll a,ll b,ll c,ll n) ///Sigma\_{i=0}^{n} (floor((a\*i+b)/c))^2

{

ll m = (a\*n+b)/c;

**if**(n==0||m==0) **return** (b/c)\*(b/c);

**if**(a<c&&b<c) **return** n\*m\*(m+1) - g(c,c-b-1,a,m-1)\*2 - f(c,c-b-1,a,m-1)\*2 - f(a,b,c,n);

**else** **return** h(a%c,b%c,c,n) + (a/c)\*(a/c)\*n\*(n+1)\*(2\*n+1)/6 + (a/c)\*(b/c)\*n\*(n+1) + (b/c)\*(b/c)\*(n+1) + (a/c)\*g(a%c,b%c,c,n)\*2 + (b/c)\*f(a%c,b%c,c,n)\*2;

}

## 预处理狄利克雷卷积（O(nlnn)）

int f[MAXN],g[MAXN],h[MAXN]={0};

void calc(int n)

{

**for** (int i=1;i\*i<=n;i++)

**for** (int j=i;i\*j<=n;j++)

**if**(j==i)h[i\*j]+=f[i]\*g[i];

**else** h[i\*j]+=f[i]\*g[j]+f[j]\*g[i];

}

# 字符串

## KMP字符串匹配

**const** int MAX = 200;

int nextt[MAX];

void getNext(string t)

{

int j, k;

memset(nextt,0,**sizeof**(nextt));

j = 0; k = -1; nextt[0] = -1;

**while**(j < t.length())

{

**if**(k == -1 || t[j] == t[k])

nextt[++j] = ++k;

**else**

k = nextt[k];

}

}

*/\**

*返回模式串t在主串s中首次出现的位置*

*返回的位置是从0开始的。*

*\*/*

int KMP\_Index(string t,string s)

{

int i = 0, j = 0;

getNext(t);

**while**(i < s.length() && j < t.length())

{

**if**(j == -1 || s[i] == t[j])

{

i++; j++;

}

**else**

j = nextt[j];

}

**if**(j == t.length())

**return** i - t.length();

**else**

**return** -1;

}

*/\**

*返回模式串t在主串s中出现的次数*

*\*/*

int KMP\_Count(string t,string s)

{

int ans = 0;

int i, j = 0;

**if**(s.length() == 1 && t.length() == 1)

{

**if**(s[0] == t[0])

**return** 1;

**else**

**return** 0;

}

getNext(t);

**for**(i = 0; i < s.length(); i++)

{

**while**(j > 0 && s[i] != t[j])

j = nextt[j];

**if**(s[i] == t[j])

j++;

**if**(j == t.length())

{

ans++;

j = nextt[j];

}

}

**return** ans;

}

## Manacher(回文串计算)

char s[500000];

char s\_new[1000000+10];

int pos[1000000+10];

int manacher(char \*s){

int len = strlen(s);

s\_new[0] = '$';

s\_new[1] = '#';

**for**(int i=0;i<len;i++){

s\_new[2\*(i+1)] = s[i];

s\_new[2\*(i+1)+1] = '#';

}

s\_new[2\*(len+1)] = '\0';

int len2 = strlen(s\_new);

int mx = 0,ans = 0,po = 0;

**for**(int i=1;i<len2;i++){

**if**(i<mx) pos[i] = min(pos[2\*po-i],mx-i);

**else** pos[i] = 1;

**while**(s\_new[i-pos[i]]==s\_new[i+pos[i]]) pos[i]++;

**if**(mx<i+pos[i]){

po = i;

mx = i+pos[i];

}

ans = max(ans,pos[i]-1);

}

**return** ans;

}

int main(){

**while** (printf("请输入字符串：**\n**")){

scanf("%s", s);

printf("最长回文长度为 %d**\n\n**", manacher(s));

**for**(int i=0;i<strlen(s\_new);i++) cout << s\_new[i]; cout << endl;

**for**(int i=0;i<strlen(s\_new);i++) cout << pos[i]; cout << endl;

}

**return** 0;

}

# 数据结构

## 并查集

*#define MAX 10000;*

**struct** UF

{

int ranking;

int parent;

}UF[MAX];

void init(int n)

{

**for**(int i=0;i<=n;i++)

{

UF[i].parent=i;

UF[i].ranking=0;

}

}

int get\_parent(int x)

{

**if**(UF[x].parent==x) **return** x;

**return** get\_parent(UF[x].parent);

}

void Union(int a,int b)

{

a=get\_parent(a);

b=get\_parent(b);

**if**(UF[a].rank>UF[b].rank) UF[b].parent = UF[a].parent;

**else**

{

UF[a].parent = UF[b].parent;

**if**(UF[a].rank==UF[b].rank) UF[a].rank++;

}

}

## 链表

**const** int SIZE = 500000+5;

int tot,head,tail;

**struct** node

{

int value;

int prev,next;

}node[SIZE];

int \_init()

{

tot = 2;

head = 1,tail = 2;

node[head].next = tail;

node[tail].prev = head;

}

int \_insert(int p,int val)

{

int q = ++tot;

node[q].value = val;

node[node[p].next].prev = q;

node[q].next = node[p].next;

node[p].next = q;

node[q].prev = p;

}

void \_remove(int p)

{

node[node[p].prev].next = node[p].next;

node[node[p].next].prev = node[p].prev;

}

void \_clear()

{

memset(node,0,**sizeof**(node));

head = tail = tot = 0;

}

## 线段树

**const** int maxn = 100007;

**struct** Tree

{

int l,r,sum;

int vis;

}t[maxn<<2];

void push\_up(int step)

{

t[step].sum = t[step\*2].sum + t[step\*2+1].sum;

}

void push\_down(int step)

{

**if**(!t[step].vis) **return**;

t[step\*2].vis += t[step].vis;

t[step\*2+1].vis += t[step].vis;

t[step\*2].sum += t[step].vis\*(t[step\*2].r-t[step\*2].l+1);

t[step\*2+1].sum += t[step].vis\*(t[step\*2+1].r-t[step\*2+1].l+1);

t[step].vis = 0;

}

void build(int l,int r,int step)

{

t[step].l = l,t[step].r = r,t[step].sum = t[step].vis = 0;

**if**(l==r) **return**;

int mid = (l+r)/2;

build(l,mid,step\*2);

build(mid+1,r,step\*2+1);

}

void update(int l,int r,int val,int step)

{

**if**(l==t[step].l&&r==t[step].r)

{

t[step].vis += val;

t[step].sum += (r-l+1)\*val;

**return**;

}

int mid = (t[step].l+t[step].r)/2;

push\_down(step);

**if**(r<=mid) update(l,r,val,step\*2);

**else** **if**(l>mid) update(l,r,val,step\*2+1);

**else** update(l,mid,val,step\*2),update(mid+1,r,val,step\*2+1);

push\_up(step);

}

int query(int l,int r,int step)

{

**if**(l==t[step].l&&r==t[step].r)

**return** t[step].sum;

int mid = (t[step].l+t[step].r)/2;

push\_down(step);

**if**(r<=mid) **return** query(l,r,step\*2);

**else** **if**(l>mid) **return** query(l,r,step\*2+1);

**else** **return** query(l,mid,step\*2)+query(mid+1,r,step\*2+1);

}

## zkw线段树

## 主席树

## 树状数组

*#include<bits/stdc++.h>*

**using** **namespace** std;

**const** int maxn = 100007;

int c[maxn];

int lowbit(int n)

{

**return** n & (-n);

}

int query(int x)

{

int res = 0;

**while**(x>0)

{

res += c[x];

x -= lowbit(x);

}

**return** res;

}

int update(int x,int val)

{

**while**(x<maxn)

{

c[x] += val;

x += lowbit(x);

}

}

int main()

{

int n;

cin >> n;

**for**(int i=1;i<=n;i++)

{

int x,y;

cin >> x >> y;

update(x,y);

}

cout << "give me your question!" << endl;

int l,r;

**while**(cin >> l >> r)

{

cout << "In [" << l << "," << r << "] ,all the number's sum is: " << query(r)-query(l-1) << endl;

}

}

## 树链剖分

**const** int MAX = 100000+5;

**const** int mod = 1e9+7;

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

int head[MAX]; *///head[x]存储以x为起点的第一条边的编号 如果没有以x为起点的边，head[x]=0;*

int cnt = 0;

**struct** edge

{

int next; *///e[i].next存储与i号边同起点的下一条有向边的编号，如果i号边已经是最后一条边,e[i].next=0;*

int to; *///e[i].to存储i号边所指向的终点(点的编号)*

}e[MAX<<1];

void add\_edge(int x,int y)

{

e[++cnt].next = head[x];*///建新边，标号为i = cnt+1，让当前以x为起点的第一条边作为他的下一条边(为接下来将他设为以x为起点的第一条边做铺垫)*

e[cnt].to = y; *///这条边指向了y节点*

head[x] = cnt; *///将这条边作为以x为起点的第一条边*

}

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

int f[MAX],d[MAX],sz[MAX],heavy\_son[MAX];

int rk[MAX],top[MAX],id[MAX];

void dfs1(int u,int fa,int depth) *///当前节点 他的爸爸 当前深度*

{

f[u] = fa;

d[u] = depth;

sz[u] = 1;

**for**(int i=head[u];i!=0;i=e[i].next)

{

int v = e[i].to;

**if**(v==fa) **continue**;*///根*

dfs1(v,u,depth+1);

sz[u] += sz[v];

**if**(sz[v]>sz[heavy\_son[u]])

heavy\_son[u] = v; *///重儿子的size最大*

}

}

int cnt2 = 0;

void dfs2(int u,int t) *///当前节点 重链的顶端*

{

top[u] = t;

id[u] = ++cnt2; *///标记dfs序*

rk[cnt2] = u; *///构造一个从新dfs序的标号 -> 原始节点标号的映射*

**if**(heavy\_son[u]==0) **return**;*///根*

dfs2(heavy\_son[u],t);

**for**(int i=head[u];i!=0;i=e[i].next)

{

int v=e[i].to;

**if**(v!=heavy\_son[u]&&v!=f[u]) dfs2(v,v);

}

}

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

int dis(int x,int y)

{

int res = 0;

int fx = top[x],fy = top[y];

**while**(fx!=fy)

{

**if**(d[fx]>=d[fy])

{

res += d[x] - d[fx];

res += d[fx] - d[f[fx]];

x = f[fx];

fx = top[x];

}

**else**

{

res += d[y] - d[fy];

res += d[fy] - d[f[fy]];

y = f[fy],fy = top[y];

}

}

*//cout << id[x] << " " << id[y] << endl;*

**if**(id[x]<=id[y])

{

res += id[y]-id[x];

}

**else** res += id[x] - id[y];

**return** res;

}

ll sum(int x,int y)

{

ll ans = 0;

int fx=top[x],fy=top[y];

**while**(fx!=fy) *///两点不在同一条重链*

{

**if**(d[fx]>=d[fy])

{

ans+=query(id[fx],id[x],1);

ans %= mod; *///线段树区间求和，处理这条重链的贡献*

x=f[fx],fx=top[x]; *///将x设置成原链头的父亲结点，走轻边，继续循环*

}

**else**

{

ans+=query(id[fy],id[y],1);

ans %= mod;

y=f[fy],fy=top[y];

}

}

*///循环结束，两点位于同一重链上，但两点不一定为同一点，统计这两点之间的贡献*

**if**(id[x]<=id[y])

ans+=query(id[x],id[y],1),ans%=mod;

**else**

ans+=query(id[y],id[x],1),ans%=mod;

**return** ans;

}

void updates(int x,int y,ll c) *///x->y的路径上第一个点+c，第二个点+2\*c，...*

{

int fx=top[x],fy=top[y];

int dis\_xy = dis(x,y);

ll lazy1 = c;

ll lazy2 = c;

**while**(fx!=fy)

{

**if**(d[fx]>=d[fy])

{

ll dd = id[x] - id[fx];

update(id[fx],id[x],(1LL\*lazy1 + (dd)\*c)%mod,(1LL\*(-1)\*lazy2)%mod,1);

x=f[fx];

lazy1 = ((1LL\*c\*(dd+1) + lazy1)%mod);

lazy1 %= mod;

}

**else**

{

ll dd = dis(x,fy);

update(id[fy],id[y],(1LL\*lazy1+lazy2\*dd)%mod,lazy2,1);

y=f[fy];

}

fx=top[x];

fy=top[y];

}

**if**(id[x]<=id[y])

{

update(id[x],id[y],lazy1,lazy2,1);

}

**else**

{

ll dd = dis(x,y);

update(id[y],id[x],(1LL\*lazy1+1LL\*lazy2\*dd%mod)%mod,(1LL\*(-1)\*lazy2)%mod,1);

}

}

*/\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \*/*

# 计算几何

## 基础模板

**struct** spot *///存储点，也可指代向量*

{

double x;

double y;

double z;

};

spot cross(**const** spot &a,**const** spot &b) *///计算向量a和向量b的叉乘(有顺序)*

{

spot w;

w.x = a.y\*b.z-b.y\*a.z;

w.y = a.z\*b.x-a.x\*b.z;

w.z = a.x\*b.y-a.y\*b.x;

**return** w;

}

double dot(**const** spot &a,**const** spot &b) *///计算向量a和向量b的点乘积*

{

**return** a.x\*b.x+a.y\*b.y+a.z\*b.z;

}

double norm(**const** spot &a) *///计算向量a的模长*

{

**return** sqrt(a.x\*a.x+a.y\*a.y+a.z\*a.z);

}

## 最大空凸包

T组测试数据，每组n个点

求出n个点以其中若干个点为顶点的最大凸多边形面积，要求多边形内部不能有其它点

复杂度O(n^3)

*#include<bits/stdc++.h>*

**using** **namespace** std;

*#define LL long long*

*#define mod 1000000007*

**typedef** **struct** Point

{

int x, y;

Point() {}

Point(int x, int y): x(x),y(y) {}

Point **operator** + (**const** Point &b) **const** { **return** Point(x+b.x,y+b.y); }

Point **operator** - (**const** Point &b) **const** { **return** Point(x-b.x,y-b.y); }

int **operator** \* (**const** Point &b) **const** { **return** x\*b.y-y\*b.x; }

int len() **const** { **return** x\*x+y\*y; }

int **operator** < (**const** Point &a) **const**

{

**if**((\***this**)\*a>0 || (\***this**)\*a==0 && len()<a.len())

**return** 1;

**return** 0;

}

}Point;

int n;

Point s[122], p[122];

int dp[122][122];

int Jud(int m)

{

int ans, i, j, now, k, flag, S;

memset(dp, 0, **sizeof**(dp));

ans = 0;

**for**(i=2;i<=m;i++)

{

now = i-1;

**while**(now>=1 && p[i]\*p[now]==0)

now--;

flag = 0;

**if**(now==i-1)

flag = 1;

**while**(now>=1)

{

S = p[now]\*p[i];

k = now-1;

**while**(k>=1 && (p[now]-p[i])\*(p[k]-p[now])>0)

k--;

**if**(k>=1)

S += dp[now][k];

**if**(flag)

dp[i][now] = S;

ans = max(ans, S);

now = k;

}

**if**(flag==0)

**continue**;

**for**(j=1;j<=i-1;j++)

dp[i][j] = max(dp[i][j],dp[i][j-1]);

}

**return** ans;

}

int main(void)

{

int T, i, j, m, ans;

scanf("%d", &T);

**while**(T--)

{

scanf("%d", &n);

**for**(i=1;i<=n;i++)

scanf("%d%d", &s[i].x, &s[i].y);

ans = 0;

**for**(i=1;i<=n;i++)

{

m = 0;

**for**(j=1;j<=n;j++)

{

**if**(s[j].y>s[i].y || s[j].y==s[i].y && s[j].x>=s[i].x)

p[++m] = s[j]-s[i];

}

sort(p+1, p+m+1);

ans = max(ans, Jud(m));

}

printf("%.1f**\n**", ans/2.0);

}

**return** 0;

}

# 杂项

## 罗马-数字转换

*#include<bits/stdc++.h>*

**using** **namespace** std;

char str[10]="IVXLCDM";

int num[10]={1,5,10,50,100,500,1000};

int roman\_to\_num(char s[])

{

int len=strlen(s);

int cnt=0,a[20];

**for**(int i=0;i<len;i++)

{

int f=0,t;

**if**(s[i]==s[i+1]&&i!=len-1)

{

**if**(s[i]==s[i+2]&&i!=len-2)

{

f=2;

}

**else**

f=1;

}

**for**(int k=0;k<7;k++)

**if**(s[i]==str[k])

{

t=k;

**break**;

}

a[cnt++]=num[t]\*(f+1);

i+=f;

}

int sum=0;

**for**(int i=0;i<cnt;i++)

sum+=a[i];

**for**(int i=0;i<cnt-1;i++)

{

**if**(a[i]<a[i+1])sum-=2\*a[i];

}

**return** sum;

}

string num\_to\_roman(int num)

{

char\* digit[10] = {"","I","II","III","IV","V","VI","VII","VIII","IX"};

char\* ten[10] = {"","X","XX","XXX","XL","L","LX","LXX","LXXX","XC"};

char\* hundreds[10] = {"", "C", "CC", "CCC", "CD", "D", "DC", "DCC", "DCCC", "CM"};

char\* thousand[7] = {"","M","MM","MMM","MMMM","MMMMM","MMMMMM"};

string ans;

ans = string(thousand[num/1000]) + string(hundreds[num%1000/100]) + string(ten[num%100/10]) + string(digit[num%10]);

**return** ans;

}

int main()

{

char a[101];

scanf("%s",a);

cout << roman\_to\_num(a) << endl;

cout << num\_to\_roman(roman\_to\_num(a)) << endl;

}

## Bm算法求解线性递推

*#include* *<bits/stdc++.h>*

**using** **namespace** std;

*#define rep(i,a,n) for (long long i=a;i<n;i++)*

*#define per(i,a,n) for (long long i=n-1;i>=a;i--)*

*#define pb push\_back*

*#define mp make\_pair*

*#define all(x) (x).begin(),(x).end()*

*#define fi first*

*#define se second*

*#define SZ(x) ((long long)(x).size())*

**typedef** vector<long long> VI;

**typedef** long long ll;

**typedef** pair<long long,long long> PII;

**const** ll mod=1e9+7;

ll powmod(ll a,ll b) {ll res=1;a%=mod; assert(b>=0); **for**(;b;b>>=1){**if**(b&1)res=res\*a%mod;a=a\*a%mod;}**return** res;}

*// head*

long long \_,n;

**namespace** linear\_seq

{

**const** long long N=10010;

ll res[N],base[N],\_c[N],\_md[N];

vector<long long> Md;

void mul(ll \*a,ll \*b,long long k)

{

rep(i,0,k+k) \_c[i]=0;

rep(i,0,k) **if** (a[i]) rep(j,0,k)

\_c[i+j]=(\_c[i+j]+a[i]\*b[j])%mod;

**for** (long long i=k+k-1;i>=k;i--) **if** (\_c[i])

rep(j,0,SZ(Md)) \_c[i-k+Md[j]]=(\_c[i-k+Md[j]]-\_c[i]\*\_md[Md[j]])%mod;

rep(i,0,k) a[i]=\_c[i];

}

long long solve(ll n,VI a,VI b)

{ *// a 系数 b 初值 b[n+1]=a[0]\*b[n]+...*

*// printf("%d\n",SZ(b));*

ll ans=0,pnt=0;

long long k=SZ(a);

assert(SZ(a)==SZ(b));

rep(i,0,k) \_md[k-1-i]=-a[i];\_md[k]=1;

Md.clear();

rep(i,0,k) **if** (\_md[i]!=0) Md.push\_back(i);

rep(i,0,k) res[i]=base[i]=0;

res[0]=1;

**while** ((1ll<<pnt)<=n) pnt++;

**for** (long long p=pnt;p>=0;p--)

{

mul(res,res,k);

**if** ((n>>p)&1)

{

**for** (long long i=k-1;i>=0;i--) res[i+1]=res[i];res[0]=0;

rep(j,0,SZ(Md)) res[Md[j]]=(res[Md[j]]-res[k]\*\_md[Md[j]])%mod;

}

}

rep(i,0,k) ans=(ans+res[i]\*b[i])%mod;

**if** (ans<0) ans+=mod;

**return** ans;

}

VI BM(VI s)

{

VI C(1,1),B(1,1);

long long L=0,m=1,b=1;

rep(n,0,SZ(s))

{

ll d=0;

rep(i,0,L+1) d=(d+(ll)C[i]\*s[n-i])%mod;

**if** (d==0) ++m;

**else** **if** (2\*L<=n)

{

VI T=C;

ll c=mod-d\*powmod(b,mod-2)%mod;

**while** (SZ(C)<SZ(B)+m) C.pb(0);

rep(i,0,SZ(B)) C[i+m]=(C[i+m]+c\*B[i])%mod;

L=n+1-L; B=T; b=d; m=1;

}

**else**

{

ll c=mod-d\*powmod(b,mod-2)%mod;

**while** (SZ(C)<SZ(B)+m) C.pb(0);

rep(i,0,SZ(B)) C[i+m]=(C[i+m]+c\*B[i])%mod;

++m;

}

}

**return** C;

}

long long gao(VI a,ll n)

{

VI c=BM(a);

c.erase(c.begin());

rep(i,0,SZ(c)) c[i]=(mod-c[i])%mod;

**return** solve(n,c,VI(a.begin(),a.begin()+SZ(c)));

}

};

int main()

{

int t;

cin >> t;

**while**(t--)

{

int n;

cin >> n;

printf("%I64d**\n**",linear\_seq::gao(VI{2,24,96,416,1536,5504,18944,64000,212992,702464},n-1));

}

}

## FFT求多项式乘法

*#include* *<map>*

*#include* *<set>*

*#include* *<cmath>*

*#include* *<ctime>*

*#include* *<stack>*

*#include* *<queue>*

*#include* *<cstdio>*

*#include* *<cctype>*

*#include* *<bitset>*

*#include* *<string>*

*#include* *<vector>*

*#include* *<cstring>*

*#include* *<iostream>*

*#include* *<algorithm>*

*#include* *<functional>*

*#define fuck(x) cout<<"["<<x<<"]";*

*#define FIN freopen("input.txt","r",stdin);*

*#define FOUT freopen("output.txt","w+",stdout);*

*//#pragma comment(linker, "/STACK:102400000,102400000")*

**using** **namespace** std;

**typedef** long long LL;

**typedef** pair<int, int> PII;

**const** int MX = 3e5 + 5;

**const** int INF = 0x3f3f3f3f;

**const** int mod = 1e9 + 7;

**const** double pi = acos(-1.0);

**struct** cp {

double x, y;

cp() {}

cp (double x, double y): x(x), y(y) {}

**inline** cp **operator** + (**const** cp &b) {

**return** cp(x + b.x, y + b.y);

}

**inline** cp **operator** - (**const** cp &b) {

**return** cp(x - b.x, y - b.y);

}

**inline** cp **operator** \* (**const** cp &b) {

**return** cp(x \* b.x - y \* b.y, x \* b.y + y \* b.x);

}

} a[MX], b[MX];

int r[MX];

void fft(cp a[], int opt, int n) {

**for**(int i = 0; i < n; i++) {

**if**(i < r[i]) swap(a[i], a[r[i]]);

}

**for**(int i = 1; i < n; i <<= 1) {

cp wn(cos(pi / i), opt \* sin(pi / i));

**for**(int p = i << 1, j = 0; j < n; j += p) {

cp w(1, 0);

**for**(int k = 0; k < i; k++, w = wn \* w) {

cp x = a[j + k], y = w \* a[j + k + i];

a[j + k] = x + y; a[j + k + i] = x - y;

}

}

}

}

*/\*多项式a，最高次为n，多项式b，最高次为m*

*从0到n项的系数*

*卷积结果等于后来a[].x*

*复杂度O(nlogn)，最后的最高项为n+m*

*\*/*

void solve(cp a[], cp b[], int n, int m) {

int l = 0, nn, nm = n + m;

**for**(nn = 1; nn <= nm; nn <<= 1) l++;

**for**(int i = n + 1; i <= nn; i++) a[i] = cp(0, 0);

**for**(int i = m + 1; i <= nn; i++) b[i] = cp(0, 0);

n = nn; m = nm;

**for**(int i = 0; i < n; i++) {

r[i] = (r[i >> 1] >> 1) | ((i & 1) << (l - 1));

}

fft(a, 1, n); fft(b, 1, n);

**for**(int i = 0; i <= n; i++) {

a[i] = a[i] \* b[i];

}

fft(a, -1, n);

**for**(int i = 0; i <= m; i++) {

a[i].x /= n;

}

}

int main() {

int n, m; *//FIN;*

scanf("%d%d", &n, &m);

**for**(int i = 0; i <= n; i++) scanf("%lf", &a[i].x);

**for**(int i = 0; i <= m; i++) scanf("%lf", &b[i].x);

solve(a, b, n, m);

**for**(int i = 0; i <= n + m; i++) {

printf("%d%c", (int)(a[i].x + 0.5), i == n + m ? '\n' : ' ');

}

}

## 拉格朗日插值

*#include<iostream>*

*#include<string>*

*#include<vector>*

**using** **namespace** std;

double Lagrange(int N,vector<double>&X,vector<double>&Y,double x);

int main(){

char a='n';

**do**{

cout<<"请输入差值次数n的值："<<endl;

int N;

cin>>N;

vector<double>X(N,0);

vector<double>Y(N,0);

cout<<"请输入插值点对应的值及函数值(Xi,Yi)："<<endl;

**for**(int a=0;a<N;a++){

cin>>X[a]>>Y[a];

}

cout<<"请输入要求值x的值："<<endl;

double x;

cin>>x;

double result=Lagrange(N,X,Y,x);

cout<<"由拉格朗日插值法得出结果： "<<result<<endl;

cout<<"是否要继续？(y/n)：";

cin>>a;

}**while**(a=='y');

**return** 0;

}

double Lagrange(int N,vector<double>&X,vector<double>&Y,double x){

double result=0;

**for**(int i=0;i<N;i++){

double temp=Y[i];

**for**(int j=0;j<N;j++){

**if**(i!=j){

temp = temp\*(x-X[j]);

temp = temp/(X[i]-X[j]);

}

}

result += temp;

}

**return** result;

};

## 高速大数（longlong）运算

*#include* *<bits/stdc++.h>*

**using** **namespace** std;

*#ifndef ONLINE\_JUDGE*

*#define dbg(args...) \*

*do \*

*{ \*

*cout << "\033[32;1m" << #args << " -> "; \*

*err(args); \*

*} while (0)*

*#else*

*#define dbg(...)*

*#endif*

void err()

{

cout << "**\033**[39;0m" << endl;

}

**template** <**template** <**typename**...> **class** **T**, **typename** t, **typename**... Args>

void err(T<t> a, Args... args)

{

**for** (**auto** **x** : a) cout << x << ' ';

err(args...);

}

**template** <**typename** T, **typename**... Args>

void err(T a, Args... args)

{

cout << a << ' ';

err(args...);

}

*/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/*

**typedef** long long ll;

**typedef** unsigned long long ull;

**using** i64 = long long;

**using** u64 = unsigned long long;

**using** u128 = \_\_uint128\_t;

**struct** Mod64

{

Mod64() : n\_(0) {}

Mod64(u64 n) : n\_(init(n)) {}

**static** u64 modulus() { **return** mod; }

**static** u64 init(u64 w) { **return** reduce(u128(w) \* r2); }

**static** void set\_mod(u64 m)

{

mod = m;

assert(mod & 1);

inv = m;

**for** (int i = 0; i < 5; ++i) inv \*= 2 - inv \* m;

r2 = -u128(m) % m;

}

**static** u64 reduce(u128 x)

{

u64 y = u64(x >> 64) - u64((u128(u64(x) \* inv) \* mod) >> 64);

**return** i64(y) < 0 ? y + **mod** : y;

}

Mod64& **operator**+=(Mod64 rhs)

{

n\_ += rhs.n\_ - mod;

**if** (i64(n\_) < 0) n\_ += mod;

**return** \***this**;

}

Mod64 **operator**+(Mod64 rhs) **const** { **return** Mod64(\***this**) += rhs; }

Mod64& **operator**\*=(Mod64 rhs)

{

n\_ = reduce(u128(n\_) \* rhs.n\_);

**return** \***this**;

}

Mod64 **operator**\*(Mod64 rhs) **const** { **return** Mod64(\***this**) \*= rhs; }

u64 get() **const** { **return** reduce(n\_); }

**static** u64 mod, inv, r2;

u64 n\_;

};

u64 Mod64::mod, Mod64::inv, Mod64::r2;

int main()

{

int T;

scanf("%d", &T);

**while** (T--)

{

ull A0, A1, M0, M1, C, M;

int k;

scanf("%llu%llu%llu%llu%llu%llu%d", &A0, &A1, &M0, &M1, &C, &M, &k);

Mod64::set\_mod(M);

Mod64 a0(A0), a1(A1), m0(M0), m1(M1), c(C), ans(1), a2(0);

**for** (int i = 0; i <= k; i++)

{

ans = ans \* a0;

a2 = m0 \* a1 + m1 \* a0 + c;

a0 = a1;

a1 = a2;

}

printf("%llu**\n**", ans.get());

}

}

## 自己的FFT

*#include<bits/stdc++.h>*

**using** **namespace** std;

**const** int MAX = 500000;

**const** double pi = 3.141592653589793;

**struct** c\_number

{

double real;

double imag;

};

c\_number multi(c\_number a,c\_number b)

{

c\_number c;

c.real = (a.real\*b.real) - (a.imag\*b.imag);

c.imag = (a.real\*b.imag) + (a.imag\*b.real);

**return** c;

}

int Inv[MAX+5];

void getInv(int bit){

**for**(int i=0;i<(1<<bit);i++)

{

Inv[i]=(Inv[i>>1]>>1)|((i&1)<<(bit-1));

}

}

void fft(c\_number \*a,int n,double mode)

{

**for**(int i=0;i<n;i++)

**if**(i<Inv[i]) swap(a[i],a[Inv[i]]);

**for**(int i=2;i<=n;i<<=1)

{

c\_number w\_stage;

w\_stage.real = cos(2.0\*mode\*pi/i);

w\_stage.imag = sin(2.0\*mode\*pi/i);

**for**(int j=0;j<n;j+=i)

{

c\_number w;

w.real = 1;

w.imag = 0;

**for**(int k=j;k<j+(i>>1);k++)

{

c\_number st,fly;

st = a[k];

fly = multi(a[k+(i>>1)],w);

a[k].imag = st.imag + fly.imag;

a[k].real = st.real + fly.real;

a[k+(i>>1)].imag = st.imag - fly.imag;

a[k+(i>>1)].real = st.real - fly.real;

w = multi(w,w\_stage);

}

}

}

**if**(mode==-1)

{

**for**(int i=0;i<n;i++)

a[i].real /= n;

}

}

double a[MAX+5];

double b[MAX+5];

c\_number a\_y[MAX+5];

c\_number b\_y[MAX+5];

int main()

{

int n1,n2,n=1;

scanf("%d%d",&n1,&n2); *///输入两个多项式的次数*

int cnt = 0;

**while**(n<=n1+n2)

{

n<<=1;

cnt++;

}

getInv(cnt);

memset(a\_y,0,**sizeof**(a\_y));

memset(b\_y,0,**sizeof**(b\_y));

**for**(int i=0;i<=n1;i++)

scanf("%lf",&a\_y[i].real);

**for**(int i=0;i<=n2;i++)

scanf("%lf",&b\_y[i].real);

fft(a\_y,n,1);

fft(b\_y,n,1);

**for**(int i=0;i<n;i++) a\_y[i] = multi(a\_y[i],b\_y[i]);

fft(a\_y,n,-1);

**for**(int i=0;i<=(n1+n2);i++)

{

printf("%lld ",(long long)(a\_y[i].real+0.1));

}

}