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## Цель работы.

Исследование структур данных и работы функций управления памятью ядра операционной системы. Изучение нестраничной памяти и способа управления динамическими разделами.

## Основные теоретические положения.

Учет занятой и свободной памяти ведется при помощи списка блоков управления памятью MCB (Memory Control Block). MCB занимает 16 байт (параграф) и располагается всегда с адреса кратного 16 (адрес сегмента ОП) и находится в адресном пространстве непосредственно перед тем участком памяти, которым он управляет.

Структура MCB представлена ниже:

|  |  |  |
| --- | --- | --- |
| Смещение | Длина поля (байт) | Содержимое поля |
| 00h | 1 | тип MCB:  5Ah, если последний в списке,  4Dh, если не последний |
| 01h | 2 | Сегментный адрес PSP владельца участка памяти, либо  0000h - свободный участок,  0006h - участок принадлежит драйверу  OS XMS UMB  0007h - участок является исключенной верхней памятью драйверов  0008h - участок принадлежит MS DOS  FFFAh - участок занят управляющим блоком 386MAX UMB  FFFDh - участок заблокирован 386MAX  FFFEh - участок принадлежит 386MAX UMB |
| 03h | 2 | Размер участка в параграфах |
| 05h | 3 | Зарезервирован |
| 08h | 8 | "SC" - если участок принадлежит MS DOS, то в нем системный код  "SD" - если участок принадлежит MS DOS, то в нем системные данные |

По сегментному адресу и размеру участка памяти, контролируемого этим MCB, можно определить местоположение следующего MCB в списке.

Адрес первого MCB хранится во внутренней структуре MS DOS, называемой "List of Lists" (список списков). Доступ к указателю на эту структуру можно получить, используя функцию f52h "Get List of Lists" int 21h. В результате выполнения этой функции ES:BX будет указывать на список списков. Слово по адресу ES:[BX-2] и есть адрес самого первого MCB.

Размер расширенной памяти находится в ячейках 30h, 31h CMOS. CMOS это энергонезависимая память, в которой хранится информация о конфигурации ПЭВМ. Объем памяти составляет 64 байта. Размер расширенной памяти в Кбайтах можно определить, обращаясь к ячейкам CMOS следующим образом:

mov AL,30h ; запись адреса ячейки CMOS

out 70h,AL

in AL,71h ; чтение младшего байта

mov BL,AL ; размера расширенной памяти

mov AL,31h ; запись адреса ячейки CMOS

out 70h,AL

in AL,71h ; чтение старшего байта

; размера расширенной памяти

## Описание программы.

В результате выполнения данной лабораторной работы была написана программа, содержащая следующие функции, описанные в табл. 1.

Таблица 1 – Функции, реализованный в программе

|  |  |
| --- | --- |
| GET\_AVAILABLE\_MEMORY | Получение размера доступной памяти |
| GET\_EXTENDED\_MEMORY | Получение размера расширенной памяти |
| GET\_MCB\_DATA | Получение данных одного MSB блока |
| GET\_ALL\_MSB\_DATA | Получение данных со всех MSB блоков |
| PRINT\_STRING | Вывод строки на экран |

## Выполнение работы.

Выполнение работы производилось на базе операционной системы Windows XP (32 bit), запускаемой в системе виртуализации VMware Workstation, в редакторе Notepad++. Сборка и отладка модулей производились с помощью компилятора MASM и отладчика AFD. Также в работе был использован консольный файловый менеджер Far Manager и HEX-редактор HxD. Для дополнительного тестирования и проверки функциональности программы использовался DOSBox.

Далее представлены результаты работы программы. Pre.S. (=size para) – размер участка, указанный в байтах.

1. На рис. ниже представлен результат работы модуля LR3\_1.COM
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Из него видно, что программа занимает максимум памяти, т.к. при запросе размера доступной памяти мы выделяем, столько памяти, сколько возможно.

1. На рис. ниже представлен результат работы модуля LR3\_2.COM
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В данном случае память освобождается программой. В итоге её остается столько, сколько занимает программа.

1. На рис. ниже представлен результат работы модуля LR3\_3.COM
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В данном случае мы сначала выделяем всю доступную память, потом освобождаем то, что не нужно. Затем запрашиваем блок памяти 64 кб, в итоге система выделяет нам ещё 64 кб памяти.

1. На рис. ниже представлен результат работы модуля LR3\_4.COM
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В данном случае мы выделяем всё доступную память, а затем дополнительно запрашиваем 64 кб. В результате чего возникает ошибка. Её причина в том, что в первый раз уже была выделена вся доступная память и больше ОС выдать не может.

## Выводы.

В ходе выполнения лабораторной работы были исследованы структуры данных и работа функций управления памятью ядра ОС.

## Ответы на контрольные вопросы.

1. **Что означает “доступный объём памяти”?**

Максимальный объем памяти, который может быть доступен для запуска и

выполнения программ. В этом мы убеждаемся в четвёртом пункте данной л.р., когда после выделения всей доступной памяти, мы пытаемся выделить ещё, но получаем ошибку.

1. **Где MCB блок Вашей программы в списке?**

Данный блок выделен красным на рис. ниже.

![](data:image/png;base64,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)

В случае LR3\_{1,2,4} MCB блок программы – пятый, в LR3\_3 также 6-ой, для дополнительно выделяемой памяти.

1. Какой размер памяти занимает программа в каждом случае?

* LR3\_1: 648912 байт
* LR3\_2: 13328 байт.
* LR3\_3: 13440 байт (без блока в 64кб).
* LR3\_4: 14048 байт.

# Приложение А Исходный код программы. LR3\_1.ASM

TESTPC SEGMENT

ASSUME CS:TESTPC, DS:TESTPC, ES:NOTHING, SS:NOTHING

org 100H

START: JMP BEGIN

A\_MEMORY db 'Availible memory: B ',0Dh,0Ah,'$'

E\_MEMORY db 'Extended memory : KB ',0Dh,0Ah,'$'

TITLE\_LINE db ' Address | MCB Type | PSP Address | Size | SD/SC ',0Dh,0Ah,'$'

LINE db ' ',0Dh,0Ah,'$'

TETR\_TO\_HEX PROC near

and AL,0Fh

cmp AL,09

jbe NEXT

add AL,07

NEXT: add AL,30h

ret

TETR\_TO\_HEX ENDP

BYTE\_TO\_HEX PROC near

push CX

mov AH,AL

call TETR\_TO\_HEX

xchg AL,AH

mov CL,4

shr AL,CL

call TETR\_TO\_HEX

pop CX

ret

BYTE\_TO\_HEX ENDP

WRD\_TO\_HEX PROC near

push BX

mov BH,AH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

dec DI

mov AL,BH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

pop BX

ret

WRD\_TO\_HEX ENDP

WRD\_TO\_DEC PROC near

push CX

push DX

mov CX,10

metka1: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae metka1

cmp AL,00h

je end\_pr

or AL,30h

mov [SI],AL

end\_pr: pop DX

pop CX

ret

WRD\_TO\_DEC ENDP

BYTE\_TO\_DEC PROC near

push CX

push DX

xor AH,AH

xor DX,DX

mov CX,10

loop\_bd: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_bd

cmp AL,00h

je end\_l

or AL,30h

mov [SI],AL

end\_l: pop DX

pop CX

ret

BYTE\_TO\_DEC ENDP

A\_MEM PROC near

mov ah, 4ah

mov bx, 0ffffh

int 21h

mov ax, 10h

mul bx

mov si, offset A\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

A\_MEM ENDP

E\_MEM PROC near

xor dx,dx

mov al,30h

out 70h,al

in al,71h

mov bl,AL

mov al,31h

out 70h,al

in al,71h

mov ah, al

mov al, bl

mov si, offset E\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

E\_MEM ENDP

MCB\_BLOCK PROC near

mov di, offset LINE

add di, 5

mov ax, es

call WRD\_TO\_HEX

add di,13

xor ah,ah

mov al,es:[0]

call WRD\_TO\_HEX

mov al,20h

mov [di],al

inc di

mov [di],al

mov ax, es:[1]

add di, 16

call WRD\_TO\_HEX

add di, 17

mov ax,es:[3]

mov bx,10h

mul bx

push si

mov si,di

call WRD\_TO\_DEC

pop si

add di, 10

mov bx, 0h

metka:

mov dl, es:[8+bx]

mov [di], dl

inc di

inc bx

cmp bx, 8h

jne metka

mov ax, es:[3]

mov bl, es:[0]

ret

MCB\_BLOCK ENDP

PRINT PROC near

push ax

mov ah,09h

int 21h

pop ax

ret

PRINT ENDP

BEGIN:

call A\_MEM

mov dx, offset A\_MEMORY

call PRINT

call E\_MEM

mov dx, offset E\_MEMORY

call PRINT

mov dx, offset TITLE\_LINE

call PRINT

mov ah, 52h

int 21h

sub bx, 2h

mov es, es:[bx]

OUTPUT\_LINE:

xor ax,ax

xor bx,bx

xor cx,cx

xor dx,dx

xor di,di

call MCB\_BLOCK

mov dx, offset LINE

call PRINT

mov cx,es

add ax,cx

inc ax

mov es,ax

cmp bl,4Dh

je OUTPUT\_LINE

xor al, al

mov ah, 4ch

int 21h

TESTPC ENDS

END START

# Приложение Б Исходный код программы. LR3\_2.ASM

TESTPC SEGMENT

ASSUME CS:TESTPC, DS:TESTPC, ES:NOTHING, SS:NOTHING

org 100H

START: JMP BEGIN

A\_MEMORY db 'Availible memory: B ',0Dh,0Ah,'$'

E\_MEMORY db 'Extended memory : KB ',0Dh,0Ah,'$'

TITLE\_LINE db ' Address | MCB Type | PSP Address | Size | SD/SC ',0Dh,0Ah,'$'

LINE db ' ',0Dh,0Ah,'$'

TETR\_TO\_HEX PROC near

and AL,0Fh

cmp AL,09

jbe NEXT

add AL,07

NEXT: add AL,30h

ret

TETR\_TO\_HEX ENDP

BYTE\_TO\_HEX PROC near

push CX

mov AH,AL

call TETR\_TO\_HEX

xchg AL,AH

mov CL,4

shr AL,CL

call TETR\_TO\_HEX

pop CX

ret

BYTE\_TO\_HEX ENDP

WRD\_TO\_HEX PROC near

push BX

mov BH,AH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

dec DI

mov AL,BH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

pop BX

ret

WRD\_TO\_HEX ENDP

WRD\_TO\_DEC PROC near

push CX

push DX

mov CX,10

loop\_b: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_b

cmp AL,00h

je endl

or AL,30h

mov [SI],AL

endl: pop DX

pop CX

ret

WRD\_TO\_DEC ENDP

BYTE\_TO\_DEC PROC near

push CX

push DX

xor AH,AH

xor DX,DX

mov CX,10

loop\_bd: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_bd

cmp AL,00h

je end\_l

or AL,30h

mov [SI],AL

end\_l: pop DX

pop CX

ret

BYTE\_TO\_DEC ENDP

A\_MEM PROC near

mov ah, 4ah

mov bx, 0ffffh

int 21h

mov ax, 10h

mul bx

mov si, offset A\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

A\_MEM ENDP

E\_MEM PROC near

xor dx,dx

mov al,30h

out 70h,al

in al,71h

mov bl,AL

mov al,31h

out 70h,al

in al,71h

mov ah, al

mov al, bl

mov si, offset E\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

E\_MEM ENDP

MCB\_BLOCK PROC near

mov di, offset LINE

add di, 5

mov ax, es

call WRD\_TO\_HEX

add di,13

xor ah,ah

mov al,es:[0]

call WRD\_TO\_HEX

mov al,20h

mov [di],al

inc di

mov [di],al

mov ax, es:[1]

add di, 16

call WRD\_TO\_HEX

add di, 17

mov ax,es:[3]

mov bx,10h

mul bx

push si

mov si,di

call WRD\_TO\_DEC

pop si

add di, 10

mov bx, 0h

metka:

mov dl, es:[8+bx]

mov [di], dl

inc di

inc bx

cmp bx, 8h

jne metka

mov ax, es:[3]

mov bl, es:[0]

ret

MCB\_BLOCK ENDP

PRINT PROC near

push ax

mov ah,09h

int 21h

pop ax

ret

PRINT ENDP

BEGIN:

call A\_MEM

mov dx, offset A\_MEMORY

call PRINT

mov ah, 4ah

mov bx, offset end\_size

int 21h

call E\_MEM

mov dx, offset E\_MEMORY

call PRINT

mov dx, offset TITLE\_LINE

call PRINT

mov ah, 52h

int 21h

sub bx, 2h

mov es, es:[bx]

OUTPUT\_LINE:

xor ax,ax

xor bx,bx

xor cx,cx

xor dx,dx

xor di,di

call MCB\_BLOCK

mov dx, offset LINE

call PRINT

mov cx,es

add ax,cx

inc ax

mov es,ax

cmp bl,4Dh

je OUTPUT\_LINE

xor al, al

mov ah, 4ch

int 21h

end\_size db 0

TESTPC ENDS

END START

# Приложение В Исходный код программы. LR3\_3.ASM

TESTPC SEGMENT

ASSUME CS:TESTPC, DS:TESTPC, ES:NOTHING, SS:NOTHING

org 100H

START: JMP BEGIN

A\_MEMORY db 'Availible memory: B ',0Dh,0Ah,'$'

E\_MEMORY db 'Extended memory : KB ',0Dh,0Ah,'$'

TITLE\_LINE db ' Address | MCB Type | PSP Address | Size | SD/SC ',0Dh,0Ah,'$'

LINE db ' ',0Dh,0Ah,'$'

TETR\_TO\_HEX PROC near

and AL,0Fh

cmp AL,09

jbe NEXT

add AL,07

NEXT: add AL,30h

ret

TETR\_TO\_HEX ENDP

BYTE\_TO\_HEX PROC near

push CX

mov AH,AL

call TETR\_TO\_HEX

xchg AL,AH

mov CL,4

shr AL,CL

call TETR\_TO\_HEX

pop CX

ret

BYTE\_TO\_HEX ENDP

WRD\_TO\_HEX PROC near

push BX

mov BH,AH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

dec DI

mov AL,BH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

pop BX

ret

WRD\_TO\_HEX ENDP

WRD\_TO\_DEC PROC near

push CX

push DX

mov CX,10

loop\_b: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_b

cmp AL,00h

je endl

or AL,30h

mov [SI],AL

endl: pop DX

pop CX

ret

WRD\_TO\_DEC ENDP

BYTE\_TO\_DEC PROC near

push CX

push DX

xor AH,AH

xor DX,DX

mov CX,10

loop\_bd: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_bd

cmp AL,00h

je end\_l

or AL,30h

mov [SI],AL

end\_l: pop DX

pop CX

ret

BYTE\_TO\_DEC ENDP

A\_MEM PROC near

mov ah, 4ah

mov bx, 0ffffh

int 21h

mov ax, 10h

mul bx

mov si, offset A\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

A\_MEM ENDP

E\_MEM PROC near

xor dx,dx

mov al,30h

out 70h,al

in al,71h

mov bl,AL

mov al,31h

out 70h,al

in al,71h

mov ah, al

mov al, bl

mov si, offset E\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

E\_MEM ENDP

MCB\_BLOCK PROC near

mov di, offset LINE

add di, 5

mov ax, es

call WRD\_TO\_HEX

add di,13

xor ah,ah

mov al,es:[0]

call WRD\_TO\_HEX

mov al,20h

mov [di],al

inc di

mov [di],al

mov ax, es:[1]

add di, 16

call WRD\_TO\_HEX

add di, 17

mov ax,es:[3]

mov bx,10h

mul bx

push si

mov si,di

call WRD\_TO\_DEC

pop si

add di, 10

mov bx, 0h

metka:

mov dl, es:[8+bx]

mov [di], dl

inc di

inc bx

cmp bx, 8h

jne metka

mov ax, es:[3]

mov bl, es:[0]

ret

MCB\_BLOCK ENDP

PRINT PROC near

push ax

mov ah,09h

int 21h

pop ax

ret

PRINT ENDP

BEGIN:

call A\_MEM

mov dx, offset A\_MEMORY

call PRINT

mov ah, 4ah

mov bx, offset end\_size

int 21h

mov ah, 48h

mov bx, 1000h

int 21h

call E\_MEM

mov dx, offset E\_MEMORY

call PRINT

mov dx, offset TITLE\_LINE

call PRINT

mov ah, 52h

int 21h

sub bx, 2h

mov es, es:[bx]

OUTPUT\_LINE:

xor ax,ax

xor bx,bx

xor cx,cx

xor dx,dx

xor di,di

call MCB\_BLOCK

mov dx, offset LINE

call PRINT

mov cx,es

add ax,cx

inc ax

mov es,ax

cmp bl,4Dh

je OUTPUT\_LINE

xor al, al

mov ah, 4ch

int 21h

end\_size db 0

TESTPC ENDS

END START

# Приложение Г Исходный код программы. LR3\_4.ASM

TESTPC SEGMENT

ASSUME CS:TESTPC, DS:TESTPC, ES:NOTHING, SS:NOTHING

org 100H

START: JMP BEGIN

A\_MEMORY db 'Availible memory: B ',0Dh,0Ah,'$'

E\_MEMORY db 'Extended memory : KB ',0Dh,0Ah,'$'

TITLE\_LINE db ' Address | MCB Type | PSP Address | Size | SD/SC ',0Dh,0Ah,'$'

LINE db ' ',0Dh,0Ah,'$'

ERROR\_LINE db 'ERROR',0Dh,0Ah,'$'

TETR\_TO\_HEX PROC near

and AL,0Fh

cmp AL,09

jbe NEXT

add AL,07

NEXT: add AL,30h

ret

TETR\_TO\_HEX ENDP

BYTE\_TO\_HEX PROC near

push CX

mov AH,AL

call TETR\_TO\_HEX

xchg AL,AH

mov CL,4

shr AL,CL

call TETR\_TO\_HEX

pop CX

ret

BYTE\_TO\_HEX ENDP

WRD\_TO\_HEX PROC near

push BX

mov BH,AH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

dec DI

mov AL,BH

call BYTE\_TO\_HEX

mov [DI],AH

dec DI

mov [DI],AL

pop BX

ret

WRD\_TO\_HEX ENDP

WRD\_TO\_DEC PROC near

push CX

push DX

mov CX,10

loop\_b: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_b

cmp AL,00h

je endl

or AL,30h

mov [SI],AL

endl: pop DX

pop CX

ret

WRD\_TO\_DEC ENDP

BYTE\_TO\_DEC PROC near

push CX

push DX

xor AH,AH

xor DX,DX

mov CX,10

loop\_bd: div CX

or DL,30h

mov [SI],DL

dec SI

xor DX,DX

cmp AX,10

jae loop\_bd

cmp AL,00h

je end\_l

or AL,30h

mov [SI],AL

end\_l: pop DX

pop CX

ret

BYTE\_TO\_DEC ENDP

A\_MEM PROC near

mov ah, 4ah

mov bx, 0ffffh

int 21h

mov ax, 10h

mul bx

mov si, offset A\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

A\_MEM ENDP

E\_MEM PROC near

xor dx,dx

mov al,30h

out 70h,al

in al,71h

mov bl,AL

mov al,31h

out 70h,al

in al,71h

mov ah, al

mov al, bl

mov si, offset E\_MEMORY

add si, 23

call WRD\_TO\_DEC

ret

E\_MEM ENDP

MCB\_BLOCK PROC near

mov di, offset LINE

add di, 5

mov ax, es

call WRD\_TO\_HEX

add di,13

xor ah,ah

mov al,es:[0]

call WRD\_TO\_HEX

mov al,20h

mov [di],al

inc di

mov [di],al

mov ax, es:[1]

add di, 16

call WRD\_TO\_HEX

add di, 17

mov ax,es:[3]

mov bx,10h

mul bx

push si

mov si,di

call WRD\_TO\_DEC

pop si

add di, 10

mov bx, 0h

metka:

mov dl, es:[8+bx]

mov [di], dl

inc di

inc bx

cmp bx, 8h

jne metka

mov ax, es:[3]

mov bl, es:[0]

ret

MCB\_BLOCK ENDP

PRINT PROC near

push ax

mov ah,09h

int 21h

pop ax

ret

PRINT ENDP

BEGIN:

call A\_MEM

mov dx, offset A\_MEMORY

call PRINT

mov ah, 48h

mov bx, 1000h

int 21h

jc err\_1

jmp no\_err\_1

err\_1:

mov dx, offset ERROR\_LINE

call PRINT

no\_err\_1:

mov ah, 4ah

mov bx, offset end\_size

int 21h

call E\_MEM

mov dx, offset E\_MEMORY

call PRINT

mov dx, offset TITLE\_LINE

call PRINT

mov ah, 52h

int 21h

sub bx, 2h

mov es, es:[bx]

OUTPUT\_LINE:

xor ax,ax

xor bx,bx

xor cx,cx

xor dx,dx

xor di,di

call MCB\_BLOCK

mov dx, offset LINE

call PRINT

mov cx,es

add ax,cx

inc ax

mov es,ax

cmp bl,4Dh

je OUTPUT\_LINE

xor al, al

mov ah, 4ch

int 21h

end\_size db 0

TESTPC ENDS

END START