![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAATCAYAAACdkl3yAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADI0lEQVQ4jY2UXUwcZRSG39lh+Fm2sLLiD61AKCv+VERNiV5AU0tTY00xNdFIucCLpl4YMyBBBGMgBkMBadILStuLNi2Q/kQjpmAjKXxbSDYIFnZVKixsKbSg7JJdfnZgd3bmeKFjJrsEPcm5mDxf3m/eL+85eP/SRBdERk/V2ec8a6FHiQj6/npgrgIio7hK2+bo3OorkVxr+CTZnF5vvw+RUVHbeF9YUXn9AUVRDUVt430QGWXU22e96yHLlkJEBNu0r5ArZypERjU33A2Rhx76N9NSaoaWITJ6o93xQ+RlRAS+rq4OGSnx92WFhEH3SuGge6Xg5V2msZzHjJP4p3bEx6w9nWp0XR33vDft3cwGgP1WM4O+NMVQWBH2tv78E0RGydWDfteSlB156/Erk+cgMoLIqOc375tR1rSeWgpYE6tur0NklNs04ggEw0Y9X98MJ1obhqcgMjJ/NuSb8UpZGjPo/86aanSdPpr9MQA4FwK5J65NnSUiTuOJcXygq/TZkhgDF/ZvhM3vXJj4ZiOkJAD4+430lbfTNP7rYmDP3T+l55yLgdxUk+DJT08a0XhactxCLM/Jt1z+oj/WQk88XA3uLN5j+Z4jIkTWckC25DaPOhdWQmkCz8m2j17c91pmsl3jikr8gTbHLdvMyj4AOPuu9YQhSgWAJVFYrj6Q3ggAskJCbc9sg57zBk5pfCurWvuu7Ha3bCnkk+RHmvrnqwBA4Dm54XBmrZ6rKhlqe+/9K95SnFUZJURE3IfXXe0P/MFdAHDq7d3lelsA0Gp7UNHv8r8OAGX5j188/uqT56OifmF4sUzLSunlicuqqnJ6fmd+9SXhE1sIIqO85tExKRhOiMrRtEfabfp0cA0ioxdOjjgjcxQIho05Xw3/vm2OZEUVjnXc7VwPKqakeH712w+eP2qM5SW9pYrumdbJpY0cAOgofaY0y5Lg1r8JiAif97i/1Cx1/+I5Emn5O6enWONf9N6r33L6b0/7CgzlTNlu+i21Q16IjA61O25uNf3wSbI5o94+u90+OnjG8eN/7qOSSxOd223I1oH58v+zIf8Ch1jA5y0L0GIAAAAASUVORK5CYII=)КУРС: «ПЛАТФОРМА MICROSOFT .NET ТА МОВА ПРОГРАМУВАННЯ C#

Тема: Простір імен. Індексатори.

**Модуль 3. Частина 1**

**Завдання 1**

Реалізуйте клас «Співробітник». Необхідно зберігати у полях класу: ПІБ, дату народження, контактний телефон, робочий email, посаду, опис службових обов’язків. Реалізуйте методи класу для введення даних, виведення даних. Реалізуйте доступ до полів через властивості класу.

Додайте до вже створеного класу інформацію про заробітну плату працівника. Виконайте перезавантаження + (для збільшення зарплати на вказану кількість), – (для зменшення зарплати на вказану кількість), == (перевірка на рівність зарплат працівників), < і > (перевірка на меншу чи більшу кількість зарплат працівників), != і ==. Використовуйте механізм властивостей полів класу.

**Завдання 2**

Написати додаток, що імітує роботу банкомату

Реалізувати класи **Banc**, **Client**, **Account** у різних просторах імен (загальний простір імен **Bankomat**). Спочатку клієнту потрібно відкрити рахунок у банку, отримати номер рахунку, отримати свій пароль, покласти суму на рахунок.

1. Додаток пропонує ввести пароль передбачуваної кредитної картки, надається 3 спроби на правильне введення пароля. Якщо спроби вичерпані, програма видає відповідне повідомлення та завершується.

2. При успішному введенні пароля відображається меню. Користувач може вибрати одну з кількох дій:

- Виведення балансу на екран

- поповнення рахунку

- зняти гроші з рахунку

- Вихід

3. Якщо користувач вибирає виведення балансу на екран, програма відображає стан передбачуваного рахунку, після чого пропонує або повернутися до меню, або зробити вихід.

4. Якщо користувач вибирає поповнення рахунку, програма запитує суму для поповнення та виконує операцію, супроводжуючи її висновком відповідного коментаря. Потім потрібно пропозицію повернутися в меню або виконати вихід.

5. Якщо користувач вибирає зняти гроші з рахунку, програма запитує суму. Якщо сума перевищує суму рахунку користувача, програма видає повідомлення та переказує користувача в меню. Інакше відображає повідомлення про те, що суму знято з рахунку та зменшує суму рахунку на вказану величину.

Завдання 1

using System;

namespace test11

{

class Employee

{

string pib;

DateTime datetime;

string tel;

string email;

string position;

string responsibilities;

float salary;

public string PIB

{

get { return this.pib; }

set { this.pib = value; }

}

public DateTime DATEtime

{

get { return this.datetime; }

set { this.datetime = value; }

}

public string Tel

{

get { return this.tel; }

set { this.tel = value; }

}

public string Email

{

get { return this.email; }

set { this.email = value; }

}

public string Position

{

get { return this.position; }

set { this.position = value; }

}

public string Responsibilities

{

get { return this.responsibilities; }

set { this.responsibilities = value; }

}

public float Salary

{

get { return this.salary; }

set { this.salary = value; }

}

public Employee()

{

this.pib = "Unknown";

this.datetime = new DateTime(1, 1, 1);

this.tel = "Unknown";

this.email = "Unknown";

this.position = "Unknown";

this.responsibilities = "Unknown";

this.salary = 0;

}

public Employee(string pib, DateTime datetime, string tel, string email, string position, string responsibilities, float salary)

{

this.pib = pib;

this.datetime = datetime;

this.tel = tel;

this.email = email;

this.position = position;

this.responsibilities = responsibilities;

this.salary = salary;

}

public void SetParameters(string pib, DateTime datetime, string tel, string email, string position, string responsibilities, float salary)

{

this.pib = pib;

this.datetime = datetime;

this.tel = tel;

this.email = email;

this.position = position;

this.responsibilities = responsibilities;

this.salary = salary;

}

public void PrintInfo()

{

Console.WriteLine(pib);

Console.WriteLine("Дата народження: " + datetime.ToShortDateString());

Console.WriteLine("Номер телефону: " + tel);

Console.WriteLine("Пошта: " + email);

Console.WriteLine("Посада: " + position);

Console.WriteLine("Обов'язки:\n" + responsibilities);

Console.WriteLine("Зарплата: " + salary + "$");

}

public static Employee operator +(Employee employee, float increase)

{

employee.salary += increase;

return employee;

}

public static Employee operator +(float increase, Employee employee)

{

employee.salary += increase;

return employee;

}

public static Employee operator -(Employee employee, float decrease)

{

if (decrease < employee.salary)

employee.salary -= decrease;

return employee;

}

public static bool operator ==(Employee employee1, Employee employee2)

{

return employee1.salary == employee2.salary;

}

public static bool operator !=(Employee employee1, Employee employee2)

{

return employee1.salary != employee2.salary;

}

public static bool operator >(Employee employee1, Employee employee2)

{

return employee1.salary > employee2.salary;

}

public static bool operator <(Employee employee1, Employee employee2)

{

return employee1.salary < employee2.salary;

}

public override string ToString()

{

return (pib + "\nДата народження: " + datetime.ToShortDateString() + "\nНомер телефону: " + tel + "\nПошта: " + email + "\nПосада: " + position + "\nОбов'язки:\n" + responsibilities + "\nЗарплата: " + salary.ToString() + "$");

}

}

class Program

{

public static void Main()

{

System.Console.OutputEncoding = System.Text.Encoding.UTF8;

Employee e1 = new Employee();

e1.Salary = 1200;

e1.DATEtime = new DateTime(2004, 12, 1);

Employee e2 = new Employee();

e2.Salary = 1200;

e2.DATEtime = new DateTime(2006, 4, 12);

bool b = e1 < e2;

Console.WriteLine(e1);

}

}

}

Завдання 2

using System;

namespace NSBanc

{

using NSClient;

class Bank

{

Client[] clients;

int endindex;

int[] numbers;

float[] balance;

public Bank(int size)

{

endindex = 0;

clients = new Client[size];

numbers = new int[size];

balance = new float[size];

}

bool CorrectPassword(int ind,string pass\_word)

{

if (string.Equals(clients[ind].ACcount.Password, pass\_word) == true)

return true;

return false;

}

bool IsOrNoIs(int num)

{

for(int i=0;i<endindex;i++)

{

if (num == numbers[i])

return true;

}

return false;

}

public int RegistrationNewClient(Client client)

{

clients[endindex] = client;

int num = (new Random()).Next(1, 100000);

while (IsOrNoIs(num))

{

num = (new Random()).Next(1, 100000);

}

numbers[endindex] = num;

endindex++;

return num;

}

public void LogIn(int number\_account)

{

int index = -1;

for(int i=0;i<endindex;i++)

{

if(numbers[i]== number\_account)

{

index = i;

break;

}

}

if(index!=-1)

{

bool b = false;

for(int i=0; i<3;i++)

{

Console.Write("Введіть пароль(3 спроби)->");

string pass\_word = Console.ReadLine();

if (CorrectPassword(index, pass\_word) == true)

{

b = true;

break;

}

}

if(b==true)

{

float suma;

int k = 1;

while (k != 0)

{

Console.WriteLine("Показати баланс ->1\nПоповнити рахунок ->2\nЗняти гроші з рахунку ->3\nВихід ->0");

Console.Write("->");

k = Convert.ToInt32(Console.ReadLine());

Console.Clear();

switch (k)

{

case 1:

Console.WriteLine("Ваш баланс: "+balance[index]+"грн");

break;

case 2:

Console.Write("Введіть суму на яку поповнити ->");

suma = Convert.ToInt32(Console.ReadLine());

balance[index] += suma;

break;

case 3:

Console.Write("Введіть суму яку хочете зняти ->");

suma = Convert.ToInt32(Console.ReadLine());

if(suma>balance[index])

{

Console.WriteLine("Недостатньо коштів");

}

else

{

balance[index] -= suma;

Console.WriteLine("Успішно знято");

}

break;

}

}

}

else

{

Console.WriteLine("Ви вичерпали спроби ввести пароль");

}

}

}

}

}

namespace NSClient

{

using NSAccount;

class Client

{

string pib;

int age;

string passportdata;

Account account;

public Client(string pib, int age, string passportdata, Account account)

{

this.pib = pib;

this.age = age;

this.passportdata = passportdata;

this.account = account;

}

public string PIB

{

get { return pib; }

set { pib = value; }

}

public int Age

{

get { return age; }

set { age = value; }

}

public string Passportdata

{

get { return passportdata; }

set { passportdata = value; }

}

public Account ACcount

{

get { return account; }

set { account = value; }

}

public void PrintInfo()

{

Console.WriteLine(pib);

Console.WriteLine("Вiк: "+age+"р.");

Console.WriteLine("Паспортнi данi: " + passportdata);

account.PrintInfo();

}

}

}

namespace NSAccount

{

class Account

{

string login;

string password;

public Account()

{

this.login = "Unknown";

this.password = "Unknown";

}

public Account(string login, string password)

{

this.login = login;

this.password = password;

}

public string Login

{

get { return login; }

set { login = value; }

}

public string Password

{

get { return password; }

set { password = value; }

}

public void PrintInfo()

{

Console.WriteLine("Логiн: " + login + " Пароль: " + password);

}

}

}

namespace Bankomat

{

using NSAccount;

using NSBanc;

using NSClient;

class Program

{

public static void Main()

{

System.Console.OutputEncoding = System.Text.Encoding.UTF8;

Bank bank = new Bank(5);

int card1= bank.RegistrationNewClient(new Client("Lashch Anton Vadymovych", 18, "AN-23-24-JK", new Account("antonlashch@icloud.com", "787898")));//видає "картку" її номер

int card2 = bank.RegistrationNewClient(new Client("Derkach Ivan Ruslanovych", 19, "AB-13-49-lK", new Account("ivanderkach@icloud.com", "123456")));

bank.LogIn(card1);

bank.LogIn(card2);

}

}

}