**МОСКОВСКИЙ ГОСУДАРСТВЕННЫЙ УНИВЕРСИТЕТ**

**Имени М.В. Ломоносова**

**Факультет вычислительной математики и кибернетики**

**Компьютерный практикум по курсу**

**«ВВЕДЕНИЕ В ЧИСЛЕННЫЕ МЕТОДЫ»**

**ЗАДАНИЕ № 2**

**Численные методы решения дифференциальных уравнений**

**ОТЧЁТ**

**о выполненном задании**

студента 205 учебной группы факультета ВМК МГУ

Жилина Антона Сергеевича

Москва, 2014

Практическая работа № 2 (1)

Подвариант № 1

Решение задачи Коши для дифференциального уравнения первого порядка или системы дифференциальных уравнений первого порядка

# Цель работы

Освоить методы Рунге-Кутта второго и четвертого порядка точности, применяемые для численного решения задачи Коши для дифференциального уравнения (или системы дифференциальных уравнений) первого порядка.

# Постановка задачи

Рассматривается обыкновенное дифференциальное уравнение первого порядка, разрешенное относительно производной и имеющее вид:

|  |  |  |
| --- | --- | --- |
|  |  | (1) |

с дополнительным начальным условием, заданным в точке :

|  |  |  |
| --- | --- | --- |
|  |  | (2) |

Предполагается, что правая часть уравнения (1) функция такова, что гарантирует существование и единственность решения задачи Коши (1)-(2).

В том случае, если рассматривается не одно дифференциальное уравнение вида (1), а система обыкновенных дифференциальных уравнений первого порядка, разрешенных относительно производных неизвестных функций, то соответствующая задача Коши имеет вид (на примере двух дифференциальных уравнений):

|  |  |  |
| --- | --- | --- |
|  |  | (3) |

Дополнительные начальные условия задаются в точке :

|  |  |  |
| --- | --- | --- |
|  |  | (4) |

Также предполагается, что правые части уравнений из (3) заданы так, что это гарантирует существование и единственность решения задачи Коши (3)-(4), но уже для системы обыкновенных дифференциальных уравнений первого порядка в форме, разрешенной относительно производных неизвестных функций. Заметим, что к подобным задачам сводятся многие важные задачи, возникающие в механике (уравнения движения материальной точки), небесной механике, химической кинетике, гидродинамике и т.п.

# Цели и задачи

1. Решить задачу Коши (1)-(2) (или (3)-(4)) наиболее известными и широко используемыми на практике методами Рунге-Кутта второго и четвертого порядка точности, аппроксимировав дифференциальную задачу соответствующей разностной схемой (на равномерной сетке); полученное конечно-разностное уравнение (или уравнения в случае системы), представляющее фактически некоторую рекуррентную формулу, просчитать численно;
2. Найти численное решение задачи и построить его график;
3. Найденное численное решение сравнить с точным решением дифференциального уравнения (подобрать специальные тесты, где аналитические решения находятся в классе элементарных функций, при проверке можно использовать ресурсы on-Iine системы http://www.wolframalpha.com или пакета Марiе и т.п.).

# Использованные методы

## Метод Рунге-Кутты второго порядка точности

Даны функция . Требуется найти аппроксимацию решения задачи Коши (1)(2). Выберем число отрезков разбиения n (чем больше, тем выше точность). Пусть требуется найти решение на отрезке . Тогда длина одного отрезка . Аппроксимация состоит из приближённых значений . Они находятся с помощью рекуррентной формулы:

Для системы (3)(4):

|  |  |
| --- | --- |
|  |  |

Можно доказать («Вводные лекции по численным методам», стр. 162), что погрешность решения зависит от как при условии, что () имеет непрерывные вторые частные производные.

## Метод Рунге-Кутты четвёртого порядка точности

Итерационная формула:

Для системы (3)(4):

|  |  |
| --- | --- |
|  |  |

# Тестирование

## Запуск программы

1. Поместите проект на машину под управлением OS Linux. На машине должен быть установлен компилятор GCC.
2. Сделайте ls в папку с проектом.
3. Скомпилируйте проект: make
4. Перейдите в папку ./bin
5. Запустите программы для тестирования методов Рунге-Кутты для ур-й и систем:  
   ./runge\_kutta  
   ./runge\_kutta\_system
6. Программы выведут погрешности для тестов, приведённые в таблицах ниже.
7. В той же папке (./bin) появятся файлы вида с префиксами runge-kutta-2, runge-kutta-4, runge-kutta2-system, runge-kutta4-system. Они описывают решения задач Коши (тестов 1-5) в виде набора точек графика.
8. При желании можно построить визуальные графики с помощью утилиты gnuplot. Команды gnuplot для ур-й и систем приведены ниже.

set style line 1 lc rgb '#0060ad' lt 1 lw 2 pt 7 ps 1.5

plot 'имя файла' with linespoints ls 1

set style line 1 lc rgb '#0060ad' lt 1 lw 2 pt 7 ps 1.5

set style line 2 lc rgb '#dd181f' lt 1 lw 2 pt 5 ps 1.5

plot 'plotting-data3.dat' index 0 with linespoints ls 1, \

'' index 1 with linespoints ls 2

## Одиночные ОДУ первого порядка

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  | Точное решение, | Погрешность (1) | Погрешность (2) |
|  |  | 0 | 10 |  | 0.52848224 | 0.02848224 |
|  |  | 0 | 100 |  | 0.00264617 | 0.00000133 |
|  |  | 0 | 1000 |  | 0.00002471 | 0.00000000 |
|  |  | 10 | 100 |  | 0.00686607 | 0.00000346 |
|  |  | 10 | 100 |  | 0.00525304 | 0.00000270 |

## Системы ОДУ первого порядка

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  | Погрешность (1) | Погрешность (2) |
|  |  |  | 0 | 0 | 100 | 8.41272709 | 0.00269470 |
|  |  |  | 0 | 0 | 1000 | 0.09108614 | 0.00000030 |
|  |  |  | 0 | 0 | 3000 | 0.01017260 | 0.00000000 |
|  |  |  | 1 | 0.25 | 100 | N/A | N/A |
|  |  |  | 1 | 1 | 100 | N/A | N/A |

В таблицах (1) – метод Рунге-Кутты второго, (2) - четвёртого порядка точности.

Погрешность не подсчитывалась для трёх последних тестов с системами ОДУ, т.к. для них решения в классе элементарных функций не существует.

# Выводы

В ходе практической работы были реализованы метод Рунге-Кутты второго и четвёртого порядков точности, применительно как к «простым» ОДУ первого порядка, разрешённым относительно производной, так и к соответствующим системам.

Тестирование показало, что метод Рунге-Кутты четвёртого порядка точности действительно намного более точный, чем метод второго порядка точности. В то время, как второму хватает 100 итераций для получения приемлемого результата, первому требуется порядка 10000 итераций.

В применении к системам из двух ОДУ первого порядка, метод Рунге-Кутты четвёртого порядка показывает ещё большее преимущество.

# Приложение 1. Построение графиков

Вывод программы – набор точек. Чтобы обозначить их на графике, сформировав графическое изображение, потребуется утилита gnuplot. Установить её в ОС Debian и Ubuntu можно командой:

sudo apt-get install gnuplot

Потребуется ввести пароль администратора и подтвердить установку программы.

Программа запускается из командной строки в виде gnuplot имя\_файла\_с\_командами

Сохраните данный фрагмент команд gnuplot в файле ./bin/command.gnu

set terminal wxt size 640,480 enhanced font 'Verdana,10' persist

set style line 1 lc rgb '#0060ad' lt 1 lw 2 pt 5 ps 1.5

plot 'имя\_файла\_с\_точками' with linespoints ls 1

При этом замените имя\_файла\_с\_точками на имя одного из файлов с результатами. Чтобы построить два графика для решений системы из двух уравнений, для соответствующего выходного файла надо применить следующий скрипт gnuplot:

set terminal wxt size 640,480 enhanced font 'Verdana,10' persist

set style line 1 lc rgb '#0060ad' lt 1 lw 2 pt 5 ps 1.5

set style line 2 lc rgb '#dd181f' lt 1 lw 2 pt 4 ps 1.5

plot 'имя\_файла\_с\_точками' index 0 with linespoints ls 1, \

'' index 1 with linespoints ls 2

Результат будет приблизительно похож на следующее:

![Plotting data](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV4AAAEGCAYAAAAt9v2AAAAABmJLR0QA/wD/AP+gvaeTAAAYiElEQVR4nO3de1TUdcLH8c9wH7k4goCMrplW3jBdJQulx2OKrU9plhGYplk+GVsqItm2setuuz6dVsJoPNrN0i3b1CzlKZeA0iNeyrA0h0A3lFKGq4LchtvM7/mjIClE1Jnvl/n9Pq9z5pjMIJ/fEd5Ow8wPnaIoCoiISBg32QOIiLSG4SUiEozhJSISjOElIhKM4SUiEozhJSISjOElIhKM4SUiEozhJSISjOElIhKM4SUiEkx6eCsrKzFw4EDodDrZU4iIhJAe3lWrViE+Pl72DCIiYXQyz06Wn5+PGTNmwGw2Q6/XgydKIyIt8JD5wZOSkvDcc8/Bx8enW7d///33sWLFCowZMwYhISEdrhswYAD0er0zZgpltVpx9uxZ1RxPZ7RwjIA2jlNtx9h2PBdrbm5GRUUFkpOTMWHCBMd8IEWSzMxMZfz48Yrdbld+utd92fcZMWKEAoAXXnjhRfglNjbWYf2Tdo93xYoVWL9+/RV9U23MmDH49ttvMWTIEEyePLnDdWr5F7eoqAgbNmxAfHw8Bg0aJHuOU2jhGAFtHKfajrGze7x79uxBYWEh+vbt67gP5LCEXyFc4l+VriQmJioAlMTEREErxcvJyVEAKDk5ObKnOI0WjlFRtHGcWjhGZ3RH2j1e5RffSNPpdPzmGhFpgvSnkxERaU2PCS/v7RKRVvSY8HaH0Wjs8KsahYeHIysrC+Hh4bKnOI0WjhHQxnFq4Rid0R2pz+O9Um3PWlDDsxcuxWAwYOrUqbJnOJUWjhHQxnFq4Rid0R2XusdLRKQGDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgDC8RkWAMLxGRYAwvEZFgHrIHkHZ8V16Hl7MKsSe/Aqcq6jE42BeThwdjWfQNGBLiK3sekTDS7vHu3r0bkyZNgo+PD4KCghAXF4fi4mJZc8jJ3jn0A8KfzYYpuxDm4ho0NNtgLq6BKbsQI5/NwpZDZ2RPJBJGWnhTUlKQkJCA0tJSFBUVYdSoUYiJiZE1h5zoRGktHtn4FZpa7Z1e39Rqx8KNR3CitFbwMiI5pIX3s88+w7333guDwQB/f38kJibi66+/ljWHnCgtsxAtts6j26bFZkdaZqGgRURy9YjHeOvr62EymTBlypQub2e1WgEABQUFyM7O7nBdREQEDAaD0zbS1fvoWEm3brdhzymsnz/GyWuILq26uhq5ubkd3lZQUADg5/44gvTw6nQ6AEBISAgOHDjQ5W0tFgsAwGQywWQydbguJycHUVFRzhlJ16Sspkn2BKJuMZvNiI6O7vS6tv44gvTwKoqCmpoapKWl4ZFHHsG+ffsueVuj0QgAWLJkCWbOnNnhuvDwcKfupKsXGuCNM+cdd2+ByFnCw8ORlZXV4W3p6ekwmUzt/XEE6eEFgICAACQlJWH16tVd3k6v1wMAhg0bhqlTp4qYRg5w9+gwbNhz6rK3i588WMAaokszGAy/asvJkycB/NwfR5D2zbX58+cjPz8fra2tKC0tRXJyMiIjI2XNISdaPHlQ+0NKl+Lp7oZl04aIGUQkmbTwzpgxA3FxcdDr9Rg9ejTOnTuHrVu3yppDTlJV34Lf//MYFEXBpdLr7eGGtx4dh6H9/IVuI5JF2kMNMTExfN6uypVeaMSdLx7AN2cu4LqgXnh94Vj839ESvnKNNK9HPMZL6nO6oh7RKftRWF6P4UZ/ZCZFYUAfPaJHhsieRiQdw0sOZy6uwbSU/SipbsQt1/fBvxMnIsjPS/Ysoh6D4SWH+rzwPO5aexDn65txx/Bg7FwaCX8ffpoRXYxfEeQwmeYy3LfuC9Q3tWLWWCPeix8Pbw+eeZTolxhecohth8/ioddz0dxqx8Ko6/D6wrFwd+v6KWREWsXw0jV7de9pPPH2UdjsChLvvBEpsaNwmaftEmkaw0vX5PmPT+DZHXlQFGD17JH4491DZU8i6vEYXroqigKs3HYcKRn/gbubDuseGoPHJ18vexaRS2B46YrZ7Aoe2/Q13swpgpeHG97+nwg8MH6A7FlELoPhpSvS1GrHg68cxgdHLPD19sCOJ2/FneGhsmcRuRSGl7qtrqkVs17+HJ9+W44+vp74OGEiIm8IlD2LyOUwvNQt5+qa8d9rD+DwqSqEGXzwyYoojBoQIHsWkUtieOmyzlZZMS1lP/IttRgc7Iusp6IwOJgntSG6WgwvdelkaR2mpezH9+caMGpAAD5ZEYUwg4/sWUQujeGlS/r6+2pMTz2AspomRN4QiI8TJqKPr6fsWUQuj+GlTu07UYmZaYdwwdqCO8NDsePJW+HrzU8XIkfgVxL9ykfHSvHA+i9gbbYh7tYB2LwoAl482Q2RwzC81MGWQ2ewcOMRtNjseHzy9Vg3bwxPdkPkYAwvtVv3aSGWbjkGRQH+ePdQrJ49UvYkIlVieAkA8Ndd+fjLznzodMCLcaOQeOeNsicRqRbDq3GKAizdcgzrPi2Eu5sOry8ci4VR18meRaRqDK+GtdjsWLjxCLYcOgNvDze8Fz8es8YaZc8iUj2GV6OszTY8sP4LfHSsFP4+Hti5NBJ3DA+WPYtIExheDbpgbcHMtEPYd6ISQX5e+HfiRNxyfR/Zs4g0g+HVmLKaJkxPPYCvv6/GbwL1yEyKwrAwf9mziDSF4dWQ7881YFrKfpwsrcPQfv74JGkirgvqJXsWkeYwvBqRb6nFtJT9OFtlxdjrDPh34kSEBHjLnkWkSQyvBnx5ugrTUw/gXF0zJg3ti/RlkQjQ82Q3RLIwvCr36bflmPXy56hrasWMMWHYGj8eei932bOINI3hVbEPjljw4CuH0dRqx7zIgXhr0Th48LwLRNIxvCr1Zk4RHtv0NWx2BUujh+ClOaOhY3OJegSGV4VSMv6DlduOQ1GAv8wajlX3DJc9iYguwvCqiKIAz+7Iw/Mfn4CbTgfTvNF4Yspg2bOI6BcYXpWw2RU88fZRvLr3NDzd3bBp0Tg8eNtvZM8iok4wvCrQ3GrHQ6/nYtvhs+jl5Y5tv78Vd43uJ3sWEV0Cw+vi6ptaMXvdF/jEXAZDL0+kL4vE7Tf1lT2LiLrA8Lqw8/XNuGvtQXxeeB6hAd7IWBGFMQN7y55FRJfB8LqokupGTEvZD3NxDQb17YXMpCjcGOonexYRdQPD64IKy+sRnbIfpyvqMcIYgMykiejfRy97FhF1E8PrYr45cwF3vngApRcaMX5wH+xePhFBfl6yZxHRFWB4XcjB787h7pcOoqq+BVNHhODDpbfBz5t/hUSuhl+1LiLjeBlmr/scDc02zI7oj3cX3wIvDzfZs4joKjC8PcR35XV4OasQe/IrcKqiHoODfTF5eDCWRd+AL09XYcEbuWhutWPRfw3CKwt+C3ee7KbHORU2qNu3HVxS5KwZ5AKkhTcjIwNr1qzBwYMH0atXL0yfPh2pqakICQmRNUmadw79gEVvfoWmVnv728zFNTAX12DDZ6dgVwC7ouCp6TfhhZhwnuyGyMVJ+3/V1NRUJCUloaKiAvn5+ejduzfmzJkja440J0pr8cjGjtG9WKtdgV1RsOJ3N+IfDzC6RGog7R5vZmZm+3/7+flhzZo1CAwMlDVHmrTMQrTYOo/uxRqabALWEJEIPeYx3qysLERGRnZ5G6vVCgAoKChAdnZ2h+siIiJgMBicts9ZPjpW0q3bbdhzCuvnj3HyGiJtq66uRm5uboe3FRQUAPi5P47QI8J79OhRLF++HBkZGV3ezmKxAABMJhNMJlOH63JychAVFeW0jc5SVtMkewIR/cRsNiM6OrrT69r64wjSw7t3714sWLAA27dvx0033dTlbY1GIwBgyZIlmDlzZofrwsPDnbbRmUIDvHHmvOP+JSWiqxceHo6srKwOb0tPT4fJZGrvjyNIDe/WrVuRmJiIXbt2ISIi4rK31+t/fFnssGHDMHXqVGfPE+Lu0WHYsOfUZW8XP5knNCdyNoPB8Ku2nDx5EsDP/XEEqc9qWLlyJbKzs7sVXbVaNm0IPN27/mvwdHfDsmlDBC0iImeTFt4VK1bghx9+wIgRI6DT6dovdXV1siZJMbSfP958dCy8L/EqNG8PN7z16DgM7ecveBk5k72+XvYEkkjaQw2Kosj60D3OvMiBuG1I4CVfuTYkxFf2RHKwkgfmImzLJri54DNx6NpJ/+Ya/eiGED+8PHe07Bl0DbrzMuCWou9REjsPTV8dhWXWAwh772249wt1+jbqWXiWFSKBPAddh/7pO+A1bCiaT5xE8czZaDldJHsWCcbwEgnmHhoC44db4T3ut2g9cxaWWTFozsuXPYsEYniJJHAzGGDctgX6SbfDVl4By32xaPwy9/LvSKrA8BJJouvVC/3efhO+M+6CvaYGJbEPoeHTPbJnkQAML5FEOk9PhG54Gf5z50CxWlG28DHUfZguexY5GcNLJJu7O4LX/C8MT8ZDaWlB+ZMJqNn8juxV5EQML1FPoNMh8NmnEfinZwBFQeUfklH1kuny70cuieEl6kEMv1+M4DXPA+7uqHrhRZxb9TeALzZSHYaXqIfxnxuH0FfXQefpiQuvbURFQhJg44nw1YThJeqBfO+ajn7vvAU3X1/UbtuBskWPQ2niuZvVguEl6qH0/xWFsG1b4GYwoD4jC6VzH4a9jifXUQOGl6gH8x47Bsad2+DeLxTWA4dQcv8c2M6flz2LrhHDS9TDeQ29Cf3Td8Dz+kFoOvYNLPfEoNXSvZ/VRz0Tw0vkAjx+MwDGndvhNXI4Wr4rhOWe+9FSePmfXEI9E8NL5CLcQ4Jh/GArfG4Zh9azxbDMikHTcbPsWXQVGF4iF+IWEICwre+g1+RJsFWeQ8nsODQe+kL2LLpCDC+Ri9Hp9Qjd/Ab8Zs2AvbYOJQ8uQENmtuxZdAUYXiIXpPP0RMi6lxAwfy6UxkaUPfo46nZ8KHsWdRPDS+Sq3N3R94XVMCx7AkprK8qXJOLCG2/JXkXdwPASubjAPzyFoL8kAwDO/emvqEp5SfIiuhyGl0gFei9ehODUf/x4cp0XX0Lls6t4cp0ejOElUgn/uBiEvrEBOi8v1Ly5GeVPLofS0ip7FnWC4SVSEd/fTUO/LZvg5ueLug92/nhyncZG2bPoFxheIpXRR01A2PZ34d6nDxoys1Hy4ALYa+tkz6KLMLxEKuQ9ZjSMu7bDIywMjYe+QMnsONgqz8meRT9heIlUyvPGG2BMfx+eg69H03EzLLNi0Hq2WPYsAsNLpGoeA/rDuHM7vMNHoqXw1I8n1/muUPYszWN4iVTOPbgvwna8B5/bxqPVUgLLPTFoOvaN7FmaxvASaYBbgD/C/vVP9IqeAtv58yi5fw6sBw7JnqVZDC+RRuh8fBC68VX43TcL9rp6lM59GPUZWbJnaRLDS6QhOk8PhKxbi4BHFkBpakLZosdRu22H7Fmaw/ASaY1Oh76r/4o+KxIAmw0VCUm48NpG2as0heEl0qg+SQkI+tsqAMC5VX9D1QsvSl6kHQwvkYb1XrQQIaZU6Dw8UPWSCZV/SAbsdtmzVI/hJdI4v9n3InTjK9D5+KBm8zsofzIBSkuL7FmqxvASEXpNm4qwdzfDzd8PdR+mo2zhY1CsVtmzVIvhJSIAgE/krQjb8R7c+wah4dM9KIl9CPaaGtmzVInhJaJ23qPCYdy5HR4D+qPxy1xY7ouFrbxC9izVYXiJqAPPIYNh3PU+PG8Ygua8/B9PrnPmrOxZqsLwEtGveBjDYNy1Hd6jb0bL6SIUz5yN5hMnZc9SDYaXiDrlHhiIsPf/Bf3ESNhKy2CZ9QCavjoqe5YqeMgeQEQ9l5ufL/pt2YTyx59EfUYWiu+a1e33HVxS5KxZLk/qPV6dTtd+IaKeSeftjdA3XoF/zGzZU1RDangVRYHCH0FN1PO5uyM4LUX2CtXgY7xE1D38P1OHcanHeK0/vZKmoKAA2dnZHa6LiIiAwWCQMYuIVKK6uhq5ubkd3lZQUADg5/44gkuF12KxAABMJhNMJlOH63JychAVFSVjFhGphNlsRnR0dKfXtfXHEVwqvEajEQCwZMkSzJw5s8N14eHhMiYRkYqEh4cjK6vjT+VIT0+HyWRq748juFR49Xo9AGDYsGGYOnWq5DVEpDYGg+FXbTl58scXjrT1xxH4zTUiIsGk3uO9+Pm7bf/Np5cRkdpJDS8jS0Ra5FKP8RKRXHwZsGPwMV4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsEYXiIiwRheIiLBGF4iIsFcKrxWq7XDr2pUXV2N7OxsVFdXy57iNFo4RkAbx6mFY3RGd1wqvBaLpcOvamQ2mxEdHQ2z2Sx7itNo4RgBbRynFo7RGd2RFl5FUfD000+jT58+CAwMxDPPPANFUWTNISISRlp4X3vtNezbtw95eXkwm83Yu3cvNm7cKGsOEZEw0sK7efNmrF69GkajEUajEatXr8amTZtkzSEiEsZD1gfOy8tDRERE++/HjRuHvLy8Lt+nqakJALBr1y7U1NR0uG7AgAHQ6/WOHypYUVERAODdd9/FwYMH5Y5xEi0cI6CN41TbMVqtVpw9e7bD2/bs2QPg5/44hCKJm5ubYrPZ2n9vs9kUd3f3Lt8nNjZWAcALL7zwIvwSGxvrsP5Ju8fr5+eHuro6BAQEAABqa2vh7+/f5fssXboUNTU1CA4OhpeXV4fr1HKPt+1fXLUcT2e0cIyANo5TbcfY2T3e5uZmVFRUYOnSpQ77ONLCO3LkSOTm5uKOO+4AABw5cgQjR47s8n0mTJiA3bt3i5hHROQ00r65Nn/+fCQnJ8NiscBisSA5ORkPP/ywrDlERMJIu8e7ePFinDp1qv1e7uLFi/Hoo4/KmkNEJIxOUfiqBSIikVzqJcNERGrA8BIRCcbwEhEJxvASEQnG8BIRCcbwEhEJxvASEQnmcuFVNHICdZ1O135Ro4yMDEyZMgV6vR5BQUGYN28eysvLZc9yqN27d2PSpEnw8fFBUFAQ4uLiUFxcLHuWU1RWVmLgwIGq/Hy9+GvRUV+TLhderZxAXVEUVf6D0iY1NRVJSUmoqKhAfn4+evfujTlz5sie5VApKSlISEhAaWkpioqKMGrUKMTExMie5RSrVq1CfHy87BlO0/b16KivS5d75dqECRPw97//vf3kOp999hn+/Oc/Y//+/ZKXOYdOp1N1gNs0NDQgMDAQjY2Nsqc4jdVqRWBgoOp+WGt+fj5mzJgBs9kMvV6vus9XZ3wNutw93qs5gTr1fFlZWYiMjJQ9w2nq6+uRlpaGKVOmyJ7icElJSXjuuefg4+Mje4rTBAUFwcvLC0OHDsXzzz8Pm812TX+etJPkXK26ujr4+fm1/97f3x+1tbUSF9G1Onr0KJYvX46MjAzZU5yi7THBkJAQHDhwQPIax8rKykJlZaXqHia6WNu9XZvNhry8PCQkJKC8vBxr16696j/T5R5q6N27N86cOdN+AvULFy5g0KBBqKqqkrzMOdT+UMPevXuxYMECbN++HePHj5c9x2lqamqQlpaGrKws7Nu3T/Ych7n55puxfv16REVFAVD/5ysAlJaWYvjw4dfUHJd7qKHtBOptunMCdeqZtm7dirlz52LHjh2qji4ABAQEICkpCYcPH5Y9xaGOHz+O22+/vcN3+9X4zIaLubm5wW63X9uf4aAtwvAE6uqQmpqKlStXIjs7u8Nj9moyf/585Ofno7W1FaWlpUhOTlbd49idfbdfbfd458yZA7PZjNbWVhQWFmLhwoW4//77r+0PddhPbxPEbrcrTz31lGIwGBSDwaA8/fTTit1ulz3L4dDJD9tTk86OD4BSW1sre5rDbNu2Tbn55psVDw8PJSQkRFmwYIFSVlYme5ZTqe3zVFE6/j32799fWb58udLQ0HBNf6bLPcZLROTqXO6hBiIiV8fwEhEJxvASEQnG8BIRCcbwEhEJxvASEQnG8BIRCcbwEhEJxvASEQnG8BIRCcbwEhEJ9v8DahOoBsCcCQAAAABJRU5ErkJggg==)

# Приложение 2. код программы

Замечание: код программы, вместе с данным отчётом, доступен в Интернете (адрес указан в печатной версии).

## Общие файлы (не специфичные для задачи)

### **./Makefile**

# Флаги gcc

CC\_FLAGS := -O3 -masm=intel -Werror -Wall -Wextra -Wno-unused-result -Wno-unused-parameter -std=gnu99 -c

LD\_FLAGS :=

# Списки требуемых объектных файлов

C\_SOURCES := $(shell find src -type f -iname '\*.c')

C\_TARGETS := $(shell find src/main -type f -iname '\*.c')

OBJECTS := $(C\_SOURCES:.c=.o)

O\_TARGETS := $(C\_TARGETS:.c=.o)

O\_SOURCES := $(filter-out $(O\_TARGETS), $(OBJECTS))

TARGETS := bin/runge\_kutta bin/runge\_kutta\_system

MAIN\_FILES.bin/runge\_kutta := src/main/runge\_kutta.o

MAIN\_FILES.bin/runge\_kutta\_system := src/main/runge\_kutta\_system.o

# Не нужно вызывать `make clean; make` при компиляции заново

all: clean\_bin $(TARGETS) clean\_obj

# Сборка целей

$(TARGETS): $(OBJECTS)

gcc $(LD\_FLAGS) $(O\_SOURCES) $(MAIN\_FILES.$@) -o $@ -lm

# Компиляция

%.o: %.c

gcc $(CC\_FLAGS) -o $@ $<

# Очистка

.PHONY: clean\_bin clean\_obj clean

clean\_bin:

rm -f $(TARGETS)

clean\_obj:

rm -f $(OBJECTS)

clean:

rm -f $(TARGETS) $(OBJECTS)

### **./src/base/common.h**

#ifndef COMMON\_H

#define COMMON\_H

#include <stdbool.h>

typedef long double real;

typedef real (\*one\_arg\_func)(real);

typedef real (\*two\_arg\_func)(real, real);

typedef real (\*three\_arg\_func)(real, real, real);

#define swap(a, b) do { typeof(a) temp = a; \

a = b; \

b = temp; \

} while (0)

bool is\_zero(real value);

extern const int OUTPUT\_WIDTH;

#endif

### **./src/base/common.c**

#include <math.h>

#include "common.h"

const int OUTPUT\_WIDTH = 18;

const real ZERO\_EPSILON = 1e-50;

bool is\_zero(real value) {

return fabsl(value) < ZERO\_EPSILON;

}

### **./src/base/vectors.h**

#ifndef VECTORS\_H

#define VECTORS\_H

#include <stdlib.h>

#include "common.h"

typedef struct vector\_m {

real \*storage;

size\_t dimension;

} \*vector;

vector new\_vector(size\_t n);

void delete\_vector(vector vec);

real vector\_distance(vector v1, vector v2);

#define vidx(vec, idx) vec->storage[idx]

#endif

### **./src/base/vectors.c**

#include <math.h>

#include "vectors.h"

vector new\_vector(size\_t n) {

vector result = malloc(sizeof(struct vector\_m));

result->storage = malloc(n \* sizeof(real));

result->dimension = n;

return result;

}

void delete\_vector(vector vec) {

free(vec->storage);

free(vec);

}

real vector\_distance(vector v1, vector v2) {

size\_t n = v1->dimension;

real max = 0;

for (size\_t i = 0; i < n; ++i) {

real next = fabsl(vidx(v1, i) - vidx(v2, i));

if (max < next) { max = next; }

}

return max;

}

## Файлы с реализацией численных методов

### **./src/methods/runge\_kutta.h**

#include "../base/common.h"

#include "../base/vectors.h"

typedef struct cauchy\_problem {

two\_arg\_func f;

real a, b;

real y0;

size\_t n;

} cauchy\_problem;

typedef struct cauchy\_solution {

vector x;

vector y;

} cauchy\_solution;

void print\_cauchy\_solution(cauchy\_solution solution, const char \*fname);

real cauchy\_solution\_error(cauchy\_solution solution, one\_arg\_func u);

cauchy\_solution runge\_kutta2\_solve(cauchy\_problem p);

cauchy\_solution runge\_kutta4\_solve(cauchy\_problem p);

### **./src/methods/runge\_kutta.c**

#include <stdio.h>

#include "runge\_kutta.h"

void print\_cauchy\_solution(cauchy\_solution s, const char \*fname) {

FILE \*output = fopen(fname, "w");

if (output == NULL) { exit(1); }

size\_t n = s.x->dimension;

for (size\_t i = 0; i < n; ++i) {

fprintf(output, "%-11.8Lf %-11.8Lf\n", vidx(s.x, i), vidx(s.y, i));

}

fclose(output);

}

real cauchy\_solution\_error(cauchy\_solution s, one\_arg\_func u) {

size\_t n = s.x->dimension;

vector actual\_y = new\_vector(n);

for (size\_t i = 0; i < n; ++i) {

vidx(actual\_y, i) = u(vidx(s.x, i));

}

real result = vector\_distance(s.y, actual\_y);

delete\_vector(actual\_y);

return result;

}

cauchy\_solution runge\_kutta2\_solve(cauchy\_problem p) {

real h = (p.b - p.a) / p.n;

vector x = new\_vector(p.n + 1);

vidx(x, 0) = p.a;

vector y = new\_vector(p.n + 1);

vidx(y, 0) = p.y0;

real x\_i = p.a;

real y\_i = p.y0;

for (size\_t i = 0; i < p.n; ++i) {

real x\_ip1 = ((p.n-(i+1)) \* p.a + (i+1) \* p.b) / p.n;

real k1 = p.f(x\_i, y\_i);

real k2 = p.f(x\_ip1, y\_i + h\*k1);

real y\_ip1 = y\_i + (h/2) \* (k1 + k2);

vidx(x, i+1) = x\_i = x\_ip1;

vidx(y, i+1) = y\_i = y\_ip1;

}

cauchy\_solution solution = { x, y };

return solution;

}

cauchy\_solution runge\_kutta4\_solve(cauchy\_problem p) {

real h = (p.b - p.a) / p.n;

vector x = new\_vector(p.n + 1);

vidx(x, 0) = p.a;

vector y = new\_vector(p.n + 1);

vidx(y, 0) = p.y0;

real x\_i = p.a;

real y\_i = p.y0;

for (size\_t i = 0; i < p.n; ++i) {

real x\_ip1 = ((p.n-(i+1)) \* p.a + (i+1) \* p.b) / p.n;

real x\_half = x\_i + h/2;

real k1 = p.f(x\_i, y\_i);

real k2 = p.f(x\_half, y\_i + (h/2)\*k1);

real k3 = p.f(x\_half, y\_i + (h/2)\*k2);

real k4 = p.f(x\_ip1, y\_i + h\*k3);

real y\_ip1 = y\_i + (h/6) \* (k1 + 2\*k2 + 2\*k3 + k4);

vidx(x, i+1) = x\_i = x\_ip1;

vidx(y, i+1) = y\_i = y\_ip1;

}

cauchy\_solution solution = { x, y };

return solution;

}

### **./src/methods/runge\_kutta\_system.h**

#include "../base/common.h"

#include "../base/vectors.h"

typedef struct cauchy\_problem\_system {

three\_arg\_func f1;

three\_arg\_func f2;

real a, b;

real y0;

real z0;

size\_t n;

} cauchy\_problem\_system;

typedef struct cauchy\_solution\_system {

vector x;

vector y;

vector z;

} cauchy\_solution\_system;

void print\_cauchy\_solution\_system(cauchy\_solution\_system solution, const char \*fname);

real cauchy\_solution\_error\_u(cauchy\_solution\_system s, one\_arg\_func u);

real cauchy\_solution\_error\_v(cauchy\_solution\_system s, one\_arg\_func v);

cauchy\_solution\_system runge\_kutta2\_solve\_system(cauchy\_problem\_system p);

cauchy\_solution\_system runge\_kutta4\_solve\_system(cauchy\_problem\_system p);

### **./src/methods/runge\_kutta\_system.c**

#include <stdio.h>

#include "runge\_kutta\_system.h"

void print\_cauchy\_solution\_system(cauchy\_solution\_system s, const char \*fname) {

FILE \*output = fopen(fname, "w");

if (output == NULL) { exit(1); }

size\_t n = s.x->dimension;

for (size\_t i = 0; i < n; ++i) {

fprintf(output, "%-11.8Lf %-11.8Lf\n", vidx(s.x, i), vidx(s.y, i));

}

fprintf(output, "\n");

for (size\_t i = 0; i < n; ++i) {

fprintf(output, "%-11.8Lf %-11.8Lf\n", vidx(s.x, i), vidx(s.z, i));

}

fclose(output);

}

real cauchy\_solution\_error\_u(cauchy\_solution\_system s, one\_arg\_func u) {

size\_t n = s.x->dimension;

vector actual\_y = new\_vector(n);

for (size\_t i = 0; i < n; ++i) {

vidx(actual\_y, i) = u(vidx(s.x, i));

}

real result = vector\_distance(s.y, actual\_y);

delete\_vector(actual\_y);

return result;

}

real cauchy\_solution\_error\_v(cauchy\_solution\_system s, one\_arg\_func v) {

size\_t n = s.x->dimension;

vector actual\_z = new\_vector(n);

for (size\_t i = 0; i < n; ++i) {

vidx(actual\_z, i) = v(vidx(s.x, i));

}

real result = vector\_distance(s.z, actual\_z);

delete\_vector(actual\_z);

return result;

}

cauchy\_solution\_system runge\_kutta2\_solve\_system(cauchy\_problem\_system p) {

real h = (p.b - p.a) / p.n;

vector x = new\_vector(p.n + 1);

vidx(x, 0) = p.a;

vector y = new\_vector(p.n + 1);

vidx(y, 0) = p.y0;

vector z = new\_vector(p.n + 1);

vidx(z, 0) = p.z0;

real x\_i = p.a;

real y\_i = p.y0;

real z\_i = p.z0;

for (size\_t i = 0; i < p.n; ++i) {

real x\_ip1 = ((p.n-(i+1)) \* p.a + (i+1) \* p.b) / p.n;

real k1 = p.f1(x\_i, y\_i, z\_i);

real l1 = p.f2(x\_i, y\_i, z\_i);

real k2 = p.f1(x\_ip1, y\_i + h\*k1, z\_i + h\*l1);

real l2 = p.f2(x\_ip1, y\_i + h\*k1, z\_i + h\*l1);

real y\_ip1 = y\_i + (h/2) \* (k1 + k2);

real z\_ip1 = z\_i + (h/2) \* (l1 + l2);

vidx(x, i+1) = x\_i = x\_ip1;

vidx(y, i+1) = y\_i = y\_ip1;

vidx(z, i+1) = z\_i = z\_ip1;

}

cauchy\_solution\_system solution = { x, y, z };

return solution;

}

cauchy\_solution\_system runge\_kutta4\_solve\_system(cauchy\_problem\_system p) {

real h = (p.b - p.a) / p.n;

vector x = new\_vector(p.n + 1);

vidx(x, 0) = p.a;

vector y = new\_vector(p.n + 1);

vidx(y, 0) = p.y0;

vector z = new\_vector(p.n + 1);

vidx(z, 0) = p.z0;

real x\_i = p.a;

real y\_i = p.y0;

real z\_i = p.z0;

for (size\_t i = 0; i < p.n; ++i) {

real x\_ip1 = ((p.n-(i+1)) \* p.a + (i+1) \* p.b) / p.n;

real x\_half = x\_i + h/2;

real k1 = p.f1(x\_i, y\_i, z\_i);

real l1 = p.f2(x\_i, y\_i, z\_i);

real k2 = p.f1(x\_half, y\_i + (h/2)\*k1, z\_i + (h/2)\*l1);

real l2 = p.f2(x\_half, y\_i + (h/2)\*k1, z\_i + (h/2)\*l1);

real k3 = p.f1(x\_half, y\_i + (h/2)\*k2, z\_i + (h/2)\*l2);

real l3 = p.f2(x\_half, y\_i + (h/2)\*k2, z\_i + (h/2)\*l2);

real k4 = p.f1(x\_ip1, y\_i + h\*k3, z\_i + h\*l3);

real l4 = p.f2(x\_ip1, y\_i + h\*k3, z\_i + h\*l3);

real y\_ip1 = y\_i + (h/6) \* (k1 + 2\*k2 + 2\*k3 + k4);

real z\_ip1 = z\_i + (h/6) \* (l1 + 2\*l2 + 2\*l3 + l4);

vidx(x, i+1) = x\_i = x\_ip1;

vidx(y, i+1) = y\_i = y\_ip1;

vidx(z, i+1) = z\_i = z\_ip1;

}

cauchy\_solution\_system solution = { x, y, z };

return solution;

}

## Тесты и файлы с main()

### **./src/main/runge\_kutta.c**

#include <stdio.h>

#include <math.h>

#include "../base/vectors.h"

#include "../methods/runge\_kutta.h"

real f\_test1(real x, real y) {

return 3 - y - x;

}

real u\_test1(real x) {

return 4 - x - 4\*expl(-x);

}

real f\_test2(real x, real y) {

return sinl(x) - y;

}

real u\_test2(real x) {

return 0.5 \* (sin(x) - cos(x) + 21\*expl(-x));

}

real f\_test3(real x, real y) {

return -y - x\*x;

}

real u\_test3(real x) {

return (2-x)\*x - 2 + 12\*expl(-x);

}

const size\_t BUF\_SIZE = 80;

int main(void) {

cauchy\_problem problems[] = {

// f a b y0 n

{ f\_test1, 0, 10, 0, 10 },

{ f\_test1, 0, 10, 0, 100 },

{ f\_test1, 0, 10, 0, 1000 },

{ f\_test2, 0, 10, 10, 100 },

{ f\_test3, 0, 10, 10, 100 }

};

one\_arg\_func checks[] = {

u\_test1,

u\_test1,

u\_test1,

u\_test2,

u\_test3

};

char fname[BUF\_SIZE];

for (size\_t i = 0; i < 5; ++i) {

cauchy\_solution solution = runge\_kutta2\_solve(problems[i]);

snprintf(fname, BUF\_SIZE, "runge-kutta2-%zu", i+1);

print\_cauchy\_solution(solution, fname);

printf("Runge-Kutta 2: test %zu, error: %11.8Lf\n", i+1,

cauchy\_solution\_error(solution, checks[i]));

}

for (size\_t i = 0; i < 5; ++i) {

cauchy\_solution solution = runge\_kutta4\_solve(problems[i]);

snprintf(fname, BUF\_SIZE, "runge-kutta4-%zu", i+1);

print\_cauchy\_solution(solution, fname);

printf("Runge-Kutta 4: test %zu, error: %11.8Lf\n", i+1,

cauchy\_solution\_error(solution, checks[i]));

}

return 0;

}

### **./src/main/runge\_kutta\_system.c**

#include <stdio.h>

#include <math.h>

#include "../methods/runge\_kutta\_system.h"

real f1\_test1(real x, real u, real v) {

return v - cosl(x);

}

real f2\_test1(real x, real u, real v) {

return u + sinl(x);

}

real u\_test1(real x) {

return -sinl(x);

}

real v\_test1(real x) {

return 0;

}

real f1\_test2(real x, real u, real v) {

return (2.1L)\*v - u\*u;

}

real f2\_test2(real x, real u, real v) {

return expl(-u) + x + (2.1L)\*v;

}

real f1\_test3(real x, real u, real v) {

return (u - v) / x;

}

real f2\_test3(real x, real u, real v) {

return (u + v) / x;

}

const size\_t BUF\_SIZE = 80;

int main(void) {

cauchy\_problem\_system problems[] = {

// f1 f2 a b y0 z0 n

{ f1\_test1, f2\_test1, 0, 10, 0, 0, 100 },

{ f1\_test1, f2\_test1, 0, 10, 0, 0, 1000 },

{ f1\_test1, f2\_test1, 0, 10, 0, 0, 3000 },

{ f1\_test2, f2\_test2, 0, 10, 1, 0.25, 100 },

{ f1\_test3, f2\_test3, 1, 10, 1, 1, 100 },

};

char fname[BUF\_SIZE];

for (size\_t i = 0; i < 5; ++i) {

cauchy\_solution\_system solution = runge\_kutta2\_solve\_system(problems[i]);

snprintf(fname, BUF\_SIZE, "runge-kutta2-system-%zu", i+1);

print\_cauchy\_solution\_system(solution, fname);

if (i < 3) {

printf("Runge-Kutta 2: test %zu, error u: %11.8Lf, error v: %11.8Lf\n", i+1,

cauchy\_solution\_error\_u(solution, u\_test1),

cauchy\_solution\_error\_v(solution, v\_test1));

}

}

for (size\_t i = 0; i < 5; ++i) {

cauchy\_solution\_system solution = runge\_kutta4\_solve\_system(problems[i]);

snprintf(fname, BUF\_SIZE, "runge-kutta4-system-%zu", i+1);

print\_cauchy\_solution\_system(solution, fname);

if (i < 3) {

printf("Runge-Kutta 4: test %zu, error u: %11.8Lf, error v: %11.8Lf\n", i+1,

cauchy\_solution\_error\_u(solution, u\_test1),

cauchy\_solution\_error\_v(solution, v\_test1));

}

}

return 0;

}