# Questions

Что такое технология Java?

**Ответ.** Технология Java - это одновременно язык программирования и платформа.

Язык программирования Java является объектно-ориентированным языком высокого уровня.

Платформа - это аппаратно-программная среда, в которой выполняется java-программа. Платформа Java состоит из двух компонентов:

1. виртуальная машина Java,

2. Java API.

**Источник.** <https://docs.oracle.com/javase/tutorial/getStarted/intro/definition.html>

**Что такое JVM?**

**Ответ.** JVM является сердцем языка программирования Java. Когда мы запускаем программу, JVM несет ответственность за преобразование байт-кода в машинный код. JVM также зависит от платформы и предоставляет основные функции, такие как управления памятью Java, сборкой мусора, и т.д. Мы также можем выделять определенный объем памяти для JVM. JVM является виртуальной машиной, потому что обеспечивает интерфейс, который не зависит от операционной системы и аппаратных средств.

**Источник.** <https://javadevblog.com/chto-takoe-jdk-jre-i-jvm-v-java.html>

**Что такое JDK?**

**Ответ:** Java Development Kit является основным компонентом среды Java и предоставляет все инструменты, исполняемые и бинарные файлы, которые нужны для компиляции, отладки и выполнения программы на Java.

**Источник:** <https://javadevblog.com/chto-takoe-jdk-jre-i-jvm-v-java.html>

**Что такое JRE?**

**Ответ:** JRE является реализацией JVM, которая предоставляет платформу для выполнения Java-программ. JRE состоит из виртуальной машины Java, бинарных файлов и других классов. JRE не содержит инструменты для разработки (компилятор Java, отладчик и т.д). Если вы хотите запустить любую Java программу, вы должны установить JRE.

**Источник:** <https://javadevblog.com/chto-takoe-jdk-jre-i-jvm-v-java.html>

**Даны корректные исходные файлы: Hello.java и hello.cpp. Каждый из них преобразуется в исполняемый код, который запускается на выполнение. Назовем данный процесс жизненным циклом приложения. В чем отличие жизненных циклов этих приложений?**

**Ответ.** Класс описывается в своем файле, который имеет расширение .java. Это – ИСХОДНЫЙ КОД. Для исполнения его необходимо скомпилировать. (Это я говорю специально для тех, кто пытается запустить .java-файл). После компиляции (успешной!) появляется файл с расширением .class и тем же именем, что и файл .java.

Описание расширения CPP

Расширение CPP – это исходный код файла, написанного на C++, популярном языке программирования, который добавляет функциональность, такую как объектно-ориентированное программирование на C; может быть отдельной программой или одним из многих файлов в проекте, должен быть скомпилированным с помощью компилятора C++ для необходимой ОС перед работой.

CPP файлы чаще всего редактируются программами, которые обеспечивают подсветку синтаксиса. Но вы можете открыть CPP файлы с помощью любого текстового редактора, но чаще всего используются программы, которые обеспечивают подсветку синтаксиса, автозаполнение и другие полезные инструменты.

C++ является одним из самых популярных языков программирования и, следовательно, файлы .CPP очень часто встречаются.

**Источник.** <http://skipy.ru/technics/likbez.html>

<http://fileext.ru/cpp>

**Перечислите группы примитивных типов данных и состав каждой группы.**

**Ответ.**

* **byte** : Тип byteданных - это 8-битовое знаковое целое число с дополнением до двух. Он имеет минимальное значение -128 и максимальное значение 127 (включительно). Тип byteданных может быть полезен для экономии памяти в больших [массивах](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html) , где экономия памяти действительно имеет значение. Их также можно использовать вместо тех, intгде их ограничения помогают прояснить ваш код; тот факт, что диапазон переменной ограничен, может служить формой документации.
* **Short**  : shortтип данных - это 16-битовое знаковое целое число с дополнением до двух. Он имеет минимальное значение -32 768 и максимальное значение 32 767 (включительно). Как и в случае byte, применяются те же правила: вы можете использовать a shortдля экономии памяти в больших массивах в ситуациях, когда экономия памяти действительно имеет значение.
* **int** : По умолчанию intтип данных представляет собой 32-битное знаковое целое число с дополнением до двух, которое имеет минимальное значение -2 31 и максимальное значение 2 31 -1. В Java SE 8 и более поздних версиях вы можете использовать intтип данных для представления 32-разрядного целого числа без знака, минимальное значение которого равно 0, а максимальное - 2 32 -1. Используйте класс Integer, чтобы использовать intтип данных как целое число без знака. См. Раздел «Числовые классы» для получения дополнительной информации. В класс были добавлены статические методы, такие как compareUnsignedи divideUnsignedт. Д., [Integer](https://docs.oracle.com/javase/8/docs/api/java/lang/Integer.html" \t "_blank)Для поддержки арифметических операций с целыми числами без знака.
* **long** : longтип данных - 64-битное целое число с дополнением до двух. Длинное число со знаком имеет минимальное значение -2 63 и максимальное значение 2 63 -1. В Java SE 8 и более поздних версиях вы можете использовать longтип данных для представления 64-битной длины без знака, которая имеет минимальное значение 0 и максимальное значение 2 64 -1. Используйте этот тип данных, когда вам нужен более широкий диапазон значений, чем предоставленный int. [Long](https://docs.oracle.com/javase/8/docs/api/java/lang/Long.html" \t "_blank)Класс также содержит методы , такие как compareUnsigned, и divideUnsignedт.д. , чтобы поддерживать арифметические операции для беззнаковых долго.
* **float** : floatтип данных - 32-битное число с плавающей запятой одинарной точности IEEE 754. Диапазон его значений выходит за рамки этого обсуждения, но указан в разделе « [Типы, форматы и значения](https://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) с [плавающей запятой»](https://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) Спецификации языка Java. Как и в случае с рекомендациями для byteи short, используйте float(вместо double), если вам нужно сохранить память в больших массивах чисел с плавающей запятой. Этот тип данных никогда не следует использовать для точных значений, таких как валюта. Для этого вам нужно будет вместо этого использовать класс [java.math.BigDecimal](https://docs.oracle.com/javase/8/docs/api/java/math/BigDecimal.html" \t "_blank) . Обложки [Numbers and Strings](https://docs.oracle.com/javase/tutorial/java/data/index.html" \t "_top)BigDecimal и другие полезные классы, предоставляемые платформой Java.
* **double** : doubleтип данных - 64-битное число с плавающей запятой двойной точности IEEE 754. Диапазон его значений выходит за рамки этого обсуждения, но указан в разделе « [Типы, форматы и значения](https://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) с [плавающей запятой»](https://docs.oracle.com/javase/specs/jls/se7/html/jls-4.html#jls-4.2.3) Спецификации языка Java. Для десятичных значений этот тип данных обычно выбирается по умолчанию. Как упоминалось выше, этот тип данных никогда не следует использовать для точных значений, таких как валюта.
* **boolean** : Тип booleanданных имеет только два возможных значения: trueи false. Используйте этот тип данных для простых флагов, которые отслеживают истинные / ложные условия. Этот тип данных представляет один бит информации, но его «размер» не определен точно.
* **char** : charтип данных - один 16-битный символ Unicode. Он имеет минимальное значение '\u0000'(или 0) и максимальное значение '\uffff'(или 65 535 включительно).

|  |  |  |  |
| --- | --- | --- | --- |
| Тип | Размер | По умолчанию | Значения |
| boolean | 8 | false | true , false |
| byte | 8 | 0 | −128..127 |
| char | 16 | '\0' | 'a', '\60', '\n' |
| short | 16 | 0 | −32768..32767 |
| int | 32 | 0 | −2147483648..2147483647 |
| long | 64 | 0 | 922372036854775808L |
| float | 32 | 0.0f | 3.40282347E+38 |
| double | 64 | 0.0 | 1.797693134486231570E+308 |

**Источник.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html

**Какой размер данного булевского типа?**

**Ответ.** 8 бит.

**Источник.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html

**Какой размер данного символьного типа?**

**Ответ.** 16 бит.

**Источник.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html

**Какими литералами можно инициализировать символьную переменную?**

**Ответ.**

Язык программирования Java также поддерживает несколько специальных последовательностей для charи Stringлитералов: \b(BackSpace), \t(вкладка), \n(строки), \f(форма подачи), \r(возврат каретки), \"(двойные кавычки), \'(одинарная кавычка), и \\( обратная косая черта).

Также есть специальный nullлитерал, который можно использовать как значение для любого ссылочного типа. nullможет быть присвоено любой переменной, кроме переменных примитивных типов. Вы мало что можете сделать с nullценностью, кроме проверки ее наличия. Поэтому nullчасто используется в программах как маркер, указывающий на недоступность какого-либо объекта.

**Источник.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/datatypes.html

**Какие есть виды переменных?**

Ответ.

В языке программирования Java определены следующие типы переменных:

* **Переменные экземпляра (** нестатические поля **) С** технической точки зрения объекты хранят свои индивидуальные состояния в «нестатических полях», то есть в полях, объявленных без staticключевого слова. Нестатические поля также известны как *переменные экземпляра,* поскольку их значения уникальны для каждого *экземпляра* класса (другими словами, для каждого объекта); currentSpeedодного велосипеда не зависит от currentSpeedдругого.
* **Переменные класса (статические поля)***переменная класса* является любое поле объявляется с помощью staticмодификатора; это сообщает компилятору, что существует ровно одна копия этой переменной, независимо от того, сколько раз был создан экземпляр класса. Поле, определяющее количество передач для конкретного типа велосипеда, можно было бы пометить как, staticпоскольку концептуально одинаковое количество передач будет применяться ко всем экземплярам. Код static int numGears = 6;создаст такое статическое поле. Кроме того, finalможно добавить ключевое слово , чтобы указать, что количество передач никогда не изменится.
* **Локальные переменные** Подобно тому, как объект сохраняет свое состояние в полях, метод часто сохраняет свое временное состояние в *локальных переменных* . Синтаксис объявления локальной переменной аналогичен объявлению поля (например, int count = 0;). Не существует специального ключевого слова, определяющего переменную как локальную; это определение полностью исходит из того места, в котором объявлена ​​переменная - между открывающей и закрывающей фигурными скобками метода. Таким образом, локальные переменные видны только тем методам, в которых они объявлены; они недоступны для остального класса.
* **Параметры** Вы уже видели примеры параметров как в Bicycleклассе, так и в mainметоде "Hello World!" применение. Напомним, что подпись mainметода есть public static void main(String[] args). Здесь argsпеременная является параметром этого метода. Важно помнить, что параметры всегда классифицируются как «переменные», а не «поля». Это также применимо к другим конструкциям, принимающим параметры (например, конструкторам и обработчикам исключений), о которых вы узнаете позже в этом руководстве.

Источник. https://docs.oracle.com/javase/tutorial/java/nutsandbolts/variables.html

**В какой области памяти хранятся локальные переменные?**

**Ответ:** Локальные переменные реализуется на внутреннем уровне стека

**Источник:** <https://elekt.tech/java/java_basics/types_of_variables_in_java.html>

**В какой области памяти хранятся аргументы метода?**

**Ответ:** В стеке выделяется область памяти для хранения аргументов метода.

**Источник:**

**В какой области памяти хранятся объекты?**

**Ответ:** Объекты храниться в так называемой Яме или Heap-памяти.

**Источник:** <https://javadevblog.com/chto-takoe-heap-i-stack-pamyat-v-java.html>

**В какой области памяти хранятся ссылки на объекты?**

**Ответ:** Ссылки на объекты в методе храниться в Стеке.

**Источник:**

**В какой области памяти хранятся массивы?**

**Ответ**. Любой проинициализированный массив объектов в Java хранит ссылки на объекты. Ссылки храниться в Стеке. Следовательно, и массив хранится в стеке.

**Источник**. <https://qa-help.ru/questions/vydelenie-pamyati-pod-massiv-3>

**Дайте определение массива.**

**Ответ.** Массив — это совокупность переменных одного типа, хранящихся в смежных ячейках постоянного участка оперативной памяти.

*Массив* представляет собой объект контейнера , который содержит определенное количество значений одного типа. Длина массива устанавливается при создании массива. После создания его длина фиксируется.

**Источник.** **Конспект jse18.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html

**Назовите 3 этапа создания массива. Какие действия выполняет JVM на каждом этапе?**

**Ответ.**

*Первый этап — объявление (declaration).*

На этом этапе определяется только переменная типа ссылка (reference) на массив, содержащая тип массива.

*Второй этап — определение (installation).*

На этом этапе указывается количество элементов массива, выделяется место для массива в оперативной памяти, переменная-ссылка получает адрес массива. Память выделяет JVM.

*Третий этап — инициализация (initialization).*

На этом этапе элементы массива получают начальные значения.

**Источник**. **Конспект jse18.**

**Приведите различные способы инициализации массива.**

**Ответ.**

Третий этап — *инициализация* (initialization).

На этом этапе элементы массива получают начальные значения.

Например,

а[0] = 0.01; а[1] = -3.4; а[2] = 2.89; а[3] = 4.5; а[4] = -6.7;

for (int i = 0; i < 100; i++) b[i] = 1.0 /i;

for (int i = 0; i < 50; i++) ar[i] = 2 \* i + 1;

Первые два этапа можно совместить:

double[] a = new double[5];

double[] b = new double[100];

Можно сразу задать и начальные значения, записав их в фигурных скобках через запятую в виде констант или константных выражений. При этом даже необязательно указывать количество элементов массива, оно будет равно количеству начальных значений.

double[] а = {0.01, -3.4, 2.89, 4.5, -6.7};

Можно совместить второй и третий этап:

а = new double[] {0.1, 0.2, -0.3, 0.45, -0.02};

Можно даже создать безымянный массив, сразу же используя результат операции new, например, так:

System.out.println(new char[] {'H', 'e', 'l', 'l', 'o'});

**Источник. Конспект jse18.**

**Дан массив**

int[] values = {...};

//в фигурных скобках корректный список инициализации.

**Есть ли различие в проходе по массиву циклами:**

1. for(int i=0; i < values.length; i++) {...}

2. for(int value : values) {...}

**Если да, то в чем различие заключается?**

**Как называется каждый цикл?**

**Ответ.**

1. Первый цикл for -это общая форма цикла.

2. У forоператора также есть другая форма, предназначенная для итерации через [Коллекции](https://docs.oracle.com/javase/tutorial/collections/index.html) и [массивы.](https://docs.oracle.com/javase/tutorial/java/nutsandbolts/arrays.html) Эту форму иногда называют *расширенным* оператором *for(foreach)* , и ее можно использовать, чтобы сделать ваши циклы более компактными и удобными для чтения.

**Источник.** https://docs.oracle.com/javase/tutorial/java/nutsandbolts/for.html

**Можно ли создать массив нулевой длины? Если да, то для каких целей он необходим?**

**Ответ**. Ссылке можно присвоить "пустое" значение null, не указывающее ни на какой адрес оперативной памяти:

ar = null;

После этого массив становится недоступным, если на него не было других ссылок.

**Источник.** Конспект Jse-18.

**Что собой представляет двумерный массив? Многомерный массив?**

Ответ. ![Непрямоугольный двухмерный массив](data:image/gif;base64,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)

Для двумерного массива не существует такого понятия как его размеры. Можно определить размер массива только по первому индексу. Причина кроется в организации массива. Он представляет собой массив ссылок на массивы, каждый из которых содержит реальные данные. И эти массивы могут иметь разную длину!

Рассмотрим вот этот двумерный массив. Его длина по первому индексу равна 3. Ее можно получить через a.length. Элементами этого массива являются ссылки на массивы с данными. Длина каждого из этих массивов может быть получена так же через .length. Доступ к каждому из этих массивов осуществляется через его индекс – первый индекс в массиве a.

**Источник**. http://skipy.ru/technics/arrays.html

Перечислите ссылочные типы.

**Какая структура у java-файла (внутренности класса не указывать)?**

**Какие из элементов структуры являются обязательными?**

**Ответ.**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkMAAACtAQAAAACbk0btAAAHeUlEQVR42u3bMWzc1hkAYAUC6sEIvBTocJaVLVOSTrEDx9HYMUORyXCsoEOH4EQLho6GzycKEJBOtpYsReNcgW4BYqVwIrqgJdoJUA2powABIiUU+SQcWg0S+ZyezSf7HfnyHo/v+HjkySSPsDSYgIdH3H16738/fz7ynUdIScfWyFGUtkbE4wQhmOzHTo0S4hN/pO84lpRgrE1bTwj2xFOYSorf/0X0XKWnKZJ+yBJWkhI4bElPSrCYBJISOmwJJiWcSZqbSEr+SFKCBCn0CxM9aS52+bwyAnW9T0K0TzAueYG0zz4AepIe69Pfs0vz3Q/AA6QvZ9/+7ezJJ83TKl5lEmbSPx7CK1uXXjnzSGGST6XqQzgpIQjh9MNrE+nS7WWzvbwXSBqTPCbdhJIsScvoss4kMkt8B05JTHIcVAfpkmrYyOhKjZ60AiQJSstQBT0JBBKwgSwfIIHrM7fUUPIDqROTVqjUqVJpa4JKyvhgabM6c+uL3599iVbQ0a7UmpTgpXNUYhU0kFofSpMyJC0gXzlodPbnX6mqoQQzU+ejq4d9IsSiEQcfSpIK96sHjy6UGnFJFqV58GcmERtIoYTS5k57YGpU0gJJY3NnCXNHiEMzyepKjgPlZiDdT+bTuUfXXqPSF2dXA8lg+bQtXQHS8n6QT4S4VNqWLrI4wel7Zy4G0lLry99dWL2pKqHETiIhxwOpFwREuBQdQO/muHxhsXZBq9YGS7tJ6Wmq1GBSYwiJX3fyB82ZC/PXHvekvvpESLu/PhHSSZOWzMXLH+iNy8NL939avNzQqgdIOCml1Uwd/VeVG8LcIeIBdvtgsVJ4nzweJyD2SSNecGpAfULEpxXVCwqZziUcdVKQJgMJDpbY4cFI2k1K3bmrHyx93Dm7UfG8dfQR/ksk3T29+c5Ea6UVk2bI2Pb29kDpT3Xjb4aH19FVXAc8x5G2bpjANE0xx/3Hvm1ZFhogOUgNJOLiGo4k1VANsrK7EpOI560AMFjSK+eZhFpyC/BaQE/qFUFyuLR/kHTnZ2NjjEqVxQrg9QndMa8YZA7NhZLFpX9vbx8wup8Nw2aju4UBq76BpJqyQfRdWs2C6tuTVny/J93Ax05W7kzPR9JPkcTvCF2Jj47dEVKkJVyzDXUK9uZO/mtXalttQfoU3ezNXU/y7bvC3PVLH++fX98Y84h6HBzX+f0O33l///1zPJ/Y/Y4EF9PY10I+3ajU7I0zk7Avx4MaFUm6mOM9KbrKgz7t0j5p0mAJJyXfHygJo+tKPlkLa0GwVukoYi0I1iqEzzuIRidXDHW6JyXWdCi5pvNS61P/dVd4dfg8paxr3+cpZX1GeLaU9bnlOUqZn+/0+XdP/nH1rU80c3VYSXvTfqAxSUuXMj8H61rNNvFbn6ybuAzpm/c+W7//TSAVf18QSBqVwtHle1OhCE80QZxuv/cZNG8PLb079sO31SVofjusRFuAV75SJFCCFM/xF9IACR1FqfLPkiR391ZZfbJny5JevlSSVLOnypK+2ytJWnj9/y+uuxfSCymLNBcuJEj4ZrS4xB8YOoV2SRISHWK7HEnh64JhJTayZilSsOArRUKEeKQUCfKADy0BHvChJZ0HfGhJ4QHPJ3VGRhT6jZeiM34v4Pmk8M+3ozNPola+0XVDshZLgrVCEuyvJjBq5ZPawhjDJOi18kmdMDZCEjwhhaTgdQiKtVFBqRkPuC+0cko79J+wjeUJrZwSjr8BbgutnFInHnAotPJfdyhWCVBhqSkGnCbBWmFpRww47eFEYSn2+sgXw59X6ogB98Tw5/59wauxnNh5hpT19wU74SPwYAmTlHcYIPEOg56aKEnSxb2TjJKeKim4JMkXA55VAmmSx291Q0uYKPklmCah2GZVRgmlSWu4LEnfKSDhNElpZpC2xsmxfkkHccmPBXyQBIV6Eb4fB3ozLnnx3cGBkvdMCbczSZ596jfoxujCVcT3EYB+/vuTV99+efzG6EejC39ABMFs0n8cd0cGcm2H722AFcPC/zL3oAzqQD6LCGxmkbbGHrju/7CFpyJp2bCQYdsuPWvhBiKfKpn6ZH/uuj8yaZ3vAQGNS6AVSA2STaq67hK2Rk+pJPx9AVA3Tj2sUGkUVJjkt3NJZErlu25gkfYJU4l0R+etZZP2bNetsdHJPakZjxPWM0qO48ps7mS+p8ik7txZbTZ3rkKyzR0cc9ECCPOJ7XMC3bA6V8/Z4wvgOKD5ZJNMUqLldq9gzHNfQT8UlJ4mpBNlSa5eUOr016dHSlnSL6SglHrnLKdPOSRMqy2MSz6IHl9ySO6J8OPR3HlCf3JISC9NumiNnY7nuGdVnPFfwHROCV4093BcwuauDR3HwTklwjbTecsJJMM2IJgB9bwSuB5JViCB62ChiLRZxXz9GkqbU3ele/V79eKjC+4IbHSOBsFjgEuSCozOeBBJs11prb6Wf+6Qv/kaikve5hvXXs+fT4g/vfF1AQl+SVQkx0XJG0bC9FECxiV/olAtePbq8JAldAQlWJoEjqCkH0FJOXSp4P9HICUdW78CcYh37/y3IjkAAAAASUVORK5CYII=)

Рис. Жизненный цикл программы на Java

Исходная Java-программа – файл с расширением **java**.

Программа транслируется в байт-код компилятором **javac.exe**.

Транслированная в байт-код программа имеет расширение **class**.

Для запуска программы нужно вызвать интерпретатор **java.exe**, указав в параметрах вызова, какой байт-код следует выполнять.

При установленной переменной JAVA\_HOME библиотеки добавляются интерпретатором.

Иначе необходимо указать JVM, [где искать классы](http://skipy.ru/technics/likbez.html#lookup).

**Источник. Конспект Jse-18.**

**Для чего предназначены пакеты?**

**Ответ.**

 Пакет – область в пространстве имен классов.

Физически пакету соответствует директорий (имена должны совпадать).

Оператор **package** определяет пакет.

Внутри указанной области можно выделить подобласти, используя тот же оператор **package**.

**Источник.** **Конспект Jse18.**

**Как выглядит полное имя класса?**

**Ответ.**

 Полное имя класса имеет вид packagename.ClassName.

**Источник.** **Конспект Jse18.**

**Для чего предназначен оператор** import**?**

**Ответ.**

 Чтобы получить доступ к классу из другого пакета, перед именем

такого класса указывается имя пакета: by.bsu.eun.objects.CommonObject.

Чтобы избежать таких длинных имен при создании объектов классов, используется ключевое слово import.

В практическом программировании следует использовать индивидуальный import

класса, чтобы при анализе кода была возможность быстро определить месторасположение используемого класса.

**Источник. И.Н. Блинов, В.С. Романчик**

**Для чего предназначен статический импорт?**

**Ответ.**

При вызове статических методов и обращении к статическим константам

приходится использовать в качестве префикса имя класса, что утяжеляет код

и снижает скорость его восприятия.

package by.bsu.stat;

public class ImportDemo {

public static void main(String[ ] args) {

System.out.println(2 \* Math.PI \* 3);

System.out.println(Math.floor(Math.cos(Math.PI / 3)));

}

}

Статические константы и статические методы класса можно использовать

без указания принадлежности к классу, если применить статический импорт,

import static java.lang.Math.\*;

как это показано в следующем примере.

package by.bsu.stat;

import static java.lang.Math.\*;

public class ImportDemoLux {

public static void main(String[ ] args) {

System.out.println(2 \* PI \* 3);

System.out.println(floor(cos(PI / 3)));

}

}

**Источник. И.Н. Блинов, В.С. Романчик**

**Сколько внешних публичных классов можно объявить в одном java-файле?**

**Ответ.**

Создаем класс публичный класс Runner. Прописываем в нем публичный класс BusinessTrip.

Ide выдает: Класс BusinessTrip является общедоступным, его следует объявить в файле с именем BusinessTrip.java.

**Может ли синтаксически правильный java-файл иметь имя 1.java? Если да, то какие ограничения?**

**Ответ.**

Проверяем. Создаем обычный класс в дефолтном пакете. Называем 1 по условию. После нажатия на Enter ide выдает: There is not a valid Java qualified name (Недействительное полное имя Java)

Допустим, в одном java-файле объявлены два синтаксически правильных внешних класса. Какие могут быть результаты компиляции данного файла?

**Как записывается заголовок метода main() раннер-класса (т.е. класса, который может стартовать из-под JVM)?**

**Это единственный способ?**

**Ответ**.

Наиболее правильный

public static void main (String[…] args){

}

Может ли один java-файл содержать два и более раннер-класса?

Ответ.

Вводим экспериментальный код:

public class Runner {  
 public static void main(String[] args) {  
 }  
}  
public class Runner{  
 public static void main(String[] args){  
 }  
}

Компилятор выводит: Ошибка: (5, 8) java: повторяющийся класс: Runner

**Можно ли определить метод main() с другими модификаторами?**

**Ответ.**

 Вводим экспериментальный код.

public class Runner {  
 protected/private static void main(String[] args) {  
 }  
}

Компилятор выводит: Ошибка: основной метод не найден в классе Runner, определите основной метод как:

public static void main (String [] args)

или класс приложения JavaFX должен расширять javafx.application.Application

**Может ли в классе быть два и более метода main()?**

**Если да, то приведите пример.**

**Ответ.**

Используем экспериментальный код:

public class Runner {  
 public static void main(String[] args) {  
 }  
 public static void main (String [] args) {  
 }  
}

Компилятор выводит: Ошибка: (4, 24) java: метод main (java.lang.String []) уже определен в классе Runner

**Может ли в классе быть два метода main(), один из которых раннер, а второй метод main() отличается от первого только отсутствием модификатора static?**

**Если да, то приведите пример вызова второго метода.**

**Ответ.**

Используем экспериментальный код:

public class Runner {  
 public static void main(String[] args) {  
 }  
 public void main (String [] args) {  
 }  
}

Без модификатора static второй метод main невозможно вызвать.

В корне проекта имеется файл HelloWorld.java, пути к необходимым ресурсам открыты.

Создайте bat-файл для запуска приложения на выполнение.

В корне проекта имеется

1. папка src для исходных java-файлов, а в ней – файл HelloArgs.java, который выводит приветствие для каждого аргумента командной строки;

2. папка bin для class-файлов.

Пути к компилятору и JVM открыты, переменная CLASSPATH не установлена.

Создайте bat-файл для запуска приложения с двумя аргументами командной строки clever и 25007 на выполнение.

Имеется корректный файл helloWorld.jar.

Создайте bat-файл для запуска приложения на выполнение.

**Какие есть виды комментариев?**

**Ответ**.

Документирование кода В языке Java используются блочные и однострочные комментарии /\* \*/ и //, аналогичные комментариям, применяемым в C++. Введен также новый вид комментария /\*\* \*/, который может содержать описание документа с помощью дескрипторов вида:

@author — задает сведения об авторе;

@version — задает номер версии класса;

@exception — задает имя класса исключения;

@param — описывает параметры, передаваемые методу;

@return — описывает тип, возвращаемый методом;

@deprecated — указывает, что метод устаревший и у него есть более совершенный аналог;

@since — определяет версию, с которой метод (член класса, класс) присутствует; @throws — описывает исключение, генерируемое методом;

@see — что следует посмотреть дополнительно.

**Источник** **И.Н. Блинов, В.С. Романчик**