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# Введение

# Мономом называется выражение вида , где i1, i2, … in – степени каждой переменной.

# Терм включает в себя коэффициент и моном, содержащий одну или несколько переменных, каждая из которых должна иметь степень.

# Полиномом называется конечная сумма термов

# В число возможных вычислительных процедур над полиномами входят действия по вычислению значений переменых, а также большинство математических операций (сложение, вычитание, умножение, вычисление частных производных, интегрирование и т.д)

### Полиномы, как математический объект, хорошо изучены в математике. Вычисление и привидение полиномов к каноническому виду очень важно для корректной работы многих алгоритмов. Поэтому для корректного вычисления и применения операций над полиномами необходимы компьютерные технологии. Это значительно увеличивает скорость обработки полиномов.

В лабораторной работе будет реализовано хранение и обработка полиномов от трех переменных. В качестве структуры хранения для данной алгоритмической системы будем использовать односвязный список.

# **Постановка задачи**

Цель данной работы — разработать структуру данных Односвязный список и с его помощью реализовать хранение полиномов от трех переменных. Для удобства, ограничим максимально возможную степень каждого полинома девятью. Таким образом полином будет представлен в виде Списка мономов, где моном – структура состоящая из двух полей: коэффициент и степень. Так как степень каждой переменной мы ограничили, её можно представить в виде одного трехзначного числа, где сотни будут соответствовать степени переменной Х, десятки – Y, единицы – Z;

Выполнение работы предполагает решение следующих задач:

1. Разработка шаблонного класса `TList`.
2. Разработка интерфейса класса `Polynom` для работы с .полиномом
3. Разработка и реализация тестов для классов ` TList ` и ` Polynom ` на базе Google Test.
4. Реализация диалога с пользователем через консоль.

Допустимые операции над полиномами: сложение, вычитание, умножение, вычисление значения полинома в заданной точке.

# Руководство пользователя

Для работы с программной запустите «polynom.exe». На экране появится консоль:
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Для того чтобы начать работу с полиномом сначала необходимо его добавить. Для этого введите «1», затем нужный многочлен в формате: С1<моном 1>+C2<моном 2>+…Cn<мноном n>, где

* C1, … Сn – коэффициенты, целые или десятичные числа.
* Каждый моном представляет собой последовательность X<степень X>Y<степень Y>Z<степень Z>.
* Если степень переменной 0, то переменную можно опустить
* Если степень переменной 1, то степень можно опустить
* Переменные вводятся в произвольном порядке

Пример:

![](data:image/png;base64,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)

При введении полинома необходимо помнить о том, что степень переменной в данной реализации ограничена и не может превышать девяти. При нарушении этого правила выведется сообщение об ошибке.

![](data:image/png;base64,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)

# Максимальное количество полиномов, которое может хранить программа – 9. Таким образом, если у вас в списке большое количество многочленов, необходимо воспользоваться функцией «Удалить многочлен»

# Для удаления многочлена из списка введите «2». Вам будет предложено ввести номер полинома который вы хотите удалить. После введения этого номера многочлен удалится из списка.

# Для того чтобы убедиться что полином удален вы можете вывести список полиномов командой «4».

# Пример:

# 

# 

# 

# Как вы могли заметить, полином с номером 3 исчез из списка и количество полиномов уменьшилось с 5 до 4.

# Для выполнения арифметических операций над полиномами введите «3». Для этого необходимо чтобы в памяти находился хотя бы один многочлен и чтобы количество полиномов в списке не превышало максимального. Вам будет предложено выбрать из трех операций «+», «-«, «\*». Введите номер операции чтобы продолжить. Затем вам будет предложено выбрать полиномы из списка в формате <номер полинома><операция><номер полинома>. Результат выведется на экран и автоматически добавится в список.

# 

# 

# Так же в программе есть возможность вычислить значение полинома в точке. Для этого введите команду «5» (в памяти должен находиться хотя бы один полином), выберите полином, а затем введите значения переменных в формате <значение X> <значение Y> <значение Z>.

# 

# Для того чтобы выйти из программы введите «0».

# Руководство программиста

## Описание структур данных

Программа состоит из двух классов **template class TList** и **Polynom**. **TList** в данном проекте предназначен для хранения мономов, предоставляет интерфейс для доступа к элементам без использования указателей [**class Polynom**](#_class_Polynom) реализует арифметические операции, вычисление в точке, ввод/вывод для полинома.

**Структура для хранения узлов списка**

**template <class T> struct Node**

T data;

Node\* pNext;

**template class List**

Поля:

Node<T> \*pHead; указатель на первый элемент списка:

Node<T> \*pCurrent; указатель на текущий элемент списка:

Node<T> \*preCurrent; указатель на элемент списка перед текущим:

int length; длина списка:

Методы:

TList() конструктор по умолчанию:

TList(const TList &l) конструктор копирования:

bool isEmpty() const проверка на пустоту:

~TList() деструктор:

Node<T>\* GetHead() получить первый элемент:

Node<T>\* GetCurrent() получить текущий элемент:

int GetLength() получить длину:

void PushBack(T \_data) вставить в конец списка:

void PushFront(T \_data) вставить в начало:

void SetCurrent() установить текущий элемент на начало:

bool MoveCurrent() передвинуть текущий:

void PushAfterCurrent(T \_data) вставка после текущего:

void PushBeforeCurrent(T \_data) вставка перед текущим:

Перегруженные операторы

TList<T>& operator = (const TList<T> &l)

friend bool operator ==(const TList<T> &l1, const TList<T> &l2

friend bool operator !=(const TList<T> &l1, const TList<T> &l2)

**struct Monom**

Поля:

int degree степень:

double coef коэффициент:

Перегруженные операторы:

bool operator==(Monom& m)

bool operator!=(Monom& m)

**class Polynom**

Поля:

TList<Monom> list лист мономов, образуюший полином:

Методы:

void CreatePolynom(const char\* str); создать полином из строки:

Polynom() конструктор по умолчанию:

Polynom(string str) { CreatePolynom(str.c\_str()); } конструктор с параметром-строкой:

Polynom(const Polynom& p); конструктор копирования:

bool isEmpty() проверка на пустоту:

void addEmpty(); добавить пустой:

void AddMonom(Monom m); добавить моном:

void SetCurrentMonom() установить курсор на начало:

bool NextMonom() передвинуть курсор:

double GetNextCoef() получить следующий коэффициент:

void InsertAfterCurrentMonom(Monom m) вставить перед текущего:

void InsertBeforeCurrentMonom(Monom m) вставить после текущего:

void InsertBack(Monom m) вставить в конец:

Monom GetCurrentMonom() получить текущий моном:

double Calculate(double X, double Y, double Z); посчитать значение в точке:

Переггрузка операторов

Polynom& operator=(const Polynom &p);

Polynom operator+(Polynom& p);

Polynom operator-(const Polynom& p);

Polynom operator\*(double c);

Polynom operator\*(Monom m);

Polynom operator\*(Polynom p);

bool operator==(const Polynom &p) const

bool operator!=(const Polynom &p) const

friend ostream& operator<<(ostream& os, Polynom &pol)

## **Описание алгоритмов**

**Сложение/вычитание полиномов**

В обоих полиномах устанавливается указатель на первый моном.

Пока в одном из полиномов не закончатся мономы выполняется цикл.

Если степень монома в полиноме номер 1 больше степени текущего монома в полиноме 2, то в результирующий полином добавляется моном из первого полинома и в первом полиноме указатель сдвигается на следующий моном. Если степени мономов равны, то создаётся моном tmp с такой же степенью и коэффициентом равным сумме коэффициентов мономов и добавляется к результату. Оба указателя сдвигаются. Если степень монома в полиноме 1 меньше степени монома в полиноме 2, то добавляется моном 2 и сдвигается указатель во втором полиноме.

Далее, если в каком либо из полиномов остались не задействованные мономы (указатель можно сдвинуть дальше), то они добавляются в результат.

**Умножение полинома на моном**

В мономе на который требуется выполнить умножение, вычисляются степени для X, Y, Z. В полиноме устанавливается указатель на первый моном.

Пока все мономы не будут умножены выполнятся цикл.

Вычисляются отдельно степени X, Y, Z для текущего монома в полиноме. Создается моном tmp с коэффициентом равным произведению мономов. Далее вычисляются суммы степеней, если одна из них больше 9, выдается ошибка. Иначе вычисляется трехзначное число, которое записывается как степень tmp. Tmp добавляется к результату.

**Умножение полиномов.**

Последовательно умножается полином на мономы другого полинома. Результат складывается.

**Вычисление полинома в точке**

Получаем отдельно степень каждой переменной. С помощью рекурсивной функции возведения в степень получаем результат.

**Возведение в степень**

Если степень равна 0, возвращаем 1. Если степень кратна 2, то возвращается (вызывается) функция возведения в степень для a в квадрате и степени меньшей в 2 раза. Иначе возвращаем a\*power(a, x-1)

# **Заключение**

# В программе реализована структура данных для хранения полиномов с использованием односвязного списка. Реализован простейший диалог с пользователем, позволяющий любому человеку работать с данной программой. К приложению были написаны тесты, подтверждающие корректность его работы.
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# 7. Приложение

**Фрагменты исходного кода программы.**

**Файл TList.h**

template <class T>

struct Node

{

T data;

Node\* pNext;

};

template <class T>

class TList

{

private:

Node<T> \*pHead;

Node<T> \*pCurrent;

Node<T> \*preCurrent;

int length;

public:

TList()

{

pHead = NULL;

length = 0;

}

TList(const TList &l)

{

Node<T> \*p = l.pHead;

while (p != 0)

{

PushBack(p->data);

p = p->pNext;

}

}

bool isEmpty() const { return (pHead == 0); }

~TList()

{

Node <T> \*p;

while (!isEmpty())

{

p = pHead;

pHead = pHead->pNext;

delete p;

}

}

Node<T>\* GetHead() { return pHead; }

Node<T>\* GetCurrent() { return pCurrent; }

int GetLength() { return length; }

void PushBack(T \_data)

{

Node<T> \*p = pHead;

Node<T> \*newNode = new Node<T>;

newNode->data = \_data;

newNode->pNext = NULL;

// если список пуст

if (p == NULL) {

pHead = newNode;

}

else {

// иначе

while (p->pNext != NULL) {

p = p->pNext;

}

p->pNext = newNode;

}

length++;

}

void PushFront(T \_data)

{

Node<T> \*newNode = new Node<T>;

newNode->data = \_data;

newNode->pNext = pHead;

pHead = newNode;

length++;;

}

void SetCurrent()

{

pCurrent = pHead;

preCurrent = 0;

}

bool MoveCurrent()

{

if (pCurrent == 0) return false;

preCurrent = pCurrent;

if (pCurrent != 0)

pCurrent = pCurrent->pNext;

return (pCurrent != 0);

}

void PushAfterCurrent(T \_data)

{

Node<T> \*newNode = new Node<T>;

newNode->data = \_data;

if (pCurrent != 0)

{

newNode->pNext = pCurrent->pNext;

pCurrent->pNext = newNode;

}

else

pCurrent = newNode;

length++;

}

void PushBeforeCurrent(T \_data)

{

Node<T> \*newNode = new Node<T>;

newNode->data = \_data;

newNode->pNext = pCurrent;

if (preCurrent != 0)

preCurrent->pNext = newNode;

else

pHead = newNode;

length++;

}

TList<T>& operator = (const TList<T> &l)

{

if (this == &l)

return \*this;

Node <T> \*tmp;

while (!isEmpty())

{

tmp = pHead;

pHead = pHead->pNext;

delete tmp;

}

tmp = l.pHead;

while (tmp != 0)

{

PushBack(tmp->data);

tmp = tmp->pNext;

}

return \*this;

}

friend bool operator ==(const TList<T> &l1, const TList<T> &l2)

{

Node<T>\* p1 = l1.pHead, \*p2 = l2.pHead;

while (p1 && p2)

{

if (p1->data != p2->data)

return false;

p1 = p1->pNext;

p2 = p2->pNext;

}

return (p1 == 0 && p2 == 0);

}

friend bool operator !=(const TList<T> &l1, const TList<T> &l2)

{

return(!(l1 == l2));

}

};

**Файл TPolynom.h**

struct Monom

{

int degree; //степень

double coef; //коэффициент

bool operator==(Monom& m)

{

return(degree == m.degree && coef == m.coef);

}

bool operator!=(Monom& m)

{

return !(\*this == m);

}

};

class Polynom

{

public:

TList<Monom> list; //полином

void CreatePolynom(const char\* str);

Polynom() {}

Polynom(string str) { CreatePolynom(str.c\_str()); }

Polynom(const Polynom& p);

bool isEmpty() { return list.isEmpty(); }

void addEmpty();

void AddMonom(Monom m);

void SetCurrentMonom() { list.SetCurrent(); }

bool NextMonom() { return list.MoveCurrent(); }

double GetNextCoef()

{

if (list.GetCurrent()->pNext == 0)

return 0;

else

return list.GetCurrent()->pNext->data.coef;

}

void InsertAfterCurrentMonom(Monom m) { list.PushAfterCurrent(m); }

void InsertBeforeCurrentMonom(Monom m) { list.PushBeforeCurrent(m); }

void InsertBack(Monom m) { list.PushBack(m); }

Monom GetCurrentMonom() { return list.GetCurrent()->data; }

Polynom& operator=(const Polynom &p);

Polynom operator+(Polynom& p);

Polynom operator-(const Polynom& p);

Polynom operator\*(double c);

Polynom operator\*(Monom m);

Polynom operator\*(Polynom p);

bool operator==(const Polynom &p) const { return (list == p.list); }

bool operator!=(const Polynom &p) const { return (list != p.list); }

double Calculate(double X, double Y, double Z);

friend ostream& operator<<(ostream& os, Polynom &pol)

{

int degreeX, degreeY, degreeZ, degree;

double coef, nextCoef;

pol.SetCurrentMonom();

if (pol.GetCurrentMonom().coef == 0 || pol.isEmpty())

{

os << "0";

return os;

}

do

{

coef=pol.GetCurrentMonom().coef;

degree = pol.GetCurrentMonom().degree;

degreeX = degree / 100;

degreeY = (degree - degreeX \* 100) / 10;

degreeZ = degree - degreeX\*100-degreeY \* 10;

if (coef == 1)

os << "";

else

if (coef == -1)

os << "-";

else

os << coef;

if (degreeX > 0)

{

if (degreeX > 1)

os << "X^" << degreeX;

else

os << "X";

}

if (degreeY > 0)

{

if (degreeY > 1)

os << "Y^" << degreeY;

else

os << "Y";

}

if (degreeZ > 0)

{

if (degreeZ > 1)

os << "Z^" << degreeZ;

else

os << "Z";

}

nextCoef = pol.GetNextCoef();

if (nextCoef > 0) os << "+";

if (nextCoef == 0) return os;

} while (pol.NextMonom());

}

};

**Файл TPolynom.cpp**

double power(double a, int x)

{

if (x == 0) return 1;

if (x < 0) return power(1 / a, -x);

if (x % 2) return a \* power(a, x - 1);

return power(a \* a, x / 2);

}

Polynom::Polynom(const Polynom &p)

{

list = p.list;

}

void Polynom::addEmpty()

{

Monom m;

m.degree = 0;

m.coef = 0;

list.PushFront(m);

}

void Polynom::AddMonom( Monom m)

{

if (m.coef == 0)

return;

SetCurrentMonom();

if (list.GetHead()==0)

{

InsertBack(m);

return;

}

do

{

if (GetCurrentMonom().degree < m.degree)

{

InsertBeforeCurrentMonom(m);

return;

}

} while (NextMonom());

InsertBack(m);

}

void Polynom::CreatePolynom(const char\* str)

{

int i = 0;

char \*stringVal = new char[10];

int k = 0;

int j = 0;

double monomCoef = 1;

int monomDegree = 0;

char symbolPolinom;

while (str[i] != '\0') {

monomCoef = 1;

monomDegree = 0;

// вычисляем коэф очередного монома

for (; isdigit(str[i]) != 0 || str[i] == '-'||str[i]==','; i++)

{

stringVal[j++] = str[i];

}

stringVal[j] = '\0';

if (stringVal[0] == '-' && stringVal[1] == '\0')

{

stringVal[1] = '1';

stringVal[2] = '\0';

}

if (atof(stringVal) == 0)

monomCoef = 1;

else

monomCoef = atof(stringVal);

j = 0;

int degree;

stringVal[j] = '\0';

// вычисляем степени монома

while (str[i] != '+' && str[i] != '-' && str[i] != '\0')

{

symbolPolinom = str[i++];

for (; isdigit(str[i]) != 0; i++)

{

stringVal[j++] = str[i];

}

stringVal[j] = '\0';

j = 0;

if (atoi(stringVal) == 0)

degree = 1;

else

degree = atoi(stringVal);

if (degree < 0 || degree>9)

{

cout << "Введена неверная степень" << endl;

return;

}

if (symbolPolinom == 'X' || symbolPolinom == 'x')

monomDegree += 100 \* degree;

else if (symbolPolinom == 'Y' || symbolPolinom == 'y')

monomDegree += 10 \* degree;

else if (symbolPolinom == 'Z' || symbolPolinom == 'z')

monomDegree += degree;

j = 0;

stringVal[j] = '\0';

}

// создаем и записывам моном в лист

Monom m;

m.coef = monomCoef;

m.degree = monomDegree;

AddMonom(m);

if (str[i] != '-' && str[i] != '\0')

i++;

}

}

Polynom& Polynom::operator=(const Polynom &p)

{

if (this == &p)

return \*this;

list = p.list;

return \*this;

}

Polynom Polynom::operator+(Polynom& p)

{

Polynom result;

SetCurrentMonom();

p.SetCurrentMonom();

bool check1 = true, check2 = true;

Monom m1, m2;

while (check1 && check2)

{

m1 = GetCurrentMonom();

m2 = p.GetCurrentMonom();

if (m1.degree < m2.degree)

{

result.AddMonom(m2);

check2 = p.NextMonom();

}

else if (m1.degree == m2.degree)

{

Monom tmp;

tmp.coef = m1.coef + m2.coef;

tmp.degree = m1.degree;

result.AddMonom(tmp);

check2 = p.NextMonom();

check1 = NextMonom();

}

else

{

result.AddMonom(m1);

check1 = NextMonom();

}

}

while (check1)

{

m1 = GetCurrentMonom();

result.AddMonom(m1);

check1 = NextMonom();

}

while (check2)

{

m2 = p.GetCurrentMonom();

result.AddMonom(m2);

check2 = p.NextMonom();

}

if (result.isEmpty()) result.addEmpty();

return result;

}

Polynom Polynom::operator-(const Polynom& p)

{

Polynom result;

if (\*this != p) {

Polynom tmp(p);

tmp = tmp\*(-1);

result = tmp + \*this;

}

else

{

result.addEmpty();

}

return result;

}

Polynom Polynom::operator\*(double c)

{

Polynom result;

if (c != 0)

{

Monom tmp;

SetCurrentMonom();

do

{

tmp.coef = GetCurrentMonom().coef\*c;

tmp.degree = GetCurrentMonom().degree;

result.AddMonom(tmp);

} while (NextMonom());

}

else result.addEmpty();

return result;

}

Polynom Polynom::operator\*(Monom m)

{

Polynom result;

Monom tmp;

int degree, degreeX, degreeY, degreeZ, degreeXm, degreeYm, degreeZm;

SetCurrentMonom();

degreeXm = m.degree / 100;

degreeYm = (m.degree - degreeXm \* 100) / 10;

degreeZm = m.degree - degreeXm \* 100 - degreeYm \* 10;

do

{

degree = GetCurrentMonom().degree;

tmp.coef = GetCurrentMonom().coef\*m.coef;

degreeX =degree / 100;

degreeY = (degree - degreeX \* 100) / 10;

degreeZ = degree - degreeX \* 100 - degreeY \* 10;

degreeX += degreeXm;

degreeY += degreeYm;

degreeZ += degreeZm;

tmp.degree = degreeX \* 100 + degreeY \* 10 + degreeZ;

if (degreeX < 10 && degreeY < 10 && degreeZ < 10)

{

result.AddMonom(tmp);

}

else

{

cout << "Умножение невозможно" << endl;

result.addEmpty();

return result;

}

} while (NextMonom());

return result;

}

Polynom Polynom::operator\*(Polynom p)

{

Polynom result;

p.SetCurrentMonom();

Polynom tmp;

bool check = false;

do

{

tmp= (\*this)\*p.GetCurrentMonom();

if (result.isEmpty()) result = tmp;

else result = result + tmp;

if (result.list.GetHead()->data.coef == 0)

{

return result;

}

}

while (p.NextMonom());

return result;

}

double Polynom::Calculate(double X, double Y, double Z)

{

double result=0,tmp=0;

Monom m;

int degreeX, degreeY, degreeZ;

SetCurrentMonom();

do

{

m = GetCurrentMonom();

degreeX = m.degree / 100;

degreeY = (m.degree - degreeX \* 100) / 10;

degreeZ = m.degree - degreeX \* 100 - degreeY \* 10;

tmp = power(X, degreeX)\*power(Y, degreeY)\*power(Z, degreeZ)\*m.coef;

result += tmp;

} while (NextMonom());

return result;

}

**Файл main.cpp**

void Print(Polynom\*p, int count)

{

for (int i = 0; i <= count; i++)

{

cout << i << ". " << p[i] << endl;

}

}

int main()

{

setlocale(LC\_ALL, "Russian");

Polynom \*p = new Polynom[10];

int count = -1;

const int maxSize = 8;

string s;

int choise=-1,choise2, k;

string str;

string menu = { "1. Добавить многочлен \n2. Удалить многочлен\n3. Выполнить арифмитическое действие\n" };

menu += "4. Вывести список полиномов\n5. Вычислить полином в точке \n0. Выход\n";

while (choise != 0)

{

cout << menu;

cin >> choise;

if (choise == 1)

{

system("cls");

if (count <= maxSize)

{

cin >> str;

p[++count].CreatePolynom(str.c\_str());

}

else

cout << "Список полиномов полон,попробуйте удалить полином " << endl;

}

if (choise == 2)

{

system("cls");

if (count > 0) {

Print(p, count);

cin >> choise2;

if (choise >= 0 && choise2 <= count)

{

k = choise2;

for (k; k < count; k++)

{

p[k] = p[k + 1];

}

count--;

}

else cout << "Неверное значение" << endl;

}

else cout << "Нет полиномов для удаления" << endl;

}

if (choise == 3)

{

system("cls");

if (count < maxSize&&count>=0)

{

cout << "Выберите операцию" << endl;

cout << "1. +\n2. -\n3. \*\n";

char op;

cin >> op;

system("cls");

switch (op)

{

case '1':

cout << "Выберите полиномы из списка в формате /\*номер полинома\*/+/\*номер полинома\*/" << endl;

Print(p, count);

int n1, n2;

cin >> n1 >> op >> n2;

if (n1 >= 0 && n1 <= count&&n2 >= 0 && n2 <= count)

{

p[++count] = p[n1] + p[n2];

cout << "Результат:" << p[count] << endl;

}

else cout << "Введены неверные значения" << endl;

break;

case '2':

cout << "Выберите полиномы из списка в формате /\*номер полинома\*/-/\*номер полинома\*/" << endl;

Print(p, count);

cin >> n1 >> op >> n2;

if (n1 >= 0 && n1 <= count&&n2 >= 0 && n2 <= count)

{

p[++count] = p[n1] - p[n2];

cout << "Результат:" << p[count] << endl;

}

else cout << "Введены неверные значения" << endl;

break;

case '3':

cout << "Выберите полином из списка в формате /\*номер полинома\*/\*/\*номер полинома\*/" << endl;

Print(p, count);

double c;

cin >> n1 >> op >> n2;

if (n1 >= 0 && n1 <= count&&n2 >= 0 && n2 <= count)

{

p[++count] = p[n1] \* p[n2];

cout << "Результат:" << p[count] << endl;

}

else cout << "Введены неверные значения" << endl;

break;

default: cout << "Такой операции нет"; break;

}

}

else

if (count >= maxSize)

cout << "Недостаточно памяти для выполнения операции, попробуйте удалить полином" << endl;

else

cout << "Недостаточно полиномов для выполнения операций, попробуйте добавить полином" << endl;

}

if (choise == 4)

{

system("cls");

Print(p, count);

}

if (choise == 5)

{

if (count >= 0)

{

cout << "Выберите полином" << endl;

Print(p, count);

int n;

cin >> n;

if (n >= 0 && n <= count)

{

double X, Y, Z;

cout << "Введите точку в формате X Y Z " << endl;

cin >> X >> Y >> Z;

cout << "Результат: " << p[n].Calculate(X, Y, Z) << endl;

}

else cout << "Введено неверное значение" << endl;

}

else cout << "Недостаточно полиномов для выполнения операций, попробуйте добавить полином" << endl;

}

}

return 0;

}