**Московский государственный технический**

**университет им. Н.Э. Баумана**

Факультет ««Информатика и системы управления»

# Кафедра ИУ5 «Системы обработки информации и управления»

Курс «Парадигмы и конструкции языков программирования»

Отчет по лабораторной работе №4

# «Шаблоны проектирования и модули тестирования в Python»

Вариант 8

|  |  |  |
| --- | --- | --- |
| Выполнил: |  | Проверил: |
| студент группы ИУ5-35Б |  |  |
| Костерин А.С. |  |  |
| Подпись и дата: |  | Подпись и дата: |

Москва, 2024 г

**Постановка задачи:**

**Цель лабораторной работы:** изучение реализации шаблонов проектирования и возможностей модульного тестирования в языке Python.

### Задание:

1. Необходимо для произвольной предметной области реализовать от одного до трех шаблонов проектирования: один порождающий, один структурный и один поведенческий. В качестве справочника шаблонов можно использовать [следующий каталог.](https://ru.wikipedia.org/wiki/%D0%A8%D0%B0%D0%B1%D0%BB%D0%BE%D0%BD_%D0%BF%D1%80%D0%BE%D0%B5%D0%BA%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) Для сдачи лабораторной работы в минимальном варианте достаточно реализовать один паттерн.
2. В модульных тестах необходимо применить следующие технологии:
   * TDD - фреймворк.
   * BDD - фреймворк.
   * Создание Mock-объектов.

**Выполнение:**

Файл – adapter.py

class OldPrinter:

    def print\_old(self, message: str):

        return f"OldPrinter: {message}"

class PrinterAdapter:

    def \_\_init\_\_(self, old\_printer: OldPrinter):

        self.old\_printer = old\_printer

    def print(self, message: str):

        return self.old\_printer.print\_old(message)

if \_\_name\_\_ == "\_\_main\_\_":

    old\_printer = OldPrinter()

    printer\_adapter = PrinterAdapter(old\_printer)

    print(printer\_adapter.print("Hello"))

Файл – bdd.py

from behave import given, when, then

from fabric import AnimalFactory

@given('an animal factory')

def step\_given\_factory(context):

    context.factory = AnimalFactory()

@when('I create a dog')

def step\_create\_dog(context):

    context.animal = context.factory.create\_animal("dog")

@when('I create a cat')

def step\_create\_cat(context):

    context.animal = context.factory.create\_animal("cat")

@then('the sound should be "{sound}"')

def step\_check\_sound(context, sound):

    assert context.animal.sound() == sound

Файл – fabric.py

from abc import ABC, abstractmethod

class Animal(ABC):

    @abstractmethod

    def sound(self) -> str:

        pass

class Dog(Animal):

    def sound(self) -> str:

        return "Woof!"

class Cat(Animal):

    def sound(self) -> str:

        return "Meow!"

class AnimalFactory:

    @staticmethod

    def create\_animal(animal\_type: str) -> Animal:

        if animal\_type == "dog":

            return Dog()

        elif animal\_type == "cat":

            return Cat()

        else:

            raise ValueError(f"Unknown animal type: {animal\_type}")

if \_\_name\_\_ == "\_\_main\_\_":

    factory = AnimalFactory()

    dog = factory.create\_animal("dog")

    cat = factory.create\_animal("cat")

    print(dog.sound())

    print(cat.sound())

Файл – mock.py

from unittest.mock import MagicMock

from observer import Subject

def test\_observer\_mock():

    subject = Subject()

    observer\_mock = MagicMock()

    subject.attach(observer\_mock)

    subject.set\_state("new state")

    observer\_mock.update.assert\_called\_with("new state")

Файл – observer.py

class Subject:

    def \_\_init\_\_(self):

        self.\_observers = []

        self.\_state = None

    def attach(self, observer):

        self.\_observers.append(observer)

    def notify(self):

        for observer in self.\_observers:

            observer.update(self.\_state)

    def set\_state(self, state):

        self.\_state = state

        self.notify()

class Observer:

    def update(self, state):

        print(f"Observer: Reacted to the state change: {state}")

if \_\_name\_\_ == "\_\_main\_\_":

    subject = Subject()

    observer1 = Observer()

    observer2 = Observer()

    subject.attach(observer1)

    subject.attach(observer2)

    subject.set\_state("State 1")

    subject.set\_state("State 2")

Файл – test.py

import unittest

from fabric import AnimalFactory

class TestAnimalFactory(unittest.TestCase):

    def test\_dog\_creation(self):

        factory = AnimalFactory()

        dog = factory.create\_animal("dog")

        self.assertEqual(dog.sound(), "Woof!")

    def test\_cat\_creation(self):

        factory = AnimalFactory()

        cat = factory.create\_animal("cat")

        self.assertEqual(cat.sound(), "Meow!")

    def test\_invalid\_animal(self):

        factory = AnimalFactory()

        with self.assertRaises(ValueError):

            factory.create\_animal("fish")

if \_\_name\_\_ == "\_\_main\_\_":

    unittest.main()

Пример выполнения:

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGUAAAA3CAIAAACaWBNkAAAAAXNSR0IArs4c6QAABRhJREFUeF7tWi2U4jAQnr13DoNC8fa9mqoaNK4eg19Rt74aha5fhziPwdehMatqMKtQmPqbSdL0L6UZ2KMsl6htdpLMfJmZJB/z8vr6Cq5ZI/DLWtIJEgIOL54fOLwcXjwEeNIP5F9Rsv2zmvPUv7v0S9/5iFYsPK3WcbeMN+Kr1l92twyoj4f8kLyt92Yz56s/7/DR/nc5xaXR94HOCi9QKKFB8eyEHxn+4Wfdlld0R2PDs5UkAM0/TosdEZOIJaEAeb5KwjTuwvseiLHicb9Oj+AFMA/9UZ6lHW5iqzYiud0mUUWc5vfCakxGy9nouNMut18rsMRY2VQMI7DlZPpDxjh9ilaspjuqGlQ6S62akiy8CtP2aZaPZvE/yDabz+PID3USiwIPjp8yAZQNbVhMDsmSWnKAWVwDvbldqCg5LYnmcjPmq3eKEtV0fhGhI+ecLKRtbUkWXlGy8PLDFmC/fpOaVja4261QY+0NFdM2MeqmtNWDN1ucdll1unZGJJ9LVVDu1x8IQ3DJpzHpiVXELo99KeoF9TVwZ447pQy5eblrdcnfNtHjLbbbBQlW8y1iRgFJCSbeJn7L8nJiVpZGq95jMqbpVVVF83Nmo7eQKROH0hhg/ebjKSZsUrrNpxPQVsphB4K4JWnlX3j8yWY42sQGw2T6bReBahLLznnLE8gY7Sb4tz8eWWNXujH5NrbdqUwr2sqaqSIKSkkrvC7qQ8kfTl/85N/O92qdMonJA2ahgxjPxxXgv0GfCvNVKFMENbVrURLPLDGkDaFGsVpZx2CwkrSKx+bwxp3qwu1LjBT5K5aTWMUmJrEwxiS23wBuLxSxI0fjJKKvmBNXF7ls/RFSZsCF8sPukC/GXbssrigaTz38DbBf5R2lJ/U0JHvvX3xf/5YRnGvbtyxoOcmj4mWp/t3Fbs9fd1d50AUdXjz4HV4OLx4CPGnnX4+JV0ko6Fc6Pf3/wZOdZz9Xuse/2pwn9lykA4wK0EO9eG500oVc1QeR74/H6lvtShXpNdumZa6cbNhhPXgV7yutJJkuWpux6+q89CS+5t05KGD9/qXhKcIwjzdGxs7QqdhJ+gGA2JIqxYlv3K/ToKZftXgPXmQTvfqJ6CyJM8ESNxk7U6ePvCJxIUeAIn01CcKrtB5ukJ1/zaeAb/4J0njINgmvMDJ2HBpvOJNvWrkPL5HA/HB8TjdpRoCpZmTsmDQecjU/ztv68EJ4kMr2AflAjE0vEEy5kbEzdV7ilOWJwb+b3OQeNw+2wAtGo5P4jQYR8TwvP8+JxSMmVyRw+llF3KmMnTcr+GATOP6LtyE2/sWb8bmlHV68/XV4Obx4CPCknX85vHgI8KQH9K9n5AupnESXWCkS56ddyXkO1CPd51/4vs5zUFVAUTDBj/+69eGF4Jwy9dCOAkhTye+IOqaiqKt0uCaJ2KKza1WANPcVdSqD7pcFXvAlmQmES5f6UQlMsxrPwBciu9FNZz8jXyjpZ6z2mQSJhmu9N1TjgYkv1JAUjkbhzah1G9SVjIvb+JcEzBPeJfiwohpPBaSuN29DgeKSnoXjSSXBHxeCNdz68RIgUMFqwe3J0qlmNR71tflCdDDsxHPivP2EIEKgK5g+KV/Y9ktjNV532d90Clh8np0nwRLZbJ3hn5EvNBaHJhG6GxVd12vgjXwhBqQ3889Yqy9iGtlG+0rdx8teAI4v5O1Kf/7izffs0g4v3g47vBxePAR40s6/eHj9BReLK0I6Fa1PAAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

![](data:image/png;base64,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)