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**eXtensible Markup Language** (**XML**)

**Introduction to XML**

**Extensible Markup Language** (**XML**) is a [markup language](http://en.wikipedia.org/wiki/Markup_language) that defines a set of rules for encoding documents in a [format](http://en.wikipedia.org/wiki/File_format) that is both [human-readable](http://en.wikipedia.org/wiki/Human-readable_medium) and [machine-readable](http://en.wikipedia.org/wiki/Machine-readable). The design goals of XML emphasize simplicity, generality, and usability over the [Internet](http://en.wikipedia.org/wiki/Internet). It is a textual data format with strong support via [Unicode](http://en.wikipedia.org/wiki/Unicode) for the languages of the world. Although the design of XML focuses on documents, it is widely used for the representation of arbitrary [data structures](http://en.wikipedia.org/wiki/Data_structures), for example in [web services](http://en.wikipedia.org/wiki/Web_service).

Many [application programming interfaces](http://en.wikipedia.org/wiki/Application_programming_interfaces) (APIs) have been developed for software developers to use to process XML data, and several [schema systems](http://en.wikipedia.org/wiki/XML_schema) exist to aid in the definition of XML-based languages.

As of 2009[[update]](http://en.wikipedia.org/w/index.php?title=XML&action=edit), hundreds of XML-based languages have been developed, including [RSS](http://en.wikipedia.org/wiki/RSS), [Atom](http://en.wikipedia.org/wiki/Atom_%28standard%29), [SOAP](http://en.wikipedia.org/wiki/SOAP), and [XHTML](http://en.wikipedia.org/wiki/XHTML). XML-based formats have become the default for many office-productivity tools, including [Microsoft Office](http://en.wikipedia.org/wiki/Microsoft_Office) ([Office Open XML](http://en.wikipedia.org/wiki/Office_Open_XML)), [OpenOffice.org](http://en.wikipedia.org/wiki/OpenOffice.org) (Open Document), and [Apple](http://en.wikipedia.org/wiki/Apple_Computer)'s [iWork](http://en.wikipedia.org/wiki/IWork). XML has also been employed as the base language for [communication protocols](http://en.wikipedia.org/wiki/Communication_protocol), such as [XMPP](http://en.wikipedia.org/wiki/Extensible_Messaging_and_Presence_Protocol).

XML is a new type of language which has been developed for the web which is different to any other type of scripting or programming language available before. Instead of being concerned with the processing and display of data, XML's primary purpose is to tell the computer what data entered actually means.

XML and HTML have a similar syntax … both derived from SGML. The Standard Generalized Markup Language (SGML) is a language for defining markup languages. HTML is one such "application" of SGML.

An SGML application consists of several parts:

1. The SGML declaration. The SGML declaration specifies which characters and delimiters may appear in the application.
2. The document type definition (DTD). The DTD defines the syntax of markup constructs. The DTD may include additional definitions such as numeric and named character entities.
3. A specification that describes the semantics to be ascribed to the markup. This specification also imposes syntax restrictions that cannot be expressed within the DTD.
4. Document instances containing data (contents) and markup. Each instance contains a reference to the DTD to be used to interpret it.

**History**

XML is an application profile of [SGML](http://en.wikipedia.org/wiki/SGML) (ISO 8879). The versatility of [SGML](http://en.wikipedia.org/wiki/SGML) for dynamic information display was understood by early digital media publishers in the late 1980s prior to the rise of the Internet. By the mid-1990s some practitioners of SGML had gained experience with the then-new [World Wide Web](http://en.wikipedia.org/wiki/World_Wide_Web), and believed that SGML offered solutions to some of the problems the Web was likely to face as it grew. [Dan Connolly](http://en.wikipedia.org/wiki/Dan_Connolly) added SGML to the list of W3C's activities when he joined the staff in 1995; work began in mid-1996 when Sun Microsystems engineer [Jon Bosak](http://en.wikipedia.org/wiki/Jon_Bosak) developed a charter and recruited collaborators. Bosak was well connected in the small community of people who had experience both in SGML and the Web.

XML was compiled by a [working group](http://en.wikipedia.org/wiki/Working_group) of eleven members, supported by an (approximately) 150-member Interest Group. Technical debate took place on the Interest Group mailing list and issues were resolved by consensus or, when that failed, majority vote of the Working Group. A record of design decisions and their rationales was compiled by [Michael Sperberg-McQueen](http://en.wikipedia.org/wiki/Michael_Sperberg-McQueen) on December 4, 1997. [James Clark](http://en.wikipedia.org/wiki/James_Clark_%28XML_expert%29) served as Technical Lead of the Working Group, notably contributing the empty-element "<empty />" syntax and the name "XML". Other names that had been put forward for consideration included "MAGMA" (Minimal Architecture for Generalized Markup Applications), "SLIM" (Structured Language for Internet Markup) and "MGML" (Minimal Generalized Markup Language). The co-editors of the specification were originally [Tim Bray](http://en.wikipedia.org/wiki/Tim_Bray) and [Michael Sperberg-McQueen](http://en.wikipedia.org/wiki/Michael_Sperberg-McQueen). Halfway through the project Bray accepted a consulting engagement with [Netscape](http://en.wikipedia.org/wiki/Netscape_Communications_Corporation), provoking vociferous protests from Microsoft. Bray was temporarily asked to resign the editorship. This led to intense dispute in the Working Group, eventually solved by the appointment of Microsoft's [Jean Paoli](http://en.wikipedia.org/wiki/Jean_Paoli) as a third co-editor.

The XML Working Group never met face-to-face; the design was accomplished using a combination of email and weekly teleconferences. The major design decisions were reached in a short burst of intense work between August and November 1996, when the first Working Draft of an XML specification was published. Further design work continued through 1997, and XML 1.0 became a [W3C](http://en.wikipedia.org/wiki/W3C) Recommendation on February 10, 1998

**List of Constructs Which Appear In XML**

The material in this section is based on the XML Specification. This is not an exhaustive list of all the constructs which appear in XML; it provides an introduction to the key constructs most often encountered in day-to-day use.

**(Unicode) Character**

By definition, an XML document is a string of characters. Almost every legal [Unicode](http://en.wikipedia.org/wiki/Unicode) character may appear in an XML document.

**Processor and Application**

The processor analyzes the markup and passes structured information to an application. The specification places requirements on what an XML processor must do and not do, but the application is outside its scope. The processor (as the specification calls it) is often referred to colloquially as an XML parser.

**Markup and Content**

The characters which make up an XML document are divided into markup and content. Markup and content may be distinguished by the application of simple syntactic rules. All strings which constitute markup either begin with the character < and end with a >, or begin with the character & and end with a ;. Strings of characters which are not markup are content.

**Tag**

A markup construct that begins with < and ends with >. Tags come in three flavors:

* start-tags; for example: <section>
* end-tags; for example: </section>
* empty-element tags; for example: <line-break />

**Element**

A logical document component either begins with a start-tag and ends with a matching end-tag or consists only of an empty-element tag. The characters between the start- and end-tags, if any, are the element's content, and may contain markup, including other elements, which are called child elements. An example of an element is <Greeting>Hello, world. </Greeting> (see [hello world](http://en.wikipedia.org/wiki/Hello_world_program)). Another is <line-break />.

**Attribute**

A markup construct consisting of a name/value pair that exists within a start-tag or empty-element tag. In the example (below) the element img has two attributes, src and alt: <img src="madonna.jpg" alt='Foligno Madonna, by Raphael' />. Another example would be <step number="3">Connect A to B.</step> where the name of the attribute is "number" and the value is "3".

**XML Declaration**

XML documents may begin by declaring some information about themselves, as in the following example:

<?xml version="1.0" encoding="UTF-8" ?>

**Encoding detection**

The Unicode character set can be encoded into bytes for storage or transmission in a variety of different ways, called "encodings". Unicode itself defines encodings that cover the entire repertoire; well-known ones include [UTF-8](http://en.wikipedia.org/wiki/UTF-8) and [UTF-16](http://en.wikipedia.org/wiki/UTF-16). There are many other text encodings that pre-date Unicode, such as [ASCII](http://en.wikipedia.org/wiki/ASCII) and [ISO/IEC 8859](http://en.wikipedia.org/wiki/ISO/IEC_8859); their character repertoires in almost every case are subsets of the Unicode character set.

XML allows the use of any of the Unicode-defined encodings, and any other encodings whose characters also appear in Unicode. XML also provides a mechanism whereby an XML processor can reliably, without any prior knowledge, determine which encoding is being used. Encodings other than UTF-8 and UTF-16 will not necessarily be recognized by every XML parser.

**The Main Differences between XML and HTML**

**XML is designed to carry data.**

XML describes and focuses on the **data** while HTML only displays and focuses on **how data looks**. HTML is all about **displaying** information but XML is all about **describing** information. In current scenario XML is the most common tool for data manipulation and data transmission.

XML is used to store data in files and for sharing data between diverse applications. Unlike HTML document where data and display logic are available in the same file, XML hold only data. Different presentation logics could be applied to display the xml data in the required format. XML is the best way to exchange information.

**XML is Free and Extensible**

XML tags are not predefined. User must "invent" his tags. The tags used to mark up HTML documents and the structure of HTML documents are predefined. The author of HTML documents can only use tags that are defined in the HTML standard (like <p>, <h1>, etc.). XML allows the user to define his own tags and document structure.

**XML Tags are Case Sensitive**

Unlike HTML, XML tags are case sensitive. In HTML the following will work:

<Message>This is incorrect</message>

In XML opening and closing tags must therefore be written with the same case:

<message>This is correct</message>

**XML Elements Must be Properly Nested**

Improper nesting of tags makes no sense to XML.In HTML some elements can be improperly nested within each other like this:

<b><i>This text is bold and italic</b></i>

In XML all elements must be properly nested within each other like this:

<b><i>This text is bold and italic</i></b>

**XML is a Complement to HTML**

XML is not a replacement for HTML***.*** It is important to understand that XML is not a replacement for HTML. In Web development it is most likely that XML will be used to describe the data, while HTML will be used to format and display the same data.

**Entities**

An entity is a symbolic representation of information. What does that mean? There are five predefined entities:

* &lt; represents "<"
* &gt; represents ">"
* &amp; represents "&"
* &apos; represents '
* &quot; represents "

**Comments**

Comments may appear anywhere in a document outside other markup. Comments cannot appear before the XML declaration. The string "--" (double-hyphen) is not allowed inside comments. Comments start with "<!--" and end with "-->". The ampersand has no special significance within comments, so entity and character references are not recognized as such, and there is no way to represent characters outside the character set of the document encoding. An example of a valid comment: "<!-- no need to escape <code> & such in comments -->"

**XML Elements**

An XML element is everything from (including) the element's start tag to (including) the element's end tag.

An element can contain:

* other elements
* text
* attributes
* Or a mix of all of the above...

<bookstore>  
  <book category="CHILDREN">  
 <title>Harry Potter</title>  
    <author>J K. Rowling</author>  
    <year>2005</year>  
    <price>29.99</price>  
  </book>  
<book category="WEB">  
    <title>Learning XML</title>  
    <author>Erik T. Ray</author>  
    <year>2003</year>  
    <price>39.95</price>  
  </book>  
</bookstore>

In the example above, <bookstore> and <book> have **element contents**, because they contain other elements. <book> also has an **attribute** (category="CHILDREN"). <title>, <author>, <year>, and <price> have **text content** because they contain text.

XML Naming Rules

XML elements must follow these naming rules:

* Names can contain letters, numbers, and other characters
* Names cannot start with a number or punctuation character
* Names cannot start with the letters xml (or XML, or Xml, etc)
* Names cannot contain spaces

Any name can be used, no words are reserved.

**Best Naming Practices**

Make names descriptive. Names with an underscore separator are nice: <first\_name>, <last\_name>.

Names should be short and simple, like this: <book\_title> not like this: <the\_title\_of\_the\_book>.

Avoid "-" characters. If you name something "first-name," some software may think you want to subtract name from first.

Avoid "." characters. If you name something "first.name," some software may think that "name" is a property of the object "first."

Avoid ":" characters. Colons are reserved to be used for something called namespaces (more later).

XML documents often have a corresponding database. A good practice is to use the naming rules of your database for the elements in the XML documents.

Non-English letters like éòá are perfectly legal in XML, but watch out for problems if your software vendor doesn't support them.

**XML Elements are Extensible**

XML elements can be extended to carry more information.

Look at the following XML example:

<note>  
<to>Tove</to>  
<from>Jani</from>

<body>Don't forgetme this weekend!</body>  
</note

Let's imagine that we created an application that extracted the <to>, <from>, and <body> elements from the XML document to produce this output:

**MESSAGE**

**To:** Tove  
**From:** Jani

Don't forget me this weekend!

**XML Attributes**

Attributes are used to specify additional information about the element. It may help to think of attributes as a means of specializing generic elements to fit your needs. An attribute for an element appears within the opening tag.

If there are multiple values an attribute may have, then the value of the attribute must be specified. For example, if a tag had a color attribute then the value would be red,blue,green etc. The syntax for including an attribute in an element is:

<element attributeName=”value”>

In this example we will be using a madeup XML element named “friend” that has an optional attribute age.

<friend age=”23”>Samantha</friend>

**XML Documents**

Wel-formedness is essential in XML. The W3C instructs us that "violations of well-formedness constraints are fatal errors." Documents that are not well-formed will not load in a browser or will not be processed by an XML parser, according to the XML Recommendation.

**Five rules for well-formed documents**

Five basic rules will help you construct well-formed XML documents. You should commit these rules to memory:

1. XML uses elements to markup content.

XML elements consist of a start tag and an end tag. Start tags begin with < and end with >. End tags begin with </ and end with >. Element names in XML are case sensitive. They may start with a letter, an underscore character, or a colon character. The next characters in an element name may be letters, digits, underscores, hyphens, periods, and colons but not white space. Spaces, carriage returns, line feeds, and tabs are all treated as white space in XML.

2. [Tags cannot be inferred; they must be explicit](http://www.ewebprogrammer.com/xml-programming/module3/xml-start-end-tags.jsp).

All start tags must have corresponding ending tags. All ending tags must have corresponding start tags.  
For the document to be well-formed, it must be written in the following way:

<NAME><FIRST>John</FIRST></NAME>

3. An empty element must be closed with />.

Empty elements may be used for elements that have no content.  
You may be familiar with the <IMG> and <BR> empty tags from HTML. In HTML, empty tags are not required to have closing tag in the form />. In XML, empty elements must be closed with />. For example

<PURCHASE-ORDER NUMBER="1234"/>

1. XML elements that have name-value pair attributes must enclose [attribute values](http://www.ewebprogrammer.com/xml-programming/module3/attribute-values-xml-documents.jsp) in single or double quotation marks.

For example:

<BOOK ISBN="345671">

<AUTHOR>James Gosling</AUTHOR>

</BOOK>

In this example, the <BOOK> element has an attribute named ISBN with the value 345671.  
Note that the attribute value is enclosed in double quotation marks for the document to be well-formed.

1. XML elements must nest and un-nest in reverse order.

For example, the following XML document is not well-formed because it violates the rule for correctly nesting elements:

<NAME><FIRST>John</NAME></FIRST>

The correct nesting of these elements would be:

<NAME><FIRST>John</FIRST></NAME>

**Data Islands**  
  
this is the way of formatting XML is to use Data Islands. Currently, only Internet Explorer 5 and upwards support this, and it is an unofficial standard. Again, I will use the same XML to demonstrate this. Using this method, you use the unofficial or you can embed a remote file.  
  
To embed data straight into the file you use the folloing format:  
  
<xml id="emails">  
XML code goes in here but without first declaration line  
</xml>  
  
To embed XML from a remote file use:  
  
<xml id="emails" src="emails.xml">  
</xml>   
  
As you will have noticed, you must give an ID to your XML.  
  
Now you have got the XML data into the file, you can format it by normal HTML, but using tags to insert particular fields. This is an example of formatting the e-mail file:  
  
<html>  
<body>  
  
<xml id="emails" src="emaildata.xml"></xml>  
<table bgcolor= "#EEEEEE" border="0" datasrc="#emails">  
<tr bgcolor="#CCCCCC"><td>To: <span datafld="to"></span></td></tr>  
<tr bgcolor="#CCCCCC"><td>From: <span datafld="from"></span></td></tr>  
<tr bgcolor="#CCCCCC"><td><b>Subject: <span datafld="subject"></span></b></td></tr>  
<tr><td><span datafld="body"></span></td></tr>  
</table>  
</body>  
  
Although I used the same XML data for this as for all the others, I removed the <header> item as the data objects only appear to work on the first level of the document.

**XML Data Model**

The data model for XML is very simple - or very abstract, depending on one's point of view. XML provides no more than a baseline on which more complex models can be built. All those more restricted applications will share some common invariants, however, and it is those that are given below.

Think of an XML document as a linearization of a tree structure. At every node in the tree there are several character strings. The tree structure and the character strings together form the information content of an XML document. Almost everything will follow naturally from that. Some of the characters in the document are only there to support the linearization, others are part of the information content..

## A tree and a graph overlaid

The main structure of an XML document is tree-like, and most of the lexical structure is devoted to defining that tree, but there is also a way to make connections between arbitrary nodes in a tree. For example, in the following document there is a root node with three children, but one of the children has a link to one of the other children:

<p>

<q id="x7">The first q</q>

<q id="x8">The second q</q>

<q href="#x7">The third q</q>

</p>

The tree corresponding to this document can be visualized as follows:

![tree of an XML document](data:image/gif;base64,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)

The last q has an `href' attribute and it points to an element with an `id.' In this case the first q has an id with the same value as the href (minus the `#'), so the third q points to the first. (Note that this is a generalization of a similar mechanism in HTML

**Schemas and validation**

In addition to being well-formed, an XML document may be valid. This means that it contains a reference to a [Document Type Definition (DTD)](http://en.wikipedia.org/wiki/Document_Type_Definition), and that its elements and attributes are declared in that DTD and follow the grammatical rules for them that the DTD specifies.

XML processors are classified as validating or non-validating depending on whether or not they check XML documents for validity. A processor that discovers a validity error must be able to report it, but may continue normal processing.

A DTD is an example of a [schema](http://en.wikipedia.org/wiki/XML_schema) or grammar. Since the initial publication of XML 1.0, there has been substantial work in the area of schema languages for XML. Such schema languages typically constrain the set of elements that may be used in a document, which attributes may be applied to them, the order in which they may appear, and the allowable parent/child relationships.

**DTD**

Main article: [Document Type Definition](http://en.wikipedia.org/wiki/Document_Type_Definition)

The oldest schema language for XML is the [Document Type Definition](http://en.wikipedia.org/wiki/Document_Type_Definition) (DTD), inherited from [SGML](http://en.wikipedia.org/wiki/SGML).

DTDs have the following benefits:

* DTD support is ubiquitous due to its inclusion in the XML 1.0 standard.
* DTDs are terse compared to element-based schema languages and consequently present more information in a single screen.
* DTDs allow the declaration of [standard public entity sets](http://en.wikipedia.org/wiki/SGML_entity) for publishing characters.
* DTDs define a *document type* rather than the types used by a namespace, thus grouping all constraints for a document in a single collection.

DTDs have the following limitations:

* They have no explicit support for newer [features](http://en.wikipedia.org/wiki/Feature_%28software_design%29) of XML, most importantly [namespaces](http://en.wikipedia.org/wiki/XML_Namespace).
* They lack expressiveness. XML DTDs are simpler than SGML DTDs and there are certain structures that cannot be expressed with regular grammars. DTDs only support rudimentary datatypes.
* They lack readability. DTD designers typically make heavy use of parameter entities (which behave essentially as textual [macros](http://en.wikipedia.org/wiki/Macro_%28computer_science%29)), which make it easier to define complex grammars, but at the expense of clarity.
* They use a syntax based on [regular expression](http://en.wikipedia.org/wiki/Regular_expression) syntax, inherited from [SGML](http://en.wikipedia.org/wiki/SGML), to describe the schema. Typical XML APIs such as [SAX](http://en.wikipedia.org/wiki/Simple_API_for_XML) do not attempt to offer applications a structured representation of the syntax, so it is less accessible to programmers than an element-based syntax may be.

Two peculiar features that distinguish DTDs from other schema types are the syntactic support for embedding a DTD within XML documents and for defining *entities*, which are arbitrary fragments of text and/or markup that the XML processor inserts in the DTD itself and in the XML document wherever they are referenced, like character escapes.

DTD technology is still used in many applications because of its ubiquity..

**Use on the Internet**

XML has come into common use for the interchange of data over the Internet. [RFC 3023](http://tools.ietf.org/html/rfc3023) gives rules for the construction of [Internet Media Types](http://en.wikipedia.org/wiki/Internet_media_type) for use when sending XML. It also defines the media types application/xml and text/xml, which say only that the data are in XML, and nothing about its [semantics](http://en.wikipedia.org/wiki/Semantics). The use of text/xml has been criticized as a potential source of encoding problems and it has been suggested that it should be deprecated.

[RFC 3023](http://tools.ietf.org/html/rfc3023) also recommends that XML-based languages be given media types beginning in application*/* and ending in *+*xml; for example application/svg+xml for [SVG](http://en.wikipedia.org/wiki/SVG).

Further guidelines for the use of XML in a networked context may be found in [RFC 3470](http://tools.ietf.org/html/rfc3470), also known as IETF BCP 70; this document is very wide-ranging and covers many aspects of designing and deploying an XML-based language

**XML as data type**

XML is beginning to appear as a first-class data type in other languages. The [ECMAScript for XML](http://en.wikipedia.org/wiki/E4X) (E4X) extension to the [ECMAScript](http://en.wikipedia.org/wiki/ECMAScript)/JavaScript language explicitly defines two specific objects (XML and XMLList) for JavaScript, which support XML document nodes and XML node lists as distinct objects and use a dot-notation specifying parent-child relationships. E4X is supported by the [Mozilla](http://en.wikipedia.org/wiki/Mozilla) 2.5+ browsers and Adobe [Actionscript](http://en.wikipedia.org/wiki/Actionscript), but has not been adopted more universally. Similar notations are used in Microsoft's [LINQ](http://en.wikipedia.org/wiki/LINQ) implementation for Microsoft .NET 3.5 and above, and in [Scala](http://en.wikipedia.org/wiki/Scala_%28programming_language%29) (which uses the Java VM). The open-source xmlsh application, which provides a Linux-like shell with special features for XML manipulation, similarly treats XML as a data type, using the <[ ]> notation. The [Resource Description Framework](http://en.wikipedia.org/wiki/Resource_Description_Framework) defines a data type rdf:XMLLiteral to hold wrapped, [canonical XML](http://en.wikipedia.org/wiki/Canonical_XML).

**XML Parsing Methodologies**

**SAX (Simple API for XML)**

**SAX** (**Simple API for XML**) is an event-based [sequential access](http://en.wikipedia.org/wiki/Sequential_access) [parser](http://en.wikipedia.org/wiki/Parser) [API](http://en.wikipedia.org/wiki/Application_programming_interface) developed by the XML-DEV mailing list for [XML](http://en.wikipedia.org/wiki/XML) documents.SAX provides a mechanism for reading data from an XML document that is an alternative to that provided by the [Document Object Model](http://en.wikipedia.org/wiki/Document_Object_Model) (DOM). Where the DOM operates on the document as a whole, SAX parsers operate on each piece of the XML document sequentially.

## Definition

Unlike [DOM](http://en.wikipedia.org/wiki/Document_Object_Model), there is no formal specification for SAX. The [Java](http://en.wikipedia.org/wiki/Java_(programming_language)) implementation of SAX is considered to be [normative](http://en.wikipedia.org/wiki/Normative#Standards_documents). It is used for state-independent processing of XML documents, in contrast to [StAX](http://en.wikipedia.org/wiki/StAX) that processes the documents state-dependently.

## Benefits

SAX parsers have certain benefits over DOM-style parsers. The quantity of [memory](http://en.wikipedia.org/wiki/Memory_(computers)) that a SAX parser must use in order to function is typically much smaller than that of a DOM parser. DOM parsers must have the entire tree in memory before any processing can begin, so the amount of memory used by a DOM parser depends entirely on the size of the input data. The memory footprint of a SAX parser, by contrast, is based only on the maximum depth of the XML file (the maximum depth of the XML tree) and the maximum data stored in XML attributes on a single XML element. Both of these are always smaller than the size of the parsed tree itself. Because of the event-driven nature of SAX, processing documents can often be faster than DOM-style parsers. Memory allocation takes time, so the larger memory footprint of the DOM is also a performance issue.

Due to the nature of DOM, streamed reading from disk is impossible. Processing XML documents larger than main memory is also impossible with DOM parsers, but can be done with SAX parsers. However, DOM parsers may make use of [disk space as memory](http://en.wikipedia.org/wiki/Virtual_Memory) to sidestep this limitation.

## Drawbacks

The event-driven model of SAX is useful for XML parsing, but it does have certain drawbacks. Certain kinds of [XML validation](http://en.wikipedia.org/wiki/XML_validation) require access to the document in full. For example, a [DTD](http://en.wikipedia.org/wiki/Document_Type_Definition) IDREF attribute requires that there be an element in the document that uses the given string as a DTD ID attribute. To validate this in a SAX parser, one would need to keep track of every previously encountered ID attribute and every previously encountered IDREF attribute, to see if any matches are made. Furthermore, if an IDREF does not match an ID, the user only discovers this after the document has been parsed; if this linkage was important to building functioning output, then time has been wasted in processing the entire document only to throw it away.

Additionally, some kinds of XML processing simply require having access to the entire document. [XSLT](http://en.wikipedia.org/wiki/XSLT) and [XPath](http://en.wikipedia.org/wiki/XPath), for example, need to be able to access any node at any time in the parsed XML tree. While a SAX parser could be used to construct such a tree, the DOM already does so by design.

**Document Object Model(DOM)**

The [Document Object Model](http://en.wikipedia.org/wiki/Document_Object_Model) (DOM) is an [interface](http://en.wikipedia.org/wiki/User_interface)-oriented [application programming interface](http://en.wikipedia.org/wiki/Application_programming_interface) that allows for navigation of the entire document as if it were a tree of [node](http://en.wikipedia.org/wiki/Node_%28computer_science%29) [objects](http://en.wikipedia.org/wiki/Object_%28computer_science%29) representing the document's contents. A DOM document can be created by a parser, or can be generated manually by users (with limitations). Data types in DOM nodes are abstract; implementations provide their own [programming](http://en.wikipedia.org/wiki/Programming) language-specific [bindings](http://en.wikipedia.org/wiki/Language_binding). DOM implementations tend to be [memory](http://en.wikipedia.org/wiki/Memory) intensive, as they generally require the entire document to be loaded into memory and constructed as a tree of objects before access is allowed.

The Document Object Model (DOM) is a [cross-platform](http://en.wikipedia.org/wiki/Cross-platform) and [language](http://en.wikipedia.org/wiki/Programming_language)-independent convention for representing and interacting with [objects](http://en.wikipedia.org/wiki/Object_(computer_science)) in [HTML](http://en.wikipedia.org/wiki/HTML), [XHTML](http://en.wikipedia.org/wiki/XHTML) and [XML](http://en.wikipedia.org/wiki/XML) documents. Objects in the DOM tree may be addressed and manipulated by using methods on the objects. The public interface of a DOM is specified in its [application programming interface](http://en.wikipedia.org/wiki/Application_programming_interface) (API).

The XML DOM defines a standard way for accessing and manipulating XML documents.

The DOM presents an XML document as a tree-structure.

Knowing the XML DOM is a must for anyone working with XML.

## XML DOM Tree Example

![DOM node tree](data:image/gif;base64,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)

**Data binding**

Another form of XML processing API is [XML data binding](http://en.wikipedia.org/wiki/XML_data_binding), where XML data are made available as a hierarchy of custom, strongly typed classes, in contrast to the generic objects created by a [Document Object Model](http://en.wikipedia.org/wiki/Document_Object_Model) parser. This approach simplifies code development, and in many cases allows problems to be identified at compile time rather than run-time. Example data binding systems include the [Java Architecture for XML Binding](http://en.wikipedia.org/wiki/Java_Architecture_for_XML_Binding) (JAXB) and XML Serialization in .NET.

**Real World Usage**  
It doesn't improve the look of your web page and the lack of browser support means that you can't use it as an alternative to a server-side database. There are uses which have been developed, though, although it will take a lot more development to make XML a mainstream language.  
 XMLNews is a system which allows news stories to be stored as XML. By using tags like, and web pages and software systems can be developed which will take the XML data and will output it as a correctly formatted web page. In fact, the same story could be displayed on a WAP phone, news website, headlines news ticker, news e-mail, SMS message or in a piece of software, all from the same source file. As you can see, this creates a huge benefit, as a story can be written once by a journalist, but distributed around the world in many different formats. You can find more information at XMLNews.org.

**The Two Problems**  
There are two main reasons for the development of XML:

* Computers do not understand the information placed in them. For example there is no way for a search engine, or any other computer, to know that this is page contains the introduction part of an XML tutorial. All it is a collection of letters and numbers, with HTML formatting around it. The computer cannot even tell what on this page a heading is, what text is and what is an advert. This is the main problem which XML was designed to overcome. If a page or document is written in XML, a computer can understand exactly what it is about. As will probably be obvious, this has very major implications for search engine technology. If a search engine knew exactly what was on a page, it would be able to instantly provide the exact results a person was looking for, with no inaccurate matches and no half-relevant pages. This is just the revolution the over-bloated web needs.
* Web pages are not compatible across different devices. One of the major difficulties that web designers have today is that people are now accessing the pages from a variety of different devices. PCs, Macs, mobile phones, palmtop computers and even televisions. Because of this, web designers must now either produce their pages in several different formats to cope with this, or they must cut back on the design in order to have the page compatible across the different formats. Because XML is used to define what data means and not how it is displayed, it makes it very easy to use the same data on several different platforms.

**CONCLUSION**

Although XML still has a long way to go to become a mainstream programming language, it has great potential. XML is a new type of language which has been developed for the web which is different to any other type of scripting or programming language available before. Instead of being concerned with the processing and display of data, XML's primary purpose is to tell the computer what data entered actually means.
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