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**Original Approach:**

**Introduction:** The Caesar Cipher is one of the simplest and oldest encryption techniques, named after Julius Caesar, who reportedly used it to secure his military communications. This method is a type of substitution cipher, where each letter in the plaintext is replaced by a letter a fixed number of positions down the alphabet**.**

**How It Works:**

1. Shift or Key: The core concept of the Caesar Cipher is the shift or key, which determines how many positions each letter in the plaintext will be moved. For example, with a shift of 3:
   * A becomes D
   * B becomes E
   * C becomes F
   * ... and so on, wrapping around the alphabet so that Z becomes C.
2. Encryption Process: To encrypt a message, you take each letter of the plaintext and shift it according to the key. Spaces and non-alphabetic characters remain unchanged. For instance, the plaintext "HELLO" with a shift of 3 would be encrypted to "KHOOR".
3. Decryption Process: To decrypt the message, the process is reversed. Each letter is shifted back by the same number of positions. Using the previous example, "KHOOR" would be decrypted back to "HELLO".

**Example:**

Let's consider the plaintext "ATTACK AT DAWN" with a shift of 3:

* A → D
* T → W
* T → W
* A → D
* C → F
* K → N
* (space remains unchanged)
* A → D
* T → W
* (space remains unchanged)
* D → G
* A → D
* W → Z
* N → Q

Thus, "ATTACK AT DAWN" becomes "DWWDFN DW GDZQ".

**Source Code:**

import random

def encrypt\_caesar\_cipher(text, key):

alphabet\_upper = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

alphabet\_lower = 'abcdefghijklmnopqrstuvwxyz'

result = ""

for char in text:

if char in alphabet\_upper:

P = alphabet\_upper.index(char)

C = (P + key) % 26

result += alphabet\_upper[C]

elif char in alphabet\_lower:

P = alphabet\_lower.index(char)

C = (P + key) % 26

result += alphabet\_lower[C]

elif char.isspace():

result += " "

return result

def decrypt\_caesar\_cipher(text, key):

alphabet\_upper = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

alphabet\_lower = 'abcdefghijklmnopqrstuvwxyz'

result = ""

for char in text:

if char in alphabet\_upper:

C = alphabet\_upper.index(char)

P = (C - key) % 26

result += alphabet\_upper[P]

elif char in alphabet\_lower:

C = alphabet\_lower.index(char)

P = (C - key) % 26

result += alphabet\_lower[P]

elif char.isspace():

result += " "

return result

plaintext = input("Enter the text to be encrypted: ")

key = random.randint(1, 25)

encrypted\_text = encrypt\_caesar\_cipher(plaintext, key)

print(f"Encrypted Text: {encrypted\_text}")

decrypted\_text = decrypt\_caesar\_cipher(encrypted\_text, key)

print(f"Decrypted Text: {decrypted\_text}")

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcgAAABFCAYAAADO+HZYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABbCSURBVHhe7Z09aBzJtoDPe/HARQ7McI0TMyAkhB0scmYQMmtlXuwJzN54wcjJagMHayMWY+wNNlhvomFB8S4b2JdVZpkVAmcWDmyMhEEoMQbhwEomf++cqlPdVf1b3V3TnhmdD8bWzPR0/XRXnZ86Xed//jXz7/8DQRAEQRAc/pf/FwRBEATBQgSkIAiCIGQgAlIQBEEQMhABySw9/gP+efEE7vB74csh12LMWfoJ/n6xBb+v8ntBmFJGKCC/g99xEP39+Aq//9Kc5vqEKmvc+lAoRq6XIDTBFZCrT1Bz38p8ibYoCEIrRPPQH/DzEn9GFMxP+vWH1zHZ50x8bqE9GvY5Yu/GnQG+/+9P4PzUnDP5uQ8N2p5XfxetNKV+n1fXnPqodud6eXQZdllJ+ZHZb2NIpgV5+Ow6XP3afd0e8JeCIAgj5M7FCzgJvYZXww7MX7Os38GaNSf9gt/jZ4db1mf/8Trmx111NkVuWYor8PN/t2B9EeDVI/N7er2DS4Pv+JgkKBRu0jmxzBsPwCrKiyZtt9tVxnDvF+u3eD74CtYzhGxeffZPqAKeDIfQvTb+wjCLyi5WpU0pye9qIsaNE2tb16GH7zuLd6Nj7OM0+gaMv8/SmvRnWmMxL//1qWr1IbLbFVNS5xLC9Y+pZ7L8+PPqbc+m2nnc/qvaPy6jvRYxxedR7S+45x2Smr49kZbdz/zbrPPaGntZfcLdY4bENb3/FXT4Gxc+rpFl8B1cwkofvn0Azw+G0JlbHuHEWlzW0uNVuNwZonBMCp9NuL26yX/bUF9inw9fw8PM78tos+02L+HHG1twiFf18vf2tQtUn+P3sA+zsNJOY4JSbw2yQ9rGMnw2WtWzIzUIyYzevfcf1kqow5OaynX45t5LfQ41mO7C5eNYC3q4B3D5fnKA4kW7vwV9MMeR9nQB+p6D0L8+BJ4XJxUwFrRq16pVH9865xOuf3CQPnoNeNvC5VvxJHxnQJOiHtTV2p6P93nUBH8dutb3us41XPTDs7CSuhb6HtM0vxYaz/MU3PMGJcTQenA8MG8XEm3Pv59h8FRZBumJSE9UcPgONvQHXJ/s/gk6BlVAjntNr6r7LoPVBSWQodNgMlTnOII3A2zH9nsYNjlXGYVlXYGVOVQDhu/huadlpgXqETytYTkq2mx7ik34c49uPqvMgvrsfviE/56F8171+4gCFu8ra56aFGoH6Rw+s7SqwTs1ELvnMzTqHJYeL6vOf2ppWrv3BsqUT3akGuDRcS+VNgOdGZjnT0JCk1vkTlbtil0LVercFK+ydh/ANzgxQu+6noRRQPVJ47OvTWug9nxNu5ZswavrjFWs6mLpdODYuRZaeJjzhLoWVc5TeM+jIFlRfZ9YjhispZYn8u7nO9HfiYlRTVSo9PwV15Fw71Xun4th237nFlqLaBH96qNMcZ9UESpJtEuPFYHdj3Bsjb/QFJa1tAzzJB8PdvyEHY497Ypdi5WYirTZ9nw6cGZO/1WlPko5NN6SpXPQTahQu/d24LC34O35GxcyBWTvJrtSoldSK9daRX1YO7M1YsVL+HCM/3XPOZPp8Qd3cGoNuf6NmE9Ru6rVuRkVysIJ+CnOSuqa8dpHckJuBTOhnLznDwx1FZrkteC243l2g12LKucpvueXrs3i9OE3LoruZ6WpJyYiNVGlhE5O/wRsu7FcvYUEeTXIwqxrQXF5h2+NwN6EN3hvj8bVGLAssuZx7A33Bg0U0zbbno22Cg0l9Tk4sUSgPhYKBSBZqGdhJWtZYozxDNIJbZHMwhkcm2T5uIJ4S1lA40mbda5W1saqdqXRpGlbA1+C5OQf4+uOyScODAh1LcJd0/kZPNHwBPb5fW12H8BzZ2LkiWq7rtDJYwzHIFvKnw/4PbLx9kgJoG8dN3UAQpZFa44ZLvdKtNn2HJbOn+W/EK/6sLVJx6pAngtwKfrOFrYaUv5gsT9RVmRtF2sz3sNnmuucKCzrVVsDHSVt1rlKWSYw4AgOK6zNts8n+NCwg4wQCnctwl1TJbwDuf31RMRuVjVR+Vmm1Shve9soSxknXVqjjQQ2eUWQKq5jH0rLUi5FPMLXghuswcO9IfRuVl0D17TZ9jzU+OJ7zbd/CDrWBPKo7+Zm8JcZKOXPFqLjzwgFpB6AnZlZfm9T1R0UgqL6+BC6zmH6J4q0+20Nbm9rDe+HlBujadsNBefZ3YF9/C49mPNceVVhN87xR/wn1LUId021eyrQ4FfridrNqiYqr77T/eO6Q5veY9m/V+uS/LcLBf3gRFpLSeP6JwKK6EVLCMXuu6r4lKVdilUCjqL12/v+UfaaNtueA6+h63utvD6G7vmf8FgtVNXyQEldSflrS+CHYIQCkgdgbzlTo9r46zUMcTJfz32eKDTF9fEhbJ0D9I8KDOjEax+8HulG3hLN264pOs9L+JEEdI8DhphIgCcCTKqio3NjF3KoaxHsmpogmaQFgdeouttNr9uSy67f8+s70z/PnWCapvcYrx9bv6dHSPrdobX+ZKGsXaSCUIlgl97+dtpFryzqUMoH4VmWXroggZe0ClERyOwz87gERcNXEJJttj0LilRWj+7w+PKoT8TcLPSMAqeU5Auwcu0sSlfy9GRA46S7DCtdfj/meAbp1NtJZ2OVQthdMz16BosiMCkMPWMNpLYfv4TC+vgQuM6N+oduauXycCfFvEHduO1M4XnoYeZnqCFa98/64id4WnENWweq0CQTn6fffQ0P7cCsUNci2DWlyZE0bLdv/rn4rlbQlO4DJDcitKR/mKZjkAKI7Datz+zA1Rs7kXvNoUEUq7KU837H5w1lefiXpYOOUtf0xQK8yV3rN49f+QvJNttuIOUrag8KR4oYN4FiPvWJvAsdVNCjwDxW7PCzfOgY+h2/HXMkYbIgjCOs1cPeL6nnVcmK04rHKCK5BUEwfKEgHUEQijCPjbguU0EQ2kQEpCCMG7y2fPhMLERB+JKIgBSEMSHaQ/Wm3q7ui2z4IAhChKxBCoIgCEIGYkEKgiAIQgYiIAVBEAQhAxGQgiAIgpCBCEhBEARByEAEZFPoge4X9XbSEQRBEMaXUyQg9UbKdbZXm3xOc9sFQRDq4T7msfokSmmSZPKfyyIhcR26GVt3NYK3BHOy3xdR0MeaIbx6FDr/5ojabmPaRemTnH0qKR3XXb1hedQuXR+1sTWTvr8KjvEo6+rXA/6bv0qifgu5/UIZ0vu9I7/t3IK33ZPoXkrcMz798+wT/zYPfc4Pt3ifVzv1lzk/5UGskBJMECaNTAuSBmwyzclkC8cxgjb0jvqVNpLGz2giiz4LLRxbgvPhUTYP21LV2TzonuJ20eTKQsm0WefRsyzcsmM8yjKbh5vfR69nlI0AJ/+G2UUcQra9AjoVFiWq1amxInz6p/Z9iALeCF8RjsKUU9nFqnb7UPneSBM2u9vnDHA1IcTH/GOniFHf6YwTpK3Hx/EO+PzbrPPq4/VxZfWJdidhrd3Zxd46TkMadvydqZ+LWw7thJ9npDSnqD6mHhmpePjzam0n+Lc1ky7rfHhUDqfbQuv6h0WakbdYwcL2XNOWx6+WxaYzRtDv+viu/Bi67uVlZYHtw8k9Sg8WkBBt906PpNA5+0yi2mRi33r9Uwbdj3gvkeWYm81CEKaHemuQlEPuxTJ8fsTaJmrlNPnagSpKiOFk5FijbxcSwSw6jUwfjOZKmqzOim/y66UzeuuJwUkiq+pzHcCUZdWHJiB9bkoDhfOTpb3TK3atkXC4C5ePYy364R5g/SwBRO7UhAVwVaW2GQVl9TFpdbAPb8WKh84LqN1j/m1nmuTzU6DV9hvX6fsn8Pv3Vo45YmkZ5mmO3k5bHlGeOY9jdG68krIyUH2TEFDhaN72Sjn/1LWyEtWmrln1/ilDW6B4DrEchVNC7SCdyG1EcI6w7nm2SFCQUHbq1NrKYC2lvapJOxq0nKC1M4PatPk7MfA5mWfSReaUZZLXVsihtvR4WU049gQSZQhnAaQyqY9sgnXxqY/K50cuwx4nKUaru6/6vaab1uR6q5HPLwLr9Cu59zoXoEcCwdpwW2eoGMLnA/7A5uAEv/E7JrrPCspKYe7JDAEVjIZtj9rlgXavmkS1H+EYz+64WYkq/VMG3lvri4CKV4NzCMKEkSkg0wmTk248rbnmYVL1FB1jOP7gChtt9ehBqJPGugM/O5lnsizOpN495+kqvAIrczSDWFapIj6PsVyHBzstaM/l9YnahUoHuejUNeO1ofouNJ0gtunaUpTsN08gBMSvrCvwM1lQOX2TdD3TixSNOrTTduNeNcrTJrzBeyDtbQlUH/LQjMg1LQjjjGeQTjWLZH4GJ/fhCezz+9qgBvzcGfg8MQS3AmbhDFaZLLFQE2UzqtVnY1W7UElRaOJCCwMLI/U3ufeS65kdODPHf+bicwxRVpYmcg3m9E3S9UwvUjqqE6LtHrAXxRZ4yk2Lguxbx03r1z+l0JpjxjKKIEw7tV2sReyfkFtnBub5fRP0wGc3q7XuEpb38JnUbLQwkhOleqFF1S7l9YkVBJwEVeDEERzy+m2tSTAQJlKShI4SMjhp/8DBQLsfPqn/M5mbURO5zzHG61BUVsx38O1iB495OnLXYNO2J70peSgvCgm8+5byRN4DxF5W8OsfTzgytncz6U0ShOllJAJSTwYVgw7yUOuJ2s3qrLsUkuUO1UKnMzPL7218XLLZv1frkvx3OPxdxHoSHMKr39bg9ra2ItKTYFHbbZpFsUaRkrxOayzbKJKS1zjTa8Mo5DnC0+eYP0lBKiuLGW1gjkWAtqt2lcL3dp7V21vQ0bCe/VOFaA38PkeaC8KUMxIBGQXJJLXN1Sc1XDQ6WIfcO/2e3/NrOpLzCJ47kyILnd5y5gSx8ddrGKJwWbcfRXHgoCHr9/QYRb875DWesJTXB1GBE2Qd8doQr0emJ8Hitkc0imI17jwS1sbC3YTb6rlDnFRVYNEm/ElBI3nP522TpV5+zK5XWUgbgTmKMG33qiO7V/e30wLfRMNu+PZPZejZUhK0F6BvHscShCnGM0in6l6jNJBIoyVt0zrPxXe1AkiiQIPc6EoasHE5auePjB1QNlbpMRK3TtFktfsAvqHHITLW/UzbKYDIbtP6zA5cvbEDJHuCU1YfnPz/Vm41VxHQlgLV0VVOCttuaBDFemegd61JBXKw0DaCQQVh8XqWqYeOjoyjkMuO8SkrFlrZ9zNZyaEI2fYysoPUGL5+vvWpBwpa9XiRCElh+nG3mhtXSBjc/wpgL70lGFlx64uf/LYEE8YIFGC07RkUbVfmc8wkMq3tEoTpYjQu1sCYx0Zcl6kw2byEH3nNNIq8JEXIWf/0OWYSmdZ2CcJ0Mf4WJG05xzvyZLmhxIKcbPT1I0eoJus6+xwziUxruwRhWhhbAWlPHkUThwhIQRAEYRRMxhqkIAiCILTMRKxBCoIgCELbiIAUBEEQhAxEQAqCIAhCBiIgBUEQBCEDEZBNoefXXlTdaUgQBEEYd06RgNQbcdffYmuSOc1tFwRBqIf1mAdNorTJd4LhtGyHpdvXzdiurhG8Dd6x70PevPFBPkN49aha/s1yRtT2PKI2Jtri0farzz5V65+8siySD+SrvJn83OydAe/da9/j5px17v0Gbfe77hXHaU59VLt7cT+46DJuf70VlZV8Fjmz3wRhykhZkG4anV/gFXwF6y8kB1wwBmtu/9Iu7E7eR59JcrzRacleq83RKU1ZhEfbq/ZPblkK2vM03hA8Psc7uJSbJQWFAwkUKrPG5N+k7VWuu+84zauPytnqy3AI3WuyDZ5w+ihxsZr0Np1ENnI98cTZEXIEKGmv0TH4sicl9Z3+HWmj8XGcIYB/m+UW1Mfr48g60PkLSeuNz2N+p75Xn2lN2M6kYB+n8WmXW84/aD3atklYiupj6pGsY/x5tbYT/NtGe4LqfIWHbx/oNGVzyyOcWIvLinJlpiyzTbi9mpU2jfob+4qssczvy2iz7TZ54zRQfY7fwz7USYEmCJONxxok57GLcgTSJHoXLh/H2u/DPUilV1JCDDVxcs1Emu7bhUQwi06/1AdzLtKsdVZ8k1MyPaj1oHcSJ1PeRBQCYMrilEJUlkoxpM5NE0hS875uuRw92qUCcrSrMjqHSv0zCsrqY9IOYR9a+f10LkwtFPzbzjTKB8mocxzBmwH2PaUpa3KuMgrLugIrc6i6VEjdpQXqETyt6zZss+0pkuMUKaiPTmp+Fs571e8jCli892rnkRSEyaRCkE4HzszRJLKsBt1TS8OOMo0nE9Um1+UGa6l1OjVpR+fipMSdGbQOzd+JSUYNehQAicTJTlkmYXMqe3s+Pu26cwutRc7QPmq8+plyRlIS3N51rXig1d1X/V7TTdsgH6RBu/RYedn9CMd436Rdn2EoLGtpGeZJPh7s+Ak77Dvtiq2/p2+bbc9Hj1OiSn2UQms8PEvnoJtQ+3bv7cBhb0HyPwqnCi8BqbVNQAHEWrltvSk4Y333nLL2THoq0lzLOP7gChtt9ehJSidKdge1GvSpCTxZllufcsrbZSxX7wm3EX79rEClg5LgqqTAvHbmFSyUCVqlZF3WDrwwLj0j1DfhDdZtNK7GgGWRBwL7LpVguBJttj0bM041JfU5OLFEoD4WCgUgWahnYUUioYVThJeAXDp/lv+ahTM4b5PFYq9l0YssF8P8DKnuJ7DP72uDFtJzZ5LhQb8dOnLOr13tUa0+G6vahaqiM2utnQWCrfvPB/we2XibyHsYipBl0Zqj5ZavRZttzyEep4hXfdjapGNVIM8FuBR9ZwtbDSmssNgXK1I4NXgJSCXwcPIFeA+fSe10ou+sF1seKkKuMwPz+HdT9KBmN6sa9H6WaTXK29Uufv2sMYElR3DI67dtWSxJlHWPky6tK0dCXT1igLK+grvbh9KylEsRj/C14NASf7g3REs8GfTkR5ttz8OMUxofvv1D0LEmkEd9NzeDv8xAKay2EBWE6aZcQPJ6Irn7fF2X2tUTaCCp9UTtZlWDPuV2zEJbmq47VAudzswsv7fxaVf279W6JP8dDn8XcRSp+dsa3OYs9T+k3GBFbbdpEsXKfZ4IBKIXuYCL3XdV8SlLuxSrBBxFa7z3OZLamzbbnoM1Tjc86mPonv8Jj7UCeUrqSgprWwJfEL40xQKSH4Kn9UTjutv46zUMcRJez32ODDFBMkltfPVJDReWDtYh91e/lw7OyUJHch7BcyeYhoVObznTQihvFwcNWb+nxyj63aG1lhMOr35WgSWdeO2M1yM7i6uJNha3PUJZ6EgFoRLBLr397XQAk/IChFKYCM+ytOuZBF7SKkRFILNfzeMSaImbx418aLPtWSTHqUd9IuZmoWeUzt0d2B9egJVrZ1G6nqivU9DY7i7DSpffC8IUkxKQzrNyvEOMCZpRUOQkPTaQsT4WCz+aaEhbTbh4Lr6rFUCig3WQ3OhKmtDictQOHxk7hGys0mMkbp2iZwE92kUBRHab1md24OqNnchVFZSy+tCkqFxmriKQJxQK225oEMWqrPu83/F5Q1ke/mXpoKPUffhiAd7krtWax2f8hWSbbTcUjVOf+kRehQ4qWCfv1SdGCaTP8qFj6Hf8VhCmGGuruTGGNWTYS2+VprcR+5SzZZYgCIIg1MMrSOdLYx4bcV2mgiAIgjA6xl9A8jrb4TOxEAVBEIT2GFsBGe0jelNvV1f/4XdBEARBqM5krEEKgiAIQstMxBqkIAiCILSNCEhBEARByEAEpCAIgiCkAPh/kx+Jz7sGjyYAAAAASUVORK5CYII=)**

**Revised Approach:**

**Introduction:**

The provided code implements a modified version of the **Caesar cipher**, which is a type of substitution cipher where each letter in the plaintext is shifted by a fixed number of positions down the alphabet. This implementation enhances the basic Caesar cipher by introducing a dynamic key that varies based on the position of each character in the text.

**Drawbacks of the Caesar Cipher:**

1. **Simplicity**: The Caesar cipher is relatively easy to break, especially with modern computational power. A brute-force attack can try all 25 possible shifts quickly.
2. **Frequency Analysis**: Since it is a substitution cipher, the frequency of letters in the ciphertext will still reflect the frequency of letters in the plaintext. This makes it vulnerable to frequency analysis attacks.
3. **Limited Key Space**: The key space is limited to 25 possible shifts (for the English alphabet), making it less secure compared to more complex ciphers.

**Improvements Over Basic Caesar Cipher:**

The provided code improves the security of the basic Caesar cipher by:

* **Dynamic Key Usage**: Instead of a fixed shift, it uses a key that varies based on the character's position, making it harder to predict the shifts.
* **Random Key Generation**: The use of a randomly generated key adds layer of complexity, as the same plaintext will encrypt to different ciphertexts each time.

**Example:**

Let's use the example text "ATTACK AT DAWN" to illustrate how the code works.

1. **Encryption Process:**

* **Key = “1234567890”**
  + For each character in "ATTACK AT DAWN":
    - A (index 0):
      * K = int(key[0^2 % len(key)]) = int(key[0]) = 1
      * New index: (0 + 1) % 26 = 1 → B
    - T (index 19):
      * K = int(key[1^2 % len(key)]) = int(key[1]) = 2
      * New index: (19 + 2) % 26 = 21 → V
    - T (index 19):
      * K = int(key[2^2 % len(key)]) = int(key[4]) = 5
      * New index: (19 + 5) % 26 = 24 → Y
    - A (index 0):
      * K = int(key[3^2 % len(key)]) = int(key[9]) = 9
      * New index: (0 + 9) % 26 = 9 → J
    - C (index 2):
      * K = int(key[4^2 % len(key)]) = int(key[16]) = 6
      * New index: (2 + 6) % 26 = 8 → I
    - K (index 10):
      * K = int(key[5^2 % len(key)]) = int(key[25]) = 5
      * New index: (10 + 5) % 26 = 15 → P
    - Space: remains as " ".
    - A (index 0):
      * K = int(key[6^2 % len(key)]) = int(key[36]) = 6
      * New index: (0 + 6) % 26 = 6 → G
    - T (index 19):
      * K = int(key[7^2 % len(key)]) = int(key[49]) = 9
      * New index: (19 + 9) % 26 = 2 → C
    - Space: remains as " ".
    - D (index 3):
      * K = int(key[8^2 % len(key)]) = int(key[64]) = 4
      * New index: (3 + 4) % 26 = 7 → H
    - A (index 0):
      * K = int(key[9^2 % len(key)]) = int(key[81]) = 1
      * New index: (0 + 1) % 26 = 1 → B
    - W (index 22):
      * K = int(key[10^2 % len(key)]) = int(key[100]) = 0
      * New index: (22 + 0) % 26 = 22 → W
    - N (index 13):
      * K = int(key[11^2 % len(key)]) = int(key[121]) = 1
      * New index: (13 + 1) % 26 = 14 → O
  + Encrypted Text: "BVYJIP GC HBWO"

1. **Decryption Process:**
   * The decryption function will reverse the process using the same key, yielding the original text.

**Source Code:**

import random

def encrypt\_caesar\_cipher(text, key):

alphabet\_upper = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

alphabet\_lower = 'abcdefghijklmnopqrstuvwxyz'

result = ""

for i in range(len(text)):

char = text[i]

if char in alphabet\_upper:

if char != ' ':

C = alphabet\_upper.index(char)

K = int(key[i \*\* 2 % len(key)])

P = (C + K) % 26

result += alphabet\_upper[P]

else:

result += " "

elif char in alphabet\_lower:

if char != ' ':

C = alphabet\_lower.index(char)

K = int(key[i \*\* 2 % len(key)])

P = (C + K) % 26

result += alphabet\_lower[P]

else:

result += " "

else:

result += char

return result

def decrypt\_caesar\_cipher(text, key):

alphabet\_upper = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

alphabet\_lower = 'abcdefghijklmnopqrstuvwxyz'

result = ""

for i in range(len(text)):

char = text[i]

if char in alphabet\_upper:

if char != ' ':

C = alphabet\_upper.index(char)

K = int(key[i \*\* 2 % len(key)])

P = (C - K) % 26

result += alphabet\_upper[P]

else:

result += " "

elif char in alphabet\_lower:

if char != ' ':

C = alphabet\_lower.index(char)

K = int(key[i \*\* 2 % len(key)])

P = (C - K) % 26

result += alphabet\_lower[P]

else:

result += " "

else:

result += char

return result

def generate\_random\_key(length):

nums = '0123456789'

key = ""

for \_ in range(length):

key += random.choice(nums)

return key

text = input("Enter the text to encrypt: ")

key = generate\_random\_key(len(text.replace(" ", "")))

encrypted\_text = encrypt\_caesar\_cipher(text, key)

decrypted\_text = decrypt\_caesar\_cipher(encrypted\_text, key)

print("Original Text:", text)

print("Key:", key)

print("Encrypted Text:", encrypted\_text)

print("Decrypted Text:", decrypted\_text)

**Output:**

**![](data:image/png;base64,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)**

**Conclusion:**

The revised approach provides a valuable learning opportunity by introducing concepts of randomness and dynamic key generation in cryptography. However, while these modifications offer some security improvements, they are insufficient for protecting sensitive data in real-world applications. The exercise highlights the importance of key complexity and the limitations of simple substitution ciphers, paving the way for exploring more advanced and secure cryptographic methods.
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