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**Аннотация**

В данной работе была разработана программа на языке программирования C, позволяющая работать с набором функций, отвечающих за созданиесписка музыкальных композиций. Для работы со списком были созданы и описаны необходимые функции, позволяющие добавлять, удалять, выводить элементы списка и их количество на консоль, а также описана структура элемента списка. Помимо этого, была проведена работа над оптимизацией исходного кода. Приведено полное описание исходного кода.
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### Введение

Необходимо создать двунаправленный список музыкальных композиций MusicalComposition и **api** (***a****pplication****p****rogramming****i****nterface - в данном случае набор функций*) для работы со списком.

Структура элемента списка (тип - MusicalComposition)

* name - строка неизвестной длины (гарантируется, что длина не может быть больше 80 символов), название композиции.
* author - строка неизвестной длины (гарантируется, что длина не может быть больше 80 символов), автор композиции/музыкальная группа.
* year - целое число, год создания.

Функции, необходимые для работы программы

* Создание элемента типа MusicalComposition
* Создание двунаправленного списка связанных элементов типа MusicalComposition
* Добавление элемента в конец списка
* Удаление определенного элемента (или элементов) из списка
* Подсчет количества элементов в списке
* Вывод элементов списка в консоль

## Функции для работы с двунаправленным линейным списком.

## Создание элемента

MusicalComposition\* createMusicalComposition(char\* name, char\* author, int year)

{

MusicalComposition\* MusComp = (MusicalComposition\*)malloc(sizeof(MusicalComposition));

MusComp->name=name;

MusComp->author=author;

MusComp->status = 1;

MusComp->year=year;

MusComp->prev=NULL;

MusComp->next=NULL;

return MusComp;

}

В качестве аргументов функция принимает два указателя: на название композиции (char\* name) и на ее автора (char\* author), и год создания (int year). Необходимо выделить память для структуры типа MusicalComposition, а также присвоить значения ее переменным. Переменная status будет необходима при удалении элементов из списка.

## Создание двунаправленного списка

MusicalComposition\* createMusicalCompositionList(char\*\* array\_names, char\*\* array\_authors, int\* array\_years, int n)

{

MusicalComposition \*head = createMusicalComposition(array\_names[0],

array\_authors[0], array\_years[0]);

MusicalComposition \*prev = head;

MusicalComposition \*actual;

for (int i = 1; i < n; i++)

{

actual = createMusicalComposition(array\_names[i], array\_authors[i], array\_years[i]);

actual->prev = prev;

prev->next = actual;

prev = actual;

}

return head;

}

Функция принимает в качестве аргументов указатель на указатель массива названий композиций (char\*\* array\_names), указатель на указатель массива композиторов песен (char\*\* array\_authors) и указатель на массив, содержащий даты создания композиций (int\* array\_years), размер массива (int n). Создаем «голову» списка. Заполняем ее данными. Далее те же действия происходят со всеми

(n-1) элементами массива.

## Добавление элемента в конец списка

void push(MusicalComposition\* head, MusicalComposition\* element)

{

MusicalComposition\* actual = head;

MusicalComposition\* new = createMusicalComposition(element->name,

element->author, element->year);

if (head-> status == 0)

\*head = \*new;

else

{

while(actual->next != NULL)

actual = actual->next;

actual->next = new;

new->prev = actual;

}

}

Аргументами функции являются указатель на «голову» списка (MusicalComposition\* head) и указатель на элемент (MusicalComposition\* element), добавляемый в конец списка. В теле функции происходит поиск последнего элемента, затем в конец списка добавляется новый элемент.

## Удаление элементов списка

void removeEl(MusicalComposition\* head, char\* name\_for\_remove)

{

MusicalComposition\* actual = head;

while(actual != NULL )

if (strcmp(actual->name, name\_for\_remove) == 0)//strcmp сравнивает name и name\_for\_remove

{

if(actual->next != NULL && actual->prev != NULL)

{

actual->prev->next = actual->next;

actual->next->prev = actual->prev;

actual = actual->next;

}

else if(actual->prev == NULL && actual->next != NULL)

{

\*actual = \*(actual->next);

actual->prev = NULL;

}

else if(actual->next == NULL)

{

if (actual->prev == NULL)

{

head->status = 0;

actual=NULL;

}

else

{

actual->prev->next = NULL;

actual=NULL;

}

}

}

else

actual = actual->next;

}

На вход функции подаются указатель на «голову» списка (MusicalComposition\* head) и указатель на названия композиций, которые нужно удалить (char\* name\_for\_remove). С помощью strcmp выполняется сравнивание имени элемента списка с именем элемента, который необходимо удалить (name\_for\_remove). (head->status = 0) осуществляется, если в списке удалены все элементы, кроме последнего. Т.к. по умолчанию status = 1, то при удалении всех элементов списка переменная не будет меняться.

## Подсчет количества элементов в списке

int count(MusicalComposition\* head)

{

MusicalComposition\* actual = head;

int count = 0;

while(actual)

if (actual->status == 0)

return 0;

else

{

count++;

actual = actual->next;

}

return count;

}

Функция принимает на вход указатель на «голову» списка (MusicalComposition\* head). Пока существует следующий элемент, будет происходить подсчет элементов.

## Вывод элементов на консоль

void print\_names(MusicalComposition\* head)

{

MusicalComposition\* actual = head;

if (actual->status == 1)

while(actual)

{

printf("%s\n", actual->name);

actual = actual->next;

}

}

В качестве аргумента функция принимает указатель на «голову» списка (MusicalComposition\* head).

Пока существует следующий элемент списка, на консоль будет выводиться название композиции.

## Функция добавления двух элементов после каждого четного элемента списка

## Создание функции

void push\_double(MusicalComposition\* head, char \*name, char \*author, int year)

{

MusicalComposition\* actual = head;

MusicalComposition\* head\_temp = head;

MusicalComposition \*next;

int i = 1;

while(actual->next)

{

if((i%2) == 0)

{

MusicalComposition\* element1 = createMusicalComposition(name, author, year);

MusicalComposition\* element2 = createMusicalComposition(name, author, year);

next = actual->next;

actual->next = element1;

element1->prev = actual;

element1->next = element2;

element2->prev = element1;

element2->next = next;

next->prev = element2;

actual = next;

}

else

actual = actual->next;

i++;

}

if ((i%2) == 0)

{

MusicalComposition\* element1 = createMusicalComposition(name, author, year);

MusicalComposition\* element2 = createMusicalComposition(name, author, year);

actual->next = element1;

element1->prev = actual;

element1->next = element2;

element2->prev = element1;

}

}

На вход функции подаются указатели на структуры (MusicalComposition\* head, char \*name, char \*author, int year). Текущему элементу присваивается «голова» списка (MusicalComposition\* actual = head). Также создадим временный указатель, которому тоже присвоим значение «головы» списка и указатель на следующий элемент (MusicalComposition \*next). Пока существует следующий элемент списка, проверяется условие: если элемент четный, то после него добавить 2 произвольных элемента. Если условие не выполняется для элемента (он нечетный), то переходим к следующему, увеличивая счетчик на единицу. Когда встречается последний элемент списка, он также проверяется условием, и если он четный, то после него добавляются 2 элемента.

### Примеры работы программы

Для демонстрации всех возможностей программы используется следующий формат ввода:

* Количество элементов в списке
* Элементы списка
* Элемент для добавления в список
* Название композиции, которую нужно удалить

И вывода:

* Название, автор и год написания первого элемента списка
* Количество элементов до добавления нового
* Количество элементов после добавления
* Названия всех композиций после удаления
* Количество элементов после удаления
* Названия всех композиций после выполнения функции добавления элементов.
* Количество элементов после добавления.
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На вход подается 6 значений, которые добавляются в список, затем подается значение, которое добавляется 7-ым элементом, и после него вводится название композиции, которую необходимо удалить.

ВЫВОД

![](data:image/png;base64,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)

После выполнения программы выводится следующее: первый элемент списка, число композиций, число композиций после добавления нового элемента, список элементов после добавления, число элементов после удаления, список и число композиций, после выполнения функции push\_double.
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На вход подается 5 значений, которые добавляются в список, затем подается значение, которое добавляется 6-ым элементом, и после него вводится название композиции, которую необходимо удалить.
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На вход подается 3 значения, которые добавляются в список, затем подается значение, которое добавляется 4-ым элементом, и после него вводится название композиции, которую необходимо удалить.

![](data:image/png;base64,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)

После выполнения программы выводится следующее: первый элемент списка, число композиций, число композиций после добавления нового элемента, список элементов после добавления, число элементов после удаления, список и число композиций, после выполнения функции push\_double.

![](data:image/png;base64,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)

После выполнения программы выводится следующее: первый элемент списка, число композиций, число композиций после добавления нового элемента, список элементов после добавления, число элементов после удаления, список и число композиций, после выполнения функции push\_double.

### Заключение

Был создан и описан двунаправленный список музыкальных композиций MusicalComposition и api для работы со списком. Также были созданы и описаны все необходимые функции и структуры для работы программы.
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## Приложение А

## Исходный код программы

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

struct MusicalComposition

{

char\* name;

char\* author;

int status;

int year;

struct MusicalComposition \*prev, \*next;

};

typedef struct MusicalComposition MusicalComposition;

MusicalComposition\* createMusicalComposition(char\* name, char\* author, int year)

{

MusicalComposition\* MusComp = (MusicalComposition\*)malloc(sizeof(MusicalComposition));

MusComp->name=name;

MusComp->author=author;

MusComp->status = 1;

MusComp->year=year;

MusComp->prev=NULL;

MusComp->next=NULL;

return MusComp;

}

MusicalComposition\* createMusicalCompositionList(char\*\* array\_names, char\*\* array\_authors, int\* array\_years, int n)

{

MusicalComposition \*head = createMusicalComposition(array\_names[0], array\_authors[0], array\_years[0]);

MusicalComposition \*prev = head;

MusicalComposition \*actual;

int i;

for(i=1; i<n; i++)

{

аctual = createMusicalComposition(array\_names[i], array\_authors[i], array\_years[i]);

actual->prev = prev;

prev->next = actual;

prev = actual;

}

return head;

}

void push(MusicalComposition\* head, MusicalComposition\* element)

{

MusicalComposition\* actual = head;

MusicalComposition\* new = createMusicalComposition(element->name, element-> author, element->year);

if (head-> status == 0)

\*head = \*new;

else

{

while(actual->next != NULL)

actual = actual->next;

actual->next = new;

new->prev = actual;

}

}

void removeEl(MusicalComposition\* head, char\* name\_for\_remove)

{

MusicalComposition\* actual = head;

while(actual != NULL )

if (strcmp(actual->name, name\_for\_remove) == 0)//strcmp сравнивает name и name\_for\_remove

{

if(actual->next != NULL && actual->prev != NULL)

{

actual->prev->next = actual->next;

actual->next->prev = actual->prev;

actual = actual->next;

}

else if(actual->prev == NULL && actual->next != NULL)

{

\*actual = \*(actual->next);

actual->prev = NULL;

}

else if(actual->next == NULL)

{

if (actual->prev == NULL)

{

head->status = 0;

actual=NULL;

}

else

{

actual->prev->next = NULL;

actual=NULL;

}

}

}

else

actual = actual->next;

}

int count(MusicalComposition\* head)

{

MusicalComposition\* actual = head;

int count = 0;

while(actual)

if (actual->status == 0)

return 0;

else

{

count++;

actual = actual->next;

}

return count;

}

void print\_names(MusicalComposition\* head)

{

MusicalComposition\* actual = head;

if (actual->status == 1)

while(actual)

{

printf("%s\n", actual->name);

actual = actual->next;

}

}

void push\_double(MusicalComposition\* head, char \*name, char \*author, int year)

{

MusicalComposition\* actual = head;

MusicalComposition\* head\_temp = head;

MusicalComposition \*next;

int i = 1;

while(actual->next)

{

if((i%2) == 0)

{

MusicalComposition\* element1 = createMusicalComposition(name, author, year);

MusicalComposition\* element2 = createMusicalComposition(name, author, year);

next = actual->next;

actual->next = element1;

element1->prev = actual;

element1->next = element2;

element2->prev = element1;

element2->next = next;

next->prev = element2;

actual = next;

}

else

actual = actual->next;

i++;

}

if ((i%2) == 0)

{

MusicalComposition\* element1 = createMusicalComposition(name, author, year);

MusicalComposition\* element2 = createMusicalComposition(name, author, year);

actual->next = element1;

element1->prev = actual;

element1->next = element2;

element2->prev = element1;

}

}

int main()

{

int length;

scanf("%d\n",&length);

char\*\* names = (char\*\*)malloc(sizeof(char\*)\*length);

char\*\* authors = (char\*\*)malloc(sizeof(char\*)\*length);

int\* years = (int\*)malloc(sizeof(int)\*length);

int i;

for(i=0;i<length;i++)

{

char name[80];

char author[80];

fgets(name, 80, stdin);

fgets(author, 80, stdin);

fscanf(stdin, "%d\n", &years[i]);

(\*strstr(name, "\n"))=0;

(\*strstr(author, "\n"))=0;

names[i] = (char\*)malloc(sizeof(char)\*((strlen(name))+1));

authors[i] = (char\*)malloc(sizeof(char)\*((strlen(author))+1));

strcpy(names[i], name);

strcpy(authors[i], author);

}

MusicalComposition\* head = createMusicalCompositionList(names, authors, years, length);

char name\_for\_push[80];

char author\_for\_push[80];

int year\_for\_push;

char name\_for\_remove[80];

fgets(name\_for\_push, 80, stdin);

fgets(author\_for\_push, 80, stdin);

fscanf(stdin, "%d\n", &year\_for\_push);

(\*strstr(name\_for\_push, "\n"))=0;

(\*strstr(author\_for\_push, "\n"))=0;

MusicalComposition\* element\_for\_push = createMusicalComposition(name\_for\_push, author\_for\_push, year\_for\_push);

fgets(name\_for\_remove, 80, stdin);

(\*strstr(name\_for\_remove, "\n"))=0;

printf("%s %s %d\n", head->name, head->author, head->year);

int k = count(head);

printf("%d\n", k);

push(head, element\_for\_push);

k = count(head);

printf("%d\n", k);

removeEl(head, name\_for\_remove);

print\_names(head);

k = count(head);

printf("%d\n", k);

push\_double(head, name\_for\_push, author\_for\_push, year\_for\_push);

print\_names(head);

k = count(head);

printf("%d\n",k);

return 0;

}