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# 计算机语言

|  |  |  |  |
| --- | --- | --- | --- |
| 机器语言 | 用[二进制](https://baike.baidu.com/item/%E4%BA%8C%E8%BF%9B%E5%88%B6)代码表示的指令集，称[机器码](https://baike.baidu.com/item/%E6%9C%BA%E5%99%A8%E7%A0%81)（machine code），是电脑的CPU可直接解读的数据。 | | |
| 汇编语言 | 不同的设备中，汇编语言对应着不同的机器语言[指令集](https://baike.baidu.com/item/%E6%8C%87%E4%BB%A4%E9%9B%86" \t "_blank)，通过汇编过程转换成机器指令，不同平台之间不可直接移植。它通常被应用在底层，硬件操作和高要求的程序优化的场合。驱动程序、嵌入式操作系统和实时运行程序都需要汇编语言。 | | |
| 高级语言 | 编译型语言 | | 编译性语言写的程序在被执行之前，需要一个专门的编译过程，把程序编译成为机器语言的文件，比如exe文件，以后要运行的话就不用重新翻译了，直接使用exe文件，因为翻译只做了一次，运行时不需要翻译，所以编译型语言的程序执行效率高。 |
| 解析型语言 | 解析型 | 不需要编译，在运行程序的时候才翻译，每个语句都是执行的时候才翻译。这样解释性语言每执行一次就需要逐行翻译一次，效率比较低。现代解释性语言通常把源程序编译成中间代码，然后用解释器把中间代码一条条翻译成目标机器代码，一条条执行。 |
| 脚本语言 | 脚本语言是一种解释性的语言，脚本语言是为了缩短传统的编写-编译-链接-运行（edit-compile-link-run）过程而创建的计算机编程语言。脚本语言一般都 有相应的脚本引擎来解释执行。 他们一般需要解释器才能运行。一般都是以文本形式存在,类似于一种命令。 |

# 获取路径

|  |  |
| --- | --- |
| http://localhost:8081/jsd1703\_servlet-day06/web/Test | |
| request.getServletPath() | /web/Test |
| request.getContextPath() | /jsd1703\_servlet-day06 |
| request.getRequestURI() | /jsd1703\_servlet-day06/web/Test |
| request.getRequestURL() | http://localhost:8081/jsd1703\_servlet-day06/ web/Test |
| request.getServletContext().getRealPath("") | E:\tts9\apache-tomcat-7.0.67\wtpwebapps\ jsd1703\_servlet-day06 |
| request.getServletContext().getRealPath("abc") | E:\tts9\apache-tomcat-7.0.67\wtpwebapps\ jsd1703\_servlet-day06\abc |

|  |  |
| --- | --- |
| this.getClass().getClassLoader(). getResource("").getPath() | /E:/tts9/apache-tomcat-7.0.67/wtpwebapps/jsd1703\_servlet-day06/WEB-INF/classes/ |
| this.getClass().getClassLoader(). getResource("") | file:/E:/tts9/apache-tomcat-7.0.67/wtpwebapps/jsd1703\_servlet-day06/WEB-INF/classes/ |
| this.getClass().getResource("") | file:/E:/tts9/apache-tomcat-7.0.67/wtpwebapps/jsd1703\_servlet-day06/WEB-INF/classes/web/ |
| this.getClass().getResource("/") | file:/E:/tts9/apache-tomcat-7.0.67/wtpwebapps/jsd1703\_servlet-day06/WEB-INF/classes/ |
| Thread.currentThread().getContextClassLoader().getResource("") | file:/E:/tts9/apache-tomcat-7.0.67/wtpwebapps/jsd1703\_servlet-day06/WEB-INF/classes/ |

# 高内聚、低耦合

|  |  |
| --- | --- |
| 高内聚 | 一个软件模块是由相关性很强的代码组成，只负责一项任务，  也就是常说的单一责任原则（SRP-Single Responsibility Principle） |
| 低耦合 | 让每个模块，尽可能的独立完成某个特定的子功能。模块与模块之间的接口，尽量的少而简单 |