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# AOP基本概念

|  |  |  |
| --- | --- | --- |
| 横切 | cross-cutting | 与对象核心功能无关的公共行为 |
| 关注点 | concern | 一块我们感兴趣的区域 |
| 切面 | Aspect | 横切面对象，对横切关注点的抽象(可以借助@Aspect声明) |
| 连接点 | JoinPoint | 被拦截到的点，可以是方法，字段和构造器，Spring只支持拦截方法 |
| 切入点 | Pointcut | 对连接点进行拦截的定义 @Pointcut |
| 通知 | advice | 拦截到连接点之后要执行的代码 1）前置@Before 2）后置@After  3）异常@AfterThrowing 4）最终@AfterReturing 5）环绕通知@Around |
| 目标对象 | target | 代理的目标对象 |
| 织入 | weave | 将切面应用到目标对象并导致代理对象创建的过程 |
| 引入 | introduction | 为类动态地添加一些方法或字段 |

# AOP实现方式

|  |  |
| --- | --- |
| 静态代理 | 动态代理 |
| 写一个代理类：   1. 与被代理类实现相同的接口 2. 代理被代理对象实现功能的扩展 | 写一个实现代理类(ph)实现InvocationHandler：   1. 负责创建代理对象，创建的代理对象也实现相同的接口 2. 重写的invoke()，执行目标对象方法时默认调用 |
| ProjectService proxy =  new ProjectServiceStaticProxy(psi); | ProjectService proxy =  (ProjectService) ph.newProxy(psi); |

# Spring AOP

|  |  |  |  |
| --- | --- | --- | --- |
| 导包 | aspectjrt, aspectjweaver | | |
| 步骤 | spring配置文件 | <aop:aspectj-autoproxy/> // 使aspectj注解生效，自动为目标对象生成代理对象 | |
| 定义 bean业务组件 | @Service  public class XxxServiceImpl {} | |
| 定义切面 | @Order(1) @Aspect @Component  public class XxxAspect {} | |
| 定义切入点 | Bean名称 | @Before("bean(\*ServiceImpl)") |
| 方法 | @Pointcut("execution(\* cn.tedu.aop.\*ServiceImpl.\*Object(..))") |
| 类型 | @Before("within(cn.tedu.aop..\*) |
| 创建代理对象 | (XxxService) ac.getBean("@Service类的id"); | |
| 注意 | Spring AOP底层基于动态代理技术，可以很方便的实现业务功能扩展  Spring AOP底层代理对象创建过程分析（目标对象实现了接口则自动使用JDK动态代理，否则选择CGLIB包） | | |

# 基于注解的Spring声明式事务管理

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Srping声明式事务管理是通过Spring AOP实现的。其本质是对方法前后进行拦截，然后在目标方法开始之前创建或者加入一个事物，在执行目标方法之后根据执行情况提交或回滚事务。   1. 只有public方法起作用 2. 只有来自外部的方法调用才会被AOP代理捕获，类内部方法调用本类内部的其它方法不会引起事务行为 | | | | | | | | |
| 步骤 | spring 配置文件 | <!-- 配置PlatformTransactionManager事务管理组件  Hibernate技术的话，要选用HibernateTransactionManager -->  <bean id="txManager" class="…DataSourceTransactionManager">  <property name="dataSource" ref="dataSource"/>  </bean>  <tx:annotation-driven transaction-manager="txManager"/> // 开启事务注解扫描 | | | | | | |
| 在类或方法前添加@Transactional注解 | | | | | | | |
| 注解属性 | value | | 当配置文件中有多个TransactionManager，可以用该属性指定选择哪个事务管理器 | | | | | |
| propagation= Propagation. | | REQUIRED | 支持当前事务，如果当前没有事务，就新建一个事务，默认 | | | | |
| SUPPORTS | 支持当前事务，如果当前没有事务，就以非事务方式执行 | | | | |
| MANDATORY | 支持当前事务，如果当前没有事务，就抛出异常 | | | | |
| REQUIRES\_NEW | 新建事务，如果当前存在事务，把当前事务挂起 | | | | |
| NOT\_SUPPORTED | 以非事务方式执行，如果当前存在事务，就把当前事务挂起 | | | | |
| NEVER | 以非事务方式执行，如果当前存在事务，则抛出异常 | | | | |
| NESTED | 如果当前存在事务，则在嵌套事务内执行。如外层事务回滚，那么内层必须回滚；反之，内层事务不影响外层事务。 | | | | |
| isolation= Isolation. | |  | | 数据库默认 | 脏读 | 不可重复读 | 幻读 |
| READ\_UNCOMMITTED | |  | 可能 | 可能 | 可能 |
| READ\_COMMITTED | | Oracle, SQL Server | 不可能 | 可能 | 可能 |
| REPEATABLE\_READ | | MySQL | 不可能 | 不可能 | 可能 |
| SERIALIZABLE | |  | 不可能 | 不可能 | 不可能 |
| DEFAULT | | 默认的隔离级别，使用数据库默认的事务隔离级别 | | | |
| readOnly | | true/false | 设置当前事务是否为只读事务，设置为true表示只读，默认值为false | | | | |
| rollbackFor | | 设置需要进行事务回滚的异常类数组（默认RuntimeException将触发事务回滚） | | | | | |
| timeout | | 设置事务的超时秒数，默认值为-1，表示永不超时 | | | | | |

# 