1. Write a java program to implement 2D Translation.

package pkg2dtranslation;

import java.awt.EventQueue;

import java.awt.Graphics;

import java.awt.Graphics2D;

import javax.swing.JFrame;

import javax.swing.JPanel;

class Surface extends JPanel{

private void doDrawing(Graphics g){

Graphics g2d=(Graphics2D) g.create();

g2d.fillRect(20, 20, 80, 50);

g2d.translate(150,50);

g2d.fillRect(20, 20, 80, 50);

g2d.dispose();

}

@Override

public void paintComponent(Graphics g){

super.paintComponent(g);

doDrawing(g);

}

}

public class Rectangle extends JFrame {

public Rectangle(){

initUI();

}

private void initUI(){

add(new Surface());

setTitle("Translation");

setSize(300,200);

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable(){

@Override

public void run(){

Rectangle rec = new Rectangle();

rec.setVisible(true);

}

});

Output:
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1. Write a java program to implement 2D Rotation.

package pkg2drotation;

import java.awt.Color;

import java.awt.EventQueue;

import java.awt.Graphics;

import java.awt.Graphics2D;

import javax.swing.JFrame;

import javax.swing.JPanel;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g.create();

g2d.setPaint(new Color(150, 150, 150));

g2d.fillRect(20, 20, 80, 50);

g2d.translate(180, -50);

g2d.rotate(Math.PI/4);

g2d.fillRect(80, 80, 80, 50);

g2d.dispose();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Main extends JFrame {

public Main() {

initUI();

}

private void initUI() {

setTitle("Rotation");

add(new Surface());

setSize(300, 200);

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Main ex = new Main();

ex.setVisible(true);

}

});

}

}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement 2D Scaling.

package pkg2dscaling;

import java.awt.Color;

import java.awt.EventQueue;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.geom.AffineTransform;

import javax.swing.JFrame;

import javax.swing.JPanel;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g.create();

g2d.setColor(new Color(150, 150, 150));

g2d.fillRect(20, 20, 80, 50);

AffineTransform tx1 = new AffineTransform();

tx1.translate(110, 22);

tx1.scale(0.5, 0.5);

g2d.setTransform(tx1);

g2d.fillRect(0, 0, 80, 50);

AffineTransform tx2 = new AffineTransform();

tx2.translate(170, 20);

tx2.scale(1.5, 1.5);

g2d.setTransform(tx2);

g2d.fillRect(0, 0, 80, 50);

g2d.dispose();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

}

public class Scaling extends JFrame {

public Scaling() {

initUI();

}

private void initUI() {

add(new Surface());

setTitle("Scaling");

setSize(330, 160);

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Scaling ex = new Scaling();

ex.setVisible(true);

}

});

}

}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement 2D Shearing.

package pkg2dshearing;

import java.awt.Color;

import java.awt.EventQueue;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Rectangle;

import java.awt.geom.AffineTransform;

import javax.swing.JFrame;

import javax.swing.JPanel;

class Surface extends JPanel {

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g.create();

AffineTransform tx1 = new AffineTransform();

tx1.translate(50, 90);

g2d.setTransform(tx1);

g2d.setPaint(Color.green);

g2d.drawRect(0, 0, 160, 50);

AffineTransform tx2 = new AffineTransform();

tx2.translate(50, 90);

tx2.shear(0, 1);

g2d.setTransform(tx2);

g2d.setPaint(Color.blue);

g2d.draw(new Rectangle(0, 0, 80, 50));

AffineTransform tx3 = new AffineTransform();

tx3.translate(130, 10);

tx3.shear(0, 1);

g2d.setTransform(tx3);

g2d.setPaint(Color.red);

g2d.drawRect(0, 0, 80, 50);

g2d.dispose();

}

@Override

public void paintComponent(Graphics g) { super.paintComponent(g);

doDrawing(g);

}

}

public class Shearing extends JFrame {

public Shearing() {

initUI();

}

private void initUI() {

add(new Surface());

setTitle("Shearing");

setSize(330, 270);

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

Shearing ex = new Shearing();

ex.setVisible(true);

}

});

}

Output:
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1. Write a java program to implement 2D Reflection along x-axis(rectangle).

package reflection;

import javax.swing.\*;

import java.awt.\*;

public class Reflection extends JPanel {

// Original rectangle

private int originalX = 100;

private int originalY = 100;

private int originalWidth = 200;

private int originalHeight = 100;

// Reflected rectangle

private int reflectedX;

private int reflectedY;

private int reflectedWidth;

private int reflectedHeight;

public Reflection() {

reflectAboutXAxis();

}

private void reflectAboutXAxis() {

// Reflect about x-axis

reflectedX = originalX;

reflectedY = getHeight() - originalY - originalHeight; // Reflecting about x-axis

reflectedWidth = originalWidth;

reflectedHeight = originalHeight;

// Calculate center of the panel

int panelCenterX = getWidth() / 2;

int panelCenterY = getHeight() / 2;

// Calculate center of the rectangles

int originalCenterX = originalX + originalWidth / 2;

int originalCenterY = originalY + originalHeight / 2;

int reflectedCenterX = reflectedX + reflectedWidth / 2;

int reflectedCenterY = reflectedY + reflectedHeight / 2;

// Adjust positions of both rectangles to center them

originalX = panelCenterX - originalWidth / 2;

originalY = panelCenterY - originalHeight / 2;

reflectedX = panelCenterX - reflectedWidth / 2;

reflectedY = panelCenterY - (reflectedCenterY - panelCenterY) - reflectedHeight / 2;

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

// Draw original rectangle

g2d.setColor(Color.BLUE);

g2d.drawRect(originalX, originalY, originalWidth, originalHeight);

// Draw reflected rectangle

g2d.setColor(Color.RED);

g2d.drawRect(reflectedX, reflectedY, reflectedWidth, reflectedHeight);

}

public static void main(String[] args) {

JFrame frame = new JFrame("X-Axis Reflection");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(600, 400);

frame.setLocationRelativeTo(null);

frame.add(new Reflection());

frame.setVisible(true);

}

}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement 2D Reflection along x-axis(triangle).

package reflectiontriangle;

import javax.swing.\*;

import java.awt.\*;

public class Reflectiontriangle extends JPanel {

// Original points

private int[] originalX = {100, 200, 300, 400};

private int[] originalY = {100, 200, 100, 200};

// Reflected points

private int[] reflectedX;

private int[] reflectedY;

public Reflectiontriangle() {

reflectAboutXAxis();

}

private void reflectAboutXAxis() {

reflectedX = new int[originalX.length];

reflectedY = new int[originalY.length];

for (int i = 0; i < originalX.length; i++) {

reflectedX[i] = originalX[i];

reflectedY[i] = getHeight() - originalY[i]; // Reflecting about x-axis

}

// Calculate offset for centering

int offsetX = (getWidth() - (int) (1.1 \* (originalX[originalX.length - 1] - originalX[0]))) / 2;

int offsetY = (getHeight() - (int) (1.1 \* (originalY[originalY.length - 1] - originalY[0]))) / 2;

// Apply offset to the reflected points

for (int i = 0; i < reflectedX.length; i++) {

reflectedX[i] += offsetX;

reflectedY[i] += offsetY;

}

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

// Draw original shape

g2d.setColor(Color.BLUE);

g2d.drawPolygon(originalX, originalY, originalX.length);

// Draw reflected shape

g2d.setColor(Color.RED);

g2d.drawPolygon(reflectedX, reflectedY, reflectedX.length);

}

public static void main(String[] args) {

JFrame frame = new JFrame("X-Axis Reflection");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(600, 400);

frame.setLocationRelativeTo(null);

frame.add(new Reflectiontriangle());

frame.setVisible(true);

}}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement 3D Translation.

package \_3dtranslation;

import java.awt.\*;

import javax.swing.\*;

public class \_3DTranslation extends JPanel {

private static final int SIZE = 100;

private static final int[] cube = {

50, 50, 50, // Front face vertices

150, 50, 50,

150, 150, 50,

50, 150, 50,

50, 50, 150, // Back face vertices

150, 50, 150,

150, 150, 150,

50, 150, 150

};

private int[] translatedCube;

public \_3DTranslation() {

translatedCube = new int[cube.length];

System.arraycopy(cube, 0, translatedCube, 0, cube.length);

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

drawCube(g, cube);

drawCube(g, translatedCube);

}

private void drawCube(Graphics g, int[] vertices) {

g.setColor(Color.BLUE);

g.drawLine(vertices[0], vertices[1], vertices[3], vertices[4]);

g.drawLine(vertices[3], vertices[4], vertices[6], vertices[7]);

g.drawLine(vertices[6], vertices[7], vertices[9], vertices[10]);

g.drawLine(vertices[9], vertices[10], vertices[0], vertices[1]);

g.drawLine(vertices[1], vertices[2], vertices[4], vertices[5]);

g.drawLine(vertices[4], vertices[5], vertices[7], vertices[8]);

g.drawLine(vertices[7], vertices[8], vertices[10], vertices[11]);

g.drawLine(vertices[10], vertices[11], vertices[1], vertices[2]);

g.drawLine(vertices[0], vertices[1], vertices[5], vertices[6]);

g.drawLine(vertices[5], vertices[6], vertices[2], vertices[3]);

g.drawLine(vertices[2], vertices[3], vertices[7], vertices[8]);

g.drawLine(vertices[7], vertices[8], vertices[1], vertices[0]);

}

public void translate(int dx, int dy, int dz) {

for (int i = 0; i < translatedCube.length; i += 3) {

translatedCube[i] += dx;

translatedCube[i + 1] += dy;

translatedCube[i + 2] += dz;

}

repaint();

}

public static void main(String[] args) {

SwingUtilities.invokeLater(() -> {

JFrame frame = new JFrame("3D Translation Example");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

\_3DTranslation panel = new \_3DTranslation();

frame.add(panel);

frame.setSize(300, 300);

frame.setVisible(true);

// Example translation

panel.translate(150, 150, 150); // Translate by (150, 150, 150)

});

}

}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement 3D Shearing.

package \_3dshearing1;

import java.awt.\*;

import javax.swing.\*;

public class \_3DShearing1 extends JPanel {

private static final int SIZE = 100;

private static final int[] cube = {

50, 50, 50, // Front face vertices

150, 50, 50,

150, 150, 50,

50, 150, 50,

50, 50, 150, // Back face vertices

150, 50, 150,

150, 150, 150,

50, 150, 150

};

private final int[] shearedCube;

public \_3DShearing1() {

shearedCube = new int[cube.length];

System.arraycopy(cube, 0, shearedCube, 0, cube.length);

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

drawCube(g, cube);

drawCube(g, shearedCube);

}

private void drawCube(Graphics g, int[] vertices) {

g.setColor(Color.BLUE);

g.drawLine(vertices[0], vertices[1], vertices[3], vertices[4]);

g.drawLine(vertices[3], vertices[4], vertices[6], vertices[7]);

g.drawLine(vertices[6], vertices[7], vertices[9], vertices[10]);

g.drawLine(vertices[9], vertices[10], vertices[0], vertices[1]);

g.drawLine(vertices[1], vertices[2], vertices[4], vertices[5]);

g.drawLine(vertices[4], vertices[5], vertices[7], vertices[8]);

g.drawLine(vertices[7], vertices[8], vertices[10], vertices[11]);

g.drawLine(vertices[10], vertices[11], vertices[1], vertices[2]);

g.drawLine(vertices[0], vertices[1], vertices[5], vertices[6]);

g.drawLine(vertices[5], vertices[6], vertices[2], vertices[3]);

g.drawLine(vertices[2], vertices[3], vertices[7], vertices[8]);

g.drawLine(vertices[7], vertices[8], vertices[1], vertices[0]);

}

public void shear(double shx, double shy) {

for (int i = 0; i < shearedCube.length; i += 3) {

shearedCube[i] += shearedCube[i + 2] \* shx;

shearedCube[i + 1] += shearedCube[i + 2] \* shy;

}

repaint();

}

public static void main(String[] args) {

// TODO code application logic here

SwingUtilities.invokeLater(() -> {

JFrame frame = new JFrame("3D Shearing Example");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

\_3DShearing1 panel = new \_3DShearing1();

frame.add(panel);

frame.setSize(300, 300);

frame.setVisible(true);

// Example shearing

panel.shear(0.2, 0.2); // Shear along both x and y axes

});

}

}

Output:

![](data:image/png;base64,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)

1. Write a java program to implement DDA Line Drawing Algorithm.

package linedrawdda;

import javax.swing.\*;

import java.awt.\*;

public class LinedrawDDA extends JPanel {

private int x1, y1, x2, y2;

public LinedrawDDA(int x1, int y1, int x2, int y2) {

this.x1 = x1;

this.y1 = y1;

this.x2 = x2;

this.y2 = y2;

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.RED);

int dx = x2 - x1;

int dy = y2 - y1;

int steps = Math.max(Math.abs(dx), Math.abs(dy));

float xIncrement = (float) dx / steps;

float yIncrement = (float) dy / steps;

float x = x1;

float y = y1;

for (int i = 0; i <= steps; i++) {

g2d.fillRect(Math.round(x), Math.round(y), 1, 1);

x += xIncrement;

y += yIncrement;

}

}

public static void main(String[] args) {

int x1 = 50, y1 = 50; // Start point

int x2 = 250, y2 = 200; // End point

JFrame frame = new JFrame("DDA Line Drawing Algorithm");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 300);

frame.setLocationRelativeTo(null);

frame.add(new LinedrawDDA(x1, y1, x2, y2));

frame.setVisible(true);

}

}

Output:

![](data:image/png;base64,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)

10.Write a java program to implement Bresenham's Line Drawing Algorithm.

package linedrawbla;

import javax.swing.\*;

import java.awt.\*;

public class LinedrawBLA extends JPanel {

private int x1, y1, x2, y2;

public LinedrawBLA(int x1, int y1, int x2, int y2) {

this.x1 = x1;

this.y1 = y1;

this.x2 = x2;

this.y2 = y2;

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.RED);

int dx = Math.abs(x2 - x1);

int dy = Math.abs(y2 - y1);

int sx = x1 < x2 ? 1 : -1;

int sy = y1 < y2 ? 1 : -1;

int err = dx - dy;

int x = x1;

int y = y1;

while (x != x2 || y != y2) {

g2d.fillRect(x, y, 1, 1);

int err2 = 2 \* err;

if (err2 > -dy) {

err -= dy;

x += sx;

}

if (err2 < dx) {

err += dx;

y += sy;

}

}

}

public static void main(String[] args) {

int x1 = 50, y1 = 50; // Start point

int x2 = 250, y2 = 200; // End point

JFrame frame = new JFrame("Bresenham's Line Drawing Algorithm");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 300);

frame.setLocationRelativeTo(null);

frame.add(new LinedrawBLA(x1, y1, x2, y2));

frame.setVisible(true);

}

}

Output:

![](data:image/png;base64,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)

11. Write a java program to implement Midpoint Circle Drawing Algorithm.

package midpointcircle;

import javax.swing.\*;

import java.awt.\*;

public class MidpointCircle extends JPanel {

private int radius, centerX, centerY;

public MidpointCircle(int radius, int centerX, int centerY) {

this.radius = radius;

this.centerX = centerX;

this.centerY = centerY;

}

@Override

protected void paintComponent(Graphics g) {

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.BLUE);

int x = 0;

int y = radius;

int p = 1 - radius;

drawCircle(g2d, centerX, centerY, x, y);

while (x < y) {

x++;

if (p < 0) {

p += 2 \* x + 1;

} else {

y--;

p += 2 \* (x - y) + 1;

}

drawCircle(g2d, centerX, centerY, x, y);

}

}

private void drawCircle(Graphics2D g2d, int centerX, int centerY, int x, int y) {

g2d.fillRect(centerX + x, centerY + y, 1, 1);

g2d.fillRect(centerX - x, centerY + y, 1, 1);

g2d.fillRect(centerX + x, centerY - y, 1, 1);

g2d.fillRect(centerX - x, centerY - y, 1, 1);

g2d.fillRect(centerX + y, centerY + x, 1, 1);

g2d.fillRect(centerX - y, centerY + x, 1, 1);

g2d.fillRect(centerX + y, centerY - x, 1, 1);

g2d.fillRect(centerX - y, centerY - x, 1, 1);

}

public static void main(String[] args) {

int radius = 100;

int centerX = 200;

int centerY = 150;

JFrame frame = new JFrame("Midpoint Circle Drawing Algorithm");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 300);

frame.setLocationRelativeTo(null);

frame.add(new MidpointCircle(radius, centerX, centerY));

frame.setVisible(true);

}} Output:

![](data:image/png;base64,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)

12.Write a java program to implement Midpoint Ellipse Drawing Algorithm.

package midpoingellipse;

import javax.swing.\*;

import java.awt.\*;

public class MidpoingEllipse extends JPanel {

private int a, b, centerX, centerY;

public MidpoingEllipse(int a, int b, int centerX, int centerY){

this.a = a;

this.b = b;

this.centerX = centerX;

this.centerY = centerY;

}

@Override

protected void paintComponent(Graphics g){

super.paintComponent(g);

Graphics2D g2d = (Graphics2D) g;

g2d.setColor(Color.RED);

int x = 0;

int y = b;

double d1 = (b \* b) - (a \* a \* b) + (0.25 \* a \* a);

int dx = 2 \* b \* b \* x;

int dy = 2 \* a \* a \* y;

drawEllipse(g2d, centerX, centerY, x, y);

while (dx < dy) {

x++;

if (d1 < 0) {

dx = dx + (2 \* b \* b);

d1 = d1 + dx + (b \* b);

} else {

y--;

dx = dx + (2 \* b \* b);

dy = dy - (2 \* a \* a);

d1 = d1 + dx - dy + (b \* b);

}

drawEllipse(g2d, centerX, centerY, x, y);

}

double d2 = ((b \* b) \* ((x + 0.5) \* (x + 0.5))) + ((a \* a) \* ((y - 1) \* (y - 1))) - (a \* a \* b \* b);

while (y > 0) {

y--;

if (d2 > 0) {

dy = dy - (2 \* a \* a);

d2 = d2 + (a \* a) - dy;

} else {

x++;

dx = dx + (2 \* b \* b);

dy = dy - (2 \* a \* a);

d2 = d2 + dx - dy + (a \* a);

}

drawEllipse(g2d, centerX, centerY, x, y);

}

}

private void drawEllipse(Graphics2D g2d, int centerX, int centerY, int x, int y) {

g2d.fillRect(centerX + x, centerY + y, 1, 1);

g2d.fillRect(centerX - x, centerY + y, 1, 1);

g2d.fillRect(centerX + x, centerY - y, 1, 1);

g2d.fillRect(centerX - x, centerY - y, 1, 1);

}

public static void main(String[] args) {

int a = 50; // Semi-major axis

int b = 100; // Semi-minor axis

int centerX = 150; // Center X coordinate

int centerY = 200; // Center Y coordinate

JFrame frame = new JFrame("Midpoint Ellipse Drawing Algorithm");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 300);

frame.setLocationRelativeTo(null);

frame.add(new MidpoingEllipse(a, b, centerX, centerY));

frame.setVisible(true);

}

}

Output:

![](data:image/png;base64,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)