Machine learning 1  
Classification Report

Columns:

# id – unique observation identifier  
# age – age group of the person with the following levels: 18-24, 25-34, 35-44, 45-54, 55-64, 65+  
# gender – gender of the person with the following levels: female, male  
# education – education level of the person with the following levels: Left school before 16 years, Left school at 16 years, Left school at 17 years, Left school at 18 years, Some college or university, no certificate or degree, Professional certificate/ diploma, University degree, Masters degree, Doctorate degree  
# country – country of current residence of the person with the following levels: Australia, Canada, New Zealand, Ireland, UK, USA, Other  
# ethnicity – ethnicity of the person with the following levels: Asian, Black, Mixed-Black/Asian, Mixed-White/Asian, Mixed-White/Black, White, Other  
# personality\_neuroticism – assessment of neuroticism of the person based on psychological tests (0-100)  
# personality\_extraversion – assessment of extraversion of the person based on psychological tests (0-100)  
# personality\_openness – assessment of openness to experience of the person based on psychological tests (0-100)  
# personality\_agreeableness – assessment of agreeableness of the person based on psychological tests (0-100)  
# personality\_conscientiousness – assessment of conscientiousness of the person based on psychological tests (0-100)  
# personality\_impulsiveness – assessment of impulsiveness of the person based on psychological tests (0-100)  
# personality\_sensation – assessment of sensation of the person based on psychological tests (0-100)  
# consumption\_alcohol – declared consumption of alcohol with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_amphetamines – declared consumption of amphetamines with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_caffeine – declared consumption of caffeine with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_cannabis – declared consumption of cannabis with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_chocolate – declared consumption of chocolate with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_mushrooms – declared consumption of magic mushrooms with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_nicotine – declared consumption of nicotine with the following levels: never used, used over a decade ago, used in last decade, used in last year, used in last month, used in last week, used in last day  
# consumption\_cocaine\_last\_month – declared consumption of cocaine in the last month with the following levels: No, Yes (outcome variable, only in the training sample)

# Let's import the necessary libraries  
import json  
import pandas as pd  
import numpy as np  
from sklearn.model\_selection import train\_test\_split  
from sklearn import preprocessing  
from sklearn.model\_selection import train\_test\_split, GridSearchCV, cross\_val\_score, StratifiedKFold, learning\_curve  
from sklearn.svm import SVC  
from sklearn.tree import DecisionTreeClassifier  
from sklearn.ensemble import BaggingClassifier  
from sklearn.ensemble import AdaBoostClassifier, GradientBoostingClassifier  
from sklearn.ensemble import RandomForestClassifier  
from sklearn.metrics import classification\_report, confusion\_matrix, roc\_curve, roc\_auc\_score, balanced\_accuracy\_score  
from sklearn import tree  
import imblearn  
from os import system  
from IPython.display import Image   
import graphviz  
import pydot  
import matplotlib.pyplot as plt  
import seaborn as sns  
import warnings  
warnings.filterwarnings('ignore')

# We need "consumption\_cocaine\_last\_month" column in test module to compare our predictions based on training results, however we do not have it in the test module.   
# In this case, we can use drugs\_test.csv file as "validation set" to compare our predictions based on training results since we do not need a result column for validations.  
# However we need to split our drugs\_train.csv file into training and test sets later.  
  
# The purpose of the test set is to test the training. If you don't have those data labeled in the same form as the training data, then it's not a test set - Source: Stack Overflow  
  
validation = pd.read\_csv('drugs\_test.csv')  
data = pd.read\_csv('drugs\_train.csv')

data.shape

(1500, 21)

data.head()

id age gender \  
0 train\_0001 45-54 male   
1 train\_0002 25-34 male   
2 train\_0003 18-24 female   
3 train\_0004 25-34 female   
4 train\_0005 18-24 male   
  
 education country \  
0 Masters degree USA   
1 University degree USA   
2 University degree USA   
3 Masters degree USA   
4 Some college or university, no certificate or ... Australia   
  
 ethnicity personality\_neuroticism personality\_extraversion \  
0 Mixed-Black/Asian 57.6 57.3   
1 Mixed-Black/Asian 47.8 67.0   
2 Mixed-Black/Asian 57.6 43.3   
3 Mixed-Black/Asian 71.8 31.2   
4 Mixed-Black/Asian 56.1 62.3   
  
 personality\_openness personality\_agreeableness ... \  
0 50.1 47.8 ...   
1 45.7 47.8 ...   
2 55.3 45.6 ...   
3 43.6 56.3 ...   
4 70.2 66.1 ...   
  
 personality\_impulsiveness personality\_sensation consumption\_alcohol \  
0 42.8 22.4 used in last week   
1 33.8 30.8 used in last week   
2 63.0 62.0 used in last month   
3 63.0 71.1 used in last day   
4 50.4 62.0 used in last week   
  
 consumption\_amphetamines consumption\_caffeine consumption\_cannabis \  
0 used over a decade ago used in last day used in last week   
1 never used used in last week never used   
2 never used used in last day used in last week   
3 never used used in last day used in last decade   
4 never used used in last month used in last month   
  
 consumption\_chocolate consumption\_mushrooms consumption\_nicotine \  
0 used in last day never used used in last week   
1 used in last day never used never used   
2 used in last week used in last year used in last month   
3 used in last day never used used in last decade   
4 used in last day used in last year used in last month   
  
 consumption\_cocaine\_last\_month   
0 No   
1 No   
2 No   
3 No   
4 No   
  
[5 rows x 21 columns]

data.info()  
# Our data has 1500 rows and 20 columns. Data types are object, int64 and float64. There are no missing values.  
# We need to convert object data types to categorical data types and convert categorical data types to numerical data types.

<class 'pandas.core.frame.DataFrame'>  
RangeIndex: 1500 entries, 0 to 1499  
Data columns (total 21 columns):  
 # Column Non-Null Count Dtype   
--- ------ -------------- -----   
 0 id 1500 non-null object   
 1 age 1500 non-null object   
 2 gender 1500 non-null object   
 3 education 1500 non-null object   
 4 country 1500 non-null object   
 5 ethnicity 1500 non-null object   
 6 personality\_neuroticism 1500 non-null float64  
 7 personality\_extraversion 1500 non-null float64  
 8 personality\_openness 1500 non-null float64  
 9 personality\_agreeableness 1500 non-null float64  
 10 personality\_conscientiousness 1500 non-null float64  
 11 personality\_impulsiveness 1500 non-null float64  
 12 personality\_sensation 1500 non-null float64  
 13 consumption\_alcohol 1500 non-null object   
 14 consumption\_amphetamines 1500 non-null object   
 15 consumption\_caffeine 1500 non-null object   
 16 consumption\_cannabis 1500 non-null object   
 17 consumption\_chocolate 1500 non-null object   
 18 consumption\_mushrooms 1500 non-null object   
 19 consumption\_nicotine 1500 non-null object   
 20 consumption\_cocaine\_last\_month 1500 non-null object   
dtypes: float64(7), object(14)  
memory usage: 246.2+ KB

# Drop the "id" column since it is not needed for our analysis  
data.drop(['id'], axis=1, inplace=True)  
validation.drop(['id'], axis=1, inplace=True)

# Some of our columns needs normaliaztion, so we will do that here  
numeric\_columns = data.select\_dtypes(include=['int64', 'float64']).columns  
data[numeric\_columns] = data[numeric\_columns].apply(lambda x: (x - x.mean()) / (x.max() - x.min()))  
  
numeric\_columns\_validation = validation.select\_dtypes(include=['int64', 'float64']).columns  
validation[numeric\_columns\_validation] = validation[numeric\_columns\_validation].apply(lambda x: (x - x.mean()) / (x.max() - x.min()))  
  
  
data.head()

age gender education \  
0 45-54 male Masters degree   
1 25-34 male University degree   
2 18-24 female University degree   
3 25-34 female Masters degree   
4 18-24 male Some college or university, no certificate or ...   
  
 country ethnicity personality\_neuroticism \  
0 USA Mixed-Black/Asian 0.060927   
1 USA Mixed-Black/Asian -0.037073   
2 USA Mixed-Black/Asian 0.060927   
3 USA Mixed-Black/Asian 0.202927   
4 Australia Mixed-Black/Asian 0.045927   
  
 personality\_extraversion personality\_openness personality\_agreeableness \  
0 0.072463 -0.030087 -0.02166   
1 0.169463 -0.074087 -0.02166   
2 -0.067537 0.021913 -0.04366   
3 -0.188537 -0.095087 0.06334   
4 0.122463 0.170913 0.16134   
  
 personality\_conscientiousness personality\_impulsiveness \  
0 0.037012 -0.041722   
1 0.060012 -0.131722   
2 -0.000988 0.160278   
3 -0.181988 0.160278   
4 -0.075988 0.034278   
  
 personality\_sensation consumption\_alcohol consumption\_amphetamines \  
0 -0.299163 used in last week used over a decade ago   
1 -0.215163 used in last week never used   
2 0.096837 used in last month never used   
3 0.187837 used in last day never used   
4 0.096837 used in last week never used   
  
 consumption\_caffeine consumption\_cannabis consumption\_chocolate \  
0 used in last day used in last week used in last day   
1 used in last week never used used in last day   
2 used in last day used in last week used in last week   
3 used in last day used in last decade used in last day   
4 used in last month used in last month used in last day   
  
 consumption\_mushrooms consumption\_nicotine consumption\_cocaine\_last\_month   
0 never used used in last week No   
1 never used never used No   
2 used in last year used in last month No   
3 never used used in last decade No   
4 used in last year used in last month No

# Our categorical columns need to be encoded, so we will do that here  
# To not lose any information, we will save the original categorical columns in a json file for reference  
categorical\_columns = data.select\_dtypes(include=['object']).columns  
data[categorical\_columns] = data[categorical\_columns].apply(lambda x: x.astype('category'))  
  
categorical\_columns\_validation = validation.select\_dtypes(include=['object']).columns  
validation[categorical\_columns\_validation] = data[categorical\_columns\_validation].apply(lambda x: x.astype('category'))  
  
def map\_func(column):  
 return dict(enumerate(column.cat.categories))  
  
gender\_map = map\_func(data.gender)  
education\_map = map\_func(data.education)  
country\_map = map\_func(data.country)  
ethnicity\_map = map\_func(data.ethnicity)  
consumption\_alcohol\_map = map\_func(data.consumption\_alcohol)  
consumption\_amphetamines\_map = map\_func(data.consumption\_amphetamines)  
consumption\_caffeine\_map = map\_func(data.consumption\_caffeine)  
consumption\_cannabis\_map = map\_func(data.consumption\_cannabis)  
consumption\_chocolate\_map = map\_func(data.consumption\_chocolate)  
consumption\_mushrooms\_map = map\_func(data.consumption\_mushrooms)  
consumption\_nicotine\_map = map\_func(data.consumption\_nicotine)  
consumption\_cocaine\_last\_month\_map = map\_func(data.consumption\_cocaine\_last\_month)  
  
data\_dict = dict({'gender\_map': gender\_map,  
 'education\_map': education\_map,  
 'country\_map': country\_map,  
 'ethnicity\_map': ethnicity\_map,  
 'consumption\_alcohol\_map': consumption\_alcohol\_map,  
 'consumption\_amphetamines\_map': consumption\_amphetamines\_map,  
 'consumption\_caffeine\_map': consumption\_caffeine\_map,  
 'consumption\_cannabis\_map': consumption\_cannabis\_map,  
 'consumption\_chocolate\_map': consumption\_chocolate\_map,  
 'consumption\_mushrooms\_map': consumption\_mushrooms\_map,  
 'consumption\_nicotine\_map': consumption\_nicotine\_map,  
 'consumption\_cocaine\_last\_month\_map': consumption\_cocaine\_last\_month\_map})  
  
json\_data = json.dumps(data\_dict, indent=4)  
with open('data\_dict.json', 'w+') as f:  
 f.write(json\_data)  
  
data[categorical\_columns] = data[categorical\_columns].apply(lambda x: x.cat.codes)  
validation[categorical\_columns\_validation] = validation[categorical\_columns\_validation].apply(lambda x: x.cat.codes)

# As you see, we have encoded our categorical columns and normalized our numeric columns.  
# Now we can split our data into training and test sets and then we can start our analysis.  
data.head()

age gender education country ethnicity personality\_neuroticism \  
0 3 1 5 6 2 0.060927   
1 1 1 8 6 2 -0.037073   
2 0 0 8 6 2 0.060927   
3 1 0 5 6 2 0.202927   
4 0 1 7 0 2 0.045927   
  
 personality\_extraversion personality\_openness personality\_agreeableness \  
0 0.072463 -0.030087 -0.02166   
1 0.169463 -0.074087 -0.02166   
2 -0.067537 0.021913 -0.04366   
3 -0.188537 -0.095087 0.06334   
4 0.122463 0.170913 0.16134   
  
 personality\_conscientiousness personality\_impulsiveness \  
0 0.037012 -0.041722   
1 0.060012 -0.131722   
2 -0.000988 0.160278   
3 -0.181988 0.160278   
4 -0.075988 0.034278   
  
 personality\_sensation consumption\_alcohol consumption\_amphetamines \  
0 -0.299163 4 6   
1 -0.215163 4 0   
2 0.096837 3 0   
3 0.187837 1 0   
4 0.096837 4 0   
  
 consumption\_caffeine consumption\_cannabis consumption\_chocolate \  
0 1 4 1   
1 4 0 1   
2 1 4 4   
3 1 2 1   
4 3 3 1   
  
 consumption\_mushrooms consumption\_nicotine consumption\_cocaine\_last\_month   
0 0 4 0   
1 0 0 0   
2 5 3 0   
3 0 2 0   
4 5 3 0

X = data.drop('consumption\_cocaine\_last\_month', axis=1)  
y = data.pop('consumption\_cocaine\_last\_month')  
  
Xtrain, Xtest, ytrain, ytest = train\_test\_split(X,y, test\_size=0.25, random\_state=1)

# Building Decision Tree Model  
# default 'gini' criteria to split the tree  
  
  
dTgini = DecisionTreeClassifier(criterion='gini', random\_state=1)  
  
# default 'entropy' criteria to split the tree  
dTentropy = DecisionTreeClassifier(criterion='entropy', random\_state=2)

print('Decision Tree with Gini Index:')  
dTgini.fit(Xtrain, ytrain)  
print('Accuracy of DT with Gini Index: (Train Set) {:.4f}'.format(dTgini.score(Xtrain, ytrain)))  
print('\n')

Decision Tree with Gini Index:  
Accuracy of DT with Gini Index: (Train Set) 1.0000

print('Decision Tree with Entropy:')  
dTentropy.fit(Xtrain, ytrain)  
print('Accuracy of DT with Entropy: (Train Set) {:.4f}'.format(dTentropy.score(Xtest, ytest)))  
print('\n')

Decision Tree with Entropy:  
Accuracy of DT with Entropy: (Train Set) 0.8560

#Visualizing the decision tree as png  
dot\_data = tree.export\_graphviz(dTgini, out\_file=None, feature\_names=X.columns, filled=True, rounded=True, special\_characters=True)  
graph = graphviz.Source(dot\_data)  
graph.render("drugs\_decision\_tree\_gini")  
  
(graph,) = pydot.graph\_from\_dot\_file('drugs\_decision\_tree\_gini')  
graph.write\_png('drugs\_decision\_tree\_gini.png')  
  
# Due to size of the decision tree, we will not be able to visualize it properly but It is nice to save it as PNG file to be able to view it later.

Decision Tree

# Our model may have some overfitting problem, cross validation is a good way to see if we can improve our model.  
# We will use cross validation to see if we can improve our model.  
# We will use 10-fold cross validation to see if we can improve our model.  
  
# The procedure has a single parameter called k that refers to the number of groups that a given data sample is to be split into.   
# As such, the procedure is often called k-fold cross-validation. When a specific value for k is chosen, it may be used in place of k in the reference to the model,   
# such as k=10 becoming 10-fold cross-validation.  
# If k=10 the dataset will be divided into 5 equal parts and the below process will run 10 times, each time with a different holdout set.  
  
# We will use 'gini' criteria to split the tree.  
from sklearn.model\_selection import cross\_val\_score  
  
scores = cross\_val\_score(dTgini, Xtest, ytest, cv=10, scoring='accuracy')  
print('Cross Validation Accuracy of DT with Gini Index: {:.4f}'.format(scores.mean()))  
  
# We can see that our model is not overfitting, so we will use 'entropy' criteria to split the tree.  
  
scores = cross\_val\_score(dTentropy, Xtest, ytest, cv=10, scoring='accuracy')  
print('Cross Validation Accuracy of DT with Entropy: {:.4f}'.format(scores.mean()))  
  
# Both of our models are not overfitting

Cross Validation Accuracy of DT with Gini Index: 0.8317  
Cross Validation Accuracy of DT with Entropy: 0.8454

# importance of features in the tree building   
print(pd.DataFrame(dTgini.feature\_importances\_, columns = ['Imp'], index = Xtrain.columns))

Imp  
age 0.041264  
gender 0.000000  
education 0.065945  
country 0.052809  
ethnicity 0.019369  
personality\_neuroticism 0.076485  
personality\_extraversion 0.120869  
personality\_openness 0.098713  
personality\_agreeableness 0.036436  
personality\_conscientiousness 0.103958  
personality\_impulsiveness 0.061303  
personality\_sensation 0.099135  
consumption\_alcohol 0.037160  
consumption\_amphetamines 0.070684  
consumption\_caffeine 0.003802  
consumption\_cannabis 0.021259  
consumption\_chocolate 0.029535  
consumption\_mushrooms 0.024985  
consumption\_nicotine 0.036289

#Confusion Matrix  
from sklearn.metrics import confusion\_matrix  
  
ypredict = dTgini.predict(Xtest)  
  
cm = confusion\_matrix(ytest, ypredict, labels=[0,1])  
  
df\_cm = pd.DataFrame(cm, index = [i for i in ['No', 'Yes']],  
 columns = [i for i in ['No', 'Yes']]  
 )  
  
plt.figure(figsize = (7,5))  
sns.heatmap(df\_cm, annot = True, fmt = 'g')

<AxesSubplot:>

![](data:image/png;base64,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)

print(classification\_report(ytest, ypredict))  
  
# As we see from our classification report, our predictions are accurate but our data is not very well balanced.

precision recall f1-score support  
  
 0 0.93 0.90 0.92 347  
 1 0.08 0.11 0.09 28  
  
 accuracy 0.85 375  
 macro avg 0.50 0.51 0.50 375  
weighted avg 0.86 0.85 0.85 375

# Imbalanced data is a problem in machine learning.  
# We will use SMOTE to balance our data.  
  
import collections  
  
counter = collections.Counter(y)  
print('Before',counter)  
  
oversample = imblearn.over\_sampling.SMOTE(random\_state=1)  
X, y = oversample.fit\_sample(X, y)  
  
counter = collections.Counter(y)  
print('After',counter)  
  
  
pd.Series(y).value\_counts().plot(kind='bar', title='Class distribution after appying SMOTE', xlabel='consumption\_cocaine\_last\_month', ylabel='Count')  
plt.show()

Before Counter({0: 1373, 1: 127})  
After Counter({0: 1373, 1: 1373})
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# As you see from our class distribution, our data is now balanced.  
# Now we will use our resampled data to train our model.  
  
Xtrain, Xtest, ytrain, ytest = train\_test\_split(X,y, test\_size=0.25, random\_state=1)

print('Decision Tree with Gini Index:')  
dTgini.fit(Xtrain, ytrain)  
print('Accuracy of DT with Gini Index: {:.4f}'.format(dTgini.score(Xtest, ytest)))  
print('\n')  
  
# predicted values  
ypredict = dTgini.predict(Xtest)  
  
print('balanced accuracy score: {:.4f}'.format(balanced\_accuracy\_score(ytest, ypredict)))  
print('\n')

Decision Tree with Gini Index:  
Accuracy of DT with Gini Index: 0.8923  
  
  
balanced accuracy score: 0.8922

# Let's use validation set to predict Y axis since we do no have Y axis in validation set  
  
validation\_y = dTgini.predict(validation)  
score = dTgini.score(validation,validation\_y)  
  
# So let's merge the labels with validation data as a new column and try to analyze it.  
validation['consumption\_cocaine\_last\_month'] = validation\_y  
  
validation\_x = validation.drop('consumption\_cocaine\_last\_month', axis=1)  
validation\_y = validation.pop('consumption\_cocaine\_last\_month')  
  
validation.head()

age gender education country ethnicity personality\_neuroticism \  
0 3 1 5 6 2 -0.168255   
1 1 1 8 6 2 0.141960   
2 0 0 8 6 2 0.063776   
3 1 0 5 6 2 0.261758   
4 0 1 7 0 2 0.141960   
  
 personality\_extraversion personality\_openness personality\_agreeableness \  
0 0.244132 0.081794 -0.055461   
1 -0.021868 0.220953 -0.081165   
2 0.028132 -0.191129 0.102434   
3 0.003132 -0.074624 -0.136244   
4 -0.085868 -0.360493 -0.136244   
  
 personality\_conscientiousness personality\_impulsiveness \  
0 -0.124354 0.16154   
1 0.145953 0.09654   
2 0.112664 0.09654   
3 -0.100386 0.16154   
4 -0.368029 -0.04046   
  
 personality\_sensation consumption\_alcohol consumption\_amphetamines \  
0 0.20901 4 6   
1 0.20901 4 0   
2 -0.11399 3 0   
3 -0.03599 1 0   
4 -0.11399 4 0   
  
 consumption\_caffeine consumption\_cannabis consumption\_chocolate \  
0 1 4 1   
1 4 0 1   
2 1 4 4   
3 1 2 1   
4 3 3 1   
  
 consumption\_mushrooms consumption\_nicotine   
0 0 4   
1 0 0   
2 5 3   
3 0 2   
4 5 3

# We can not print a new score based on validation dataset because labels are created based on DecisionTree predict method,   
# if we try to predict another score with validation\_x and validation\_y the result will be 100 percent.  
# So we will take that values as result of our model and not going to use for testing quality of the model.   
# We can assume like validation set is a real life data input coming from a pipeline   
# and there is no point to make further analysis based on it because there is not a "REAL" labels column.

print('Decision Tree with Entropy:')  
dTentropy.fit(Xtrain, ytrain)  
print('Accuracy of DT with Entropy: {:.4f}'.format(dTentropy.score(Xtest, ytest)))  
print('\n')  
  
# predicted values  
ypredict = dTentropy.predict(Xtest)  
  
print('balanced accuracy score: {:.4f}'.format(balanced\_accuracy\_score(ytest, ypredict)))  
print('\n')

Decision Tree with Entropy:  
Accuracy of DT with Entropy: 0.8879  
  
  
balanced accuracy score: 0.8877

#Confusion Matrix  
from sklearn.metrics import confusion\_matrix  
  
ypredict = dTgini.predict(Xtest)  
  
cm = confusion\_matrix(ytest, ypredict, labels=[0,1])  
  
df\_cm = pd.DataFrame(cm, index = [i for i in ['No', 'Yes']],  
 columns = [i for i in ['No', 'Yes']]  
 )  
  
plt.figure(figsize = (7,5))  
sns.heatmap(df\_cm, annot = True, fmt = 'g')

<AxesSubplot:>
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print(classification\_report(ytest, ypredict))

precision recall f1-score support  
  
 0 0.90 0.89 0.89 340  
 1 0.89 0.90 0.89 347  
  
 accuracy 0.89 687  
 macro avg 0.89 0.89 0.89 687  
weighted avg 0.89 0.89 0.89 687

# After balancing the data classification report shows our "real" accuracy is around .89.

#ROC curve Decison Tree  
  
dTprob = dTgini.predict\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest, dTprob)  
  
plt.plot([0,1],[0,1], linestyle='--')  
  
plt.plot(fpr, tpr, label='ROC')  
\_ = plt.xlabel('False Positive Rate')  
\_ = plt.ylabel('True Positive Rate')  
\_ = plt.title('ROC Curve')  
\_ = plt.xlim([-0.02, 1])  
\_ = plt.ylim([0, 1.02])  
\_ = plt.legend(loc="lower right")
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#The more that the ROC curve hugs the top left corner of the plot, the better the model does at classifying the data into categories.  
#Our model has high AUC, which indicates that it has the very wide area under the curve and is the nice model at correctly classifying observations into categories.  
decisionTree\_score = roc\_auc\_score(ytest, dTprob)  
print('AUC:',roc\_auc\_score(ytest, dTprob))

AUC: 0.8922147821664689

# KNN model with K=5 and K=10  
  
from sklearn.neighbors import KNeighborsClassifier  
  
knn5 = KNeighborsClassifier(n\_neighbors=5)  
knn10 = KNeighborsClassifier(n\_neighbors=10)  
  
knn5.fit(Xtrain, ytrain)  
knn10.fit(Xtrain, ytrain)  
  
print('KNN with K=5:')  
print('Accuracy of KNN with K=5: {:.4f}'.format(knn5.score(Xtest, ytest)))  
print('\n')  
  
print('KNN with K=10:')  
print('Accuracy of KNN with K=10: {:.4f}'.format(knn10.score(Xtest, ytest)))  
print('\n')  
  
# predicted values  
ypredict = knn5.predict(Xtest)  
  
print('balanced accuracy score: {:.4f}'.format(balanced\_accuracy\_score(ytest, ypredict)))  
print('\n')

KNN with K=5:  
Accuracy of KNN with K=5: 0.8734  
  
  
KNN with K=10:  
Accuracy of KNN with K=10: 0.8574  
  
  
balanced accuracy score: 0.8721

#Confusion Matrix  
cm = confusion\_matrix(ytest, ypredict, labels = [0, 1])  
  
df\_cm = pd.DataFrame(cm, index = [i for i in ['No', 'Yes']],  
 columns = [i for i in ['No', 'Yes']])  
  
plt.figure(figsize=(7,5))  
sns.heatmap(df\_cm, annot = True, fmt='g');
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print('Classification Report:\n', classification\_report(ytest, ypredict))

Classification Report:  
 precision recall f1-score support  
  
 0 1.00 0.74 0.85 340  
 1 0.80 1.00 0.89 347  
  
 accuracy 0.87 687  
 macro avg 0.90 0.87 0.87 687  
weighted avg 0.90 0.87 0.87 687

prob = knn5.predict\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest, prob)  
  
plt.plot([0,1],[0,1],linestyle='--')  
plt.plot(fpr, tpr, label='ROC')  
\_=plt.xlabel('False Positive Rate')  
\_=plt.ylabel('True Positive Rate')  
\_=plt.title('ROC Curve')  
\_=plt.xlim([-0.02,1])  
\_=plt.legend(loc='lower right')
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knn5\_score = roc\_auc\_score(ytest, prob)  
print('AUC:',roc\_auc\_score(ytest, prob))

AUC: 0.9643668418375996

# After 0.93 percent of accuracy I would love to perform a cross validation check to test overfitting  
  
scores = cross\_val\_score(knn5, Xtest, ytest, cv=10, scoring='accuracy')  
print('Cross Validation Accuracy of KNN: {:.4f}'.format(scores.mean()))  
  
# Cross validation score shows us a more realistic accuracy rate

Cross Validation Accuracy of KNN: 0.7786

#adabossting  
adaBoost = AdaBoostClassifier(  
 #base\_estimator=dTgini1,  
 n\_estimators=50,  
 random\_state=2)  
adaBoost = adaBoost.fit(Xtrain, ytrain)  
  
ypredict= adaBoost.predict(Xtest)  
print('Train Score:',adaBoost.score(Xtrain, ytrain))  
print('Test Score:',adaBoost.score(Xtest, ytest))

Train Score: 0.893152015541525  
Test Score: 0.8675400291120815

print('Confusion Matrix:')  
  
cm = confusion\_matrix(ytest, ypredict, labels = [0,1])  
  
df\_cm = pd.DataFrame(cm, index = [i for i in ['No','Yes']],  
 columns = [i for i in ['No', 'Yes']])  
plt.figure(figsize=(7,5))  
sns.heatmap(df\_cm, annot=True, fmt='g');

Confusion Matrix:
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prob = adaBoost.predict\_log\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest, prob)  
plt.plot([0,1],[0,1],linestyle='--')  
plt.plot(fpr, tpr, label='ROC')  
\_=plt.xlabel('False Positive Rate')  
\_=plt.ylabel('True Positive Rate')  
\_=plt.title('ROC Curve')  
\_=plt.xlim([-0.02,1])  
\_=plt.legend(loc='lower right')
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adaBoost\_score = roc\_auc\_score(ytest, prob)  
print('AUC:', roc\_auc\_score(ytest, prob))

AUC: 0.9416511273097135

# Again, I feel like we need a cross-validation check.  
  
scores = cross\_val\_score(adaBoost, Xtest, ytest, cv=10, scoring='accuracy')  
print('Cross Validation Accuracy of adaBoost: {:.4f}'.format(scores.mean()))  
  
# This time, Cross validation accuracy is same as test accuracy

Cross Validation Accuracy of Adaboost: 0.8618

#GradientBoost  
gradientBoostingC = GradientBoostingClassifier(learning\_rate = 0.1,  
 n\_estimators = 25,  
 random\_state = 3)  
gradientBoostingC = gradientBoostingC.fit(Xtrain, ytrain)  
  
ypredict = gradientBoostingC.predict(Xtest)  
print('Train Score:', gradientBoostingC.score(Xtrain, ytrain))  
print('Test Score:', gradientBoostingC.score(Xtest, ytest))

Train Score: 0.8936376881981545  
Test Score: 0.8675400291120815

cm = confusion\_matrix(ytest, ypredict, labels=[0,1])  
df\_cm = pd.DataFrame(cm, index = [i for i in ['No','Yes']],  
 columns = [i for i in ['No','Yes']])  
plt.figure(figsize=(7,5))  
sns.heatmap(df\_cm, annot = True, fmt = 'g');
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print(classification\_report(ytest, ypredict))

precision recall f1-score support  
  
 0 0.89 0.84 0.86 340  
 1 0.85 0.90 0.87 347  
  
 accuracy 0.87 687  
 macro avg 0.87 0.87 0.87 687  
weighted avg 0.87 0.87 0.87 687

prob = gradientBoostingC.predict\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest,prob)  
plt.plot([0,1],[0,1],linestyle='--')  
plt.plot(fpr, tpr, label='ROC')  
\_=plt.xlabel('False Positive Rate')  
\_=plt.ylabel('True Positive Rate')  
\_=plt.title('ROC Curve')  
\_=plt.xlim([-0.02,1])  
\_=plt.legend(loc='lower right')
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gradientBoost\_score = roc\_auc\_score(ytest, prob)  
print('AUC:', roc\_auc\_score(ytest, prob))

AUC: 0.9459569418545517

#Ensemble Random Forest Classifier  
  
RFC = RandomForestClassifier(n\_estimators=50,   
 random\_state=4,   
 max\_features='log2',  
 max\_depth=5)  
RFC = RFC.fit(Xtrain, ytrain)  
  
ypredict = RFC.predict(Xtest)  
  
print('Train score:', RFC.score(Xtrain, ytrain))  
print('Test Score:', RFC.score(Xtest, ytest))

Train score: 0.8902379796017484  
Test Score: 0.858806404657933

cm = confusion\_matrix(ytest, ypredict, labels=[0,1])  
df\_cm = pd.DataFrame(cm, index=[i for i in ['No','Yes']],  
 columns = [i for i in ['No', 'Yes']])  
plt.figure(figsize=(7,5))  
sns.heatmap(df\_cm, annot = True, fmt = 'g');
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print(classification\_report(ytest, ypredict))

precision recall f1-score support  
  
 0 0.90 0.81 0.85 340  
 1 0.83 0.91 0.87 347  
  
 accuracy 0.86 687  
 macro avg 0.86 0.86 0.86 687  
weighted avg 0.86 0.86 0.86 687

prob = RFC.predict\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest, prob)  
  
plt.plot([0,1],[0,1], linestyle ='--')  
  
plt.plot(fpr, tpr, label='ROC')  
\_=plt.xlabel('False Positive Rate')  
\_=plt.ylabel('True Positive Rate')  
\_=plt.xlim([-0.02,1])  
\_=plt.legend(loc='lower right')
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rfc\_score = roc\_auc\_score(ytest, prob)  
print('AUC:', roc\_auc\_score(ytest, prob))

AUC: 0.9331496863875234

# SVM Classifier with RBF Kernel and GridSearchCV to find best parameters  
  
param\_grid = {'C': [0.1, 1, 10, 100, 1000],  
 'gamma': [1, 0.1, 0.01, 0.001, 0.0001],  
 'kernel': ['rbf']}  
grid = GridSearchCV(SVC(probability=True), param\_grid, refit=True, verbose=3)  
grid.fit(Xtrain, ytrain)  
  
#print(grid.best\_params\_)  
#print(grid.best\_estimator\_)  
grid\_predictions = grid.predict(Xtest)

Fitting 5 folds for each of 25 candidates, totalling 125 fits  
[CV 1/5] END ........C=0.1, gamma=1, kernel=rbf;, score=0.505 total time= 0.8s  
[CV 2/5] END ........C=0.1, gamma=1, kernel=rbf;, score=0.507 total time= 0.7s  
[CV 3/5] END ........C=0.1, gamma=1, kernel=rbf;, score=0.507 total time= 0.7s  
[CV 4/5] END ........C=0.1, gamma=1, kernel=rbf;, score=0.507 total time= 0.7s  
[CV 5/5] END ........C=0.1, gamma=1, kernel=rbf;, score=0.509 total time= 0.7s  
[CV 1/5] END ......C=0.1, gamma=0.1, kernel=rbf;, score=0.869 total time= 0.6s  
[CV 2/5] END ......C=0.1, gamma=0.1, kernel=rbf;, score=0.862 total time= 0.6s  
[CV 3/5] END ......C=0.1, gamma=0.1, kernel=rbf;, score=0.828 total time= 0.6s  
[CV 4/5] END ......C=0.1, gamma=0.1, kernel=rbf;, score=0.857 total time= 0.6s  
[CV 5/5] END ......C=0.1, gamma=0.1, kernel=rbf;, score=0.827 total time= 0.6s  
[CV 1/5] END .....C=0.1, gamma=0.01, kernel=rbf;, score=0.847 total time= 0.5s  
[CV 2/5] END .....C=0.1, gamma=0.01, kernel=rbf;, score=0.794 total time= 0.5s  
[CV 3/5] END .....C=0.1, gamma=0.01, kernel=rbf;, score=0.774 total time= 0.5s  
[CV 4/5] END .....C=0.1, gamma=0.01, kernel=rbf;, score=0.808 total time= 0.5s  
[CV 5/5] END .....C=0.1, gamma=0.01, kernel=rbf;, score=0.793 total time= 0.5s  
[CV 1/5] END ....C=0.1, gamma=0.001, kernel=rbf;, score=0.740 total time= 0.7s  
[CV 2/5] END ....C=0.1, gamma=0.001, kernel=rbf;, score=0.665 total time= 0.7s  
[CV 3/5] END ....C=0.1, gamma=0.001, kernel=rbf;, score=0.687 total time= 0.7s  
[CV 4/5] END ....C=0.1, gamma=0.001, kernel=rbf;, score=0.675 total time= 0.7s  
[CV 5/5] END ....C=0.1, gamma=0.001, kernel=rbf;, score=0.689 total time= 0.7s  
[CV 1/5] END ...C=0.1, gamma=0.0001, kernel=rbf;, score=0.500 total time= 0.7s  
[CV 2/5] END ...C=0.1, gamma=0.0001, kernel=rbf;, score=0.502 total time= 0.7s  
[CV 3/5] END ...C=0.1, gamma=0.0001, kernel=rbf;, score=0.502 total time= 0.7s  
[CV 4/5] END ...C=0.1, gamma=0.0001, kernel=rbf;, score=0.502 total time= 0.7s  
[CV 5/5] END ...C=0.1, gamma=0.0001, kernel=rbf;, score=0.501 total time= 0.7s  
[CV 1/5] END ..........C=1, gamma=1, kernel=rbf;, score=0.879 total time= 0.8s  
[CV 2/5] END ..........C=1, gamma=1, kernel=rbf;, score=0.854 total time= 0.8s  
[CV 3/5] END ..........C=1, gamma=1, kernel=rbf;, score=0.840 total time= 0.8s  
[CV 4/5] END ..........C=1, gamma=1, kernel=rbf;, score=0.864 total time= 0.7s  
[CV 5/5] END ..........C=1, gamma=1, kernel=rbf;, score=0.854 total time= 0.8s  
[CV 1/5] END ........C=1, gamma=0.1, kernel=rbf;, score=0.942 total time= 0.5s  
[CV 2/5] END ........C=1, gamma=0.1, kernel=rbf;, score=0.932 total time= 0.4s  
[CV 3/5] END ........C=1, gamma=0.1, kernel=rbf;, score=0.942 total time= 0.4s  
[CV 4/5] END ........C=1, gamma=0.1, kernel=rbf;, score=0.930 total time= 0.4s  
[CV 5/5] END ........C=1, gamma=0.1, kernel=rbf;, score=0.925 total time= 0.4s  
[CV 1/5] END .......C=1, gamma=0.01, kernel=rbf;, score=0.852 total time= 0.4s  
[CV 2/5] END .......C=1, gamma=0.01, kernel=rbf;, score=0.867 total time= 0.4s  
[CV 3/5] END .......C=1, gamma=0.01, kernel=rbf;, score=0.820 total time= 0.4s  
[CV 4/5] END .......C=1, gamma=0.01, kernel=rbf;, score=0.847 total time= 0.4s  
[CV 5/5] END .......C=1, gamma=0.01, kernel=rbf;, score=0.837 total time= 0.4s  
[CV 1/5] END ......C=1, gamma=0.001, kernel=rbf;, score=0.823 total time= 0.5s  
[CV 2/5] END ......C=1, gamma=0.001, kernel=rbf;, score=0.767 total time= 0.5s  
[CV 3/5] END ......C=1, gamma=0.001, kernel=rbf;, score=0.762 total time= 0.5s  
[CV 4/5] END ......C=1, gamma=0.001, kernel=rbf;, score=0.779 total time= 0.5s  
[CV 5/5] END ......C=1, gamma=0.001, kernel=rbf;, score=0.781 total time= 0.5s  
[CV 1/5] END .....C=1, gamma=0.0001, kernel=rbf;, score=0.731 total time= 0.7s  
[CV 2/5] END .....C=1, gamma=0.0001, kernel=rbf;, score=0.660 total time= 0.7s  
[CV 3/5] END .....C=1, gamma=0.0001, kernel=rbf;, score=0.680 total time= 0.7s  
[CV 4/5] END .....C=1, gamma=0.0001, kernel=rbf;, score=0.675 total time= 0.7s  
[CV 5/5] END .....C=1, gamma=0.0001, kernel=rbf;, score=0.689 total time= 0.7s  
[CV 1/5] END .........C=10, gamma=1, kernel=rbf;, score=0.893 total time= 0.7s  
[CV 2/5] END .........C=10, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 3/5] END .........C=10, gamma=1, kernel=rbf;, score=0.850 total time= 0.8s  
[CV 4/5] END .........C=10, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 5/5] END .........C=10, gamma=1, kernel=rbf;, score=0.869 total time= 0.8s  
[CV 1/5] END .......C=10, gamma=0.1, kernel=rbf;, score=0.951 total time= 0.4s  
[CV 2/5] END .......C=10, gamma=0.1, kernel=rbf;, score=0.964 total time= 0.4s  
[CV 3/5] END .......C=10, gamma=0.1, kernel=rbf;, score=0.954 total time= 0.4s  
[CV 4/5] END .......C=10, gamma=0.1, kernel=rbf;, score=0.949 total time= 0.4s  
[CV 5/5] END .......C=10, gamma=0.1, kernel=rbf;, score=0.939 total time= 0.4s  
[CV 1/5] END ......C=10, gamma=0.01, kernel=rbf;, score=0.908 total time= 0.3s  
[CV 2/5] END ......C=10, gamma=0.01, kernel=rbf;, score=0.900 total time= 0.4s  
[CV 3/5] END ......C=10, gamma=0.01, kernel=rbf;, score=0.852 total time= 0.3s  
[CV 4/5] END ......C=10, gamma=0.01, kernel=rbf;, score=0.896 total time= 0.3s  
[CV 5/5] END ......C=10, gamma=0.01, kernel=rbf;, score=0.873 total time= 0.3s  
[CV 1/5] END .....C=10, gamma=0.001, kernel=rbf;, score=0.850 total time= 0.4s  
[CV 2/5] END .....C=10, gamma=0.001, kernel=rbf;, score=0.830 total time= 0.4s  
[CV 3/5] END .....C=10, gamma=0.001, kernel=rbf;, score=0.796 total time= 0.4s  
[CV 4/5] END .....C=10, gamma=0.001, kernel=rbf;, score=0.818 total time= 0.4s  
[CV 5/5] END .....C=10, gamma=0.001, kernel=rbf;, score=0.825 total time= 0.4s  
[CV 1/5] END ....C=10, gamma=0.0001, kernel=rbf;, score=0.801 total time= 0.6s  
[CV 2/5] END ....C=10, gamma=0.0001, kernel=rbf;, score=0.750 total time= 0.5s  
[CV 3/5] END ....C=10, gamma=0.0001, kernel=rbf;, score=0.757 total time= 0.5s  
[CV 4/5] END ....C=10, gamma=0.0001, kernel=rbf;, score=0.789 total time= 0.5s  
[CV 5/5] END ....C=10, gamma=0.0001, kernel=rbf;, score=0.769 total time= 0.5s  
[CV 1/5] END ........C=100, gamma=1, kernel=rbf;, score=0.893 total time= 0.7s  
[CV 2/5] END ........C=100, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 3/5] END ........C=100, gamma=1, kernel=rbf;, score=0.850 total time= 0.8s  
[CV 4/5] END ........C=100, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 5/5] END ........C=100, gamma=1, kernel=rbf;, score=0.869 total time= 0.8s  
[CV 1/5] END ......C=100, gamma=0.1, kernel=rbf;, score=0.949 total time= 0.4s  
[CV 2/5] END ......C=100, gamma=0.1, kernel=rbf;, score=0.964 total time= 0.4s  
[CV 3/5] END ......C=100, gamma=0.1, kernel=rbf;, score=0.949 total time= 0.4s  
[CV 4/5] END ......C=100, gamma=0.1, kernel=rbf;, score=0.934 total time= 0.4s  
[CV 5/5] END ......C=100, gamma=0.1, kernel=rbf;, score=0.934 total time= 0.4s  
[CV 1/5] END .....C=100, gamma=0.01, kernel=rbf;, score=0.915 total time= 0.5s  
[CV 2/5] END .....C=100, gamma=0.01, kernel=rbf;, score=0.913 total time= 0.5s  
[CV 3/5] END .....C=100, gamma=0.01, kernel=rbf;, score=0.898 total time= 0.4s  
[CV 4/5] END .....C=100, gamma=0.01, kernel=rbf;, score=0.915 total time= 0.5s  
[CV 5/5] END .....C=100, gamma=0.01, kernel=rbf;, score=0.898 total time= 0.5s  
[CV 1/5] END ....C=100, gamma=0.001, kernel=rbf;, score=0.862 total time= 0.4s  
[CV 2/5] END ....C=100, gamma=0.001, kernel=rbf;, score=0.862 total time= 0.4s  
[CV 3/5] END ....C=100, gamma=0.001, kernel=rbf;, score=0.820 total time= 0.4s  
[CV 4/5] END ....C=100, gamma=0.001, kernel=rbf;, score=0.852 total time= 0.4s  
[CV 5/5] END ....C=100, gamma=0.001, kernel=rbf;, score=0.847 total time= 0.4s  
[CV 1/5] END ...C=100, gamma=0.0001, kernel=rbf;, score=0.823 total time= 0.5s  
[CV 2/5] END ...C=100, gamma=0.0001, kernel=rbf;, score=0.803 total time= 0.5s  
[CV 3/5] END ...C=100, gamma=0.0001, kernel=rbf;, score=0.774 total time= 0.5s  
[CV 4/5] END ...C=100, gamma=0.0001, kernel=rbf;, score=0.806 total time= 0.5s  
[CV 5/5] END ...C=100, gamma=0.0001, kernel=rbf;, score=0.779 total time= 0.4s  
[CV 1/5] END .......C=1000, gamma=1, kernel=rbf;, score=0.893 total time= 0.7s  
[CV 2/5] END .......C=1000, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 3/5] END .......C=1000, gamma=1, kernel=rbf;, score=0.850 total time= 0.8s  
[CV 4/5] END .......C=1000, gamma=1, kernel=rbf;, score=0.871 total time= 0.8s  
[CV 5/5] END .......C=1000, gamma=1, kernel=rbf;, score=0.869 total time= 0.8s  
[CV 1/5] END .....C=1000, gamma=0.1, kernel=rbf;, score=0.949 total time= 0.4s  
[CV 2/5] END .....C=1000, gamma=0.1, kernel=rbf;, score=0.964 total time= 0.4s  
[CV 3/5] END .....C=1000, gamma=0.1, kernel=rbf;, score=0.949 total time= 0.4s  
[CV 4/5] END .....C=1000, gamma=0.1, kernel=rbf;, score=0.934 total time= 0.4s  
[CV 5/5] END .....C=1000, gamma=0.1, kernel=rbf;, score=0.934 total time= 0.4s  
[CV 1/5] END ....C=1000, gamma=0.01, kernel=rbf;, score=0.927 total time= 1.0s  
[CV 2/5] END ....C=1000, gamma=0.01, kernel=rbf;, score=0.930 total time= 1.0s  
[CV 3/5] END ....C=1000, gamma=0.01, kernel=rbf;, score=0.913 total time= 0.9s  
[CV 4/5] END ....C=1000, gamma=0.01, kernel=rbf;, score=0.922 total time= 1.0s  
[CV 5/5] END ....C=1000, gamma=0.01, kernel=rbf;, score=0.900 total time= 1.0s  
[CV 1/5] END ...C=1000, gamma=0.001, kernel=rbf;, score=0.883 total time= 0.7s  
[CV 2/5] END ...C=1000, gamma=0.001, kernel=rbf;, score=0.881 total time= 0.7s  
[CV 3/5] END ...C=1000, gamma=0.001, kernel=rbf;, score=0.840 total time= 0.6s  
[CV 4/5] END ...C=1000, gamma=0.001, kernel=rbf;, score=0.864 total time= 0.6s  
[CV 5/5] END ...C=1000, gamma=0.001, kernel=rbf;, score=0.873 total time= 0.6s  
[CV 1/5] END ..C=1000, gamma=0.0001, kernel=rbf;, score=0.857 total time= 0.5s  
[CV 2/5] END ..C=1000, gamma=0.0001, kernel=rbf;, score=0.830 total time= 0.5s  
[CV 3/5] END ..C=1000, gamma=0.0001, kernel=rbf;, score=0.801 total time= 0.5s  
[CV 4/5] END ..C=1000, gamma=0.0001, kernel=rbf;, score=0.818 total time= 0.5s  
[CV 5/5] END ..C=1000, gamma=0.0001, kernel=rbf;, score=0.825 total time= 0.4s

print('Train Score:', grid.score(Xtrain, ytrain))  
print('Test Score:', grid.score(Xtest, ytest))  
  
cm = confusion\_matrix(ytest, grid\_predictions, labels=[0,1])  
df\_cm = pd.DataFrame(cm, index=[i for i in ['No','Yes']],  
 columns = [i for i in ['No', 'Yes']])  
plt.figure(figsize=(7,5))  
sns.heatmap(df\_cm, annot = True, fmt = 'g');

Train Score: 0.9975716367168529  
Test Score: 0.9810771470160117
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print(classification\_report(ytest, grid\_predictions))  
  
prob = grid.predict\_proba(Xtest)[:,1]  
  
fpr, tpr, threshold = roc\_curve(ytest, prob)  
  
plt.plot([0,1],[0,1], linestyle ='--')  
  
plt.plot(fpr, tpr, label='ROC')  
  
\_=plt.xlabel('False Positive Rate')  
  
\_=plt.ylabel('True Positive Rate')  
  
\_=plt.xlim([-0.02,1])  
  
\_=plt.legend(loc='lower right')  
  
svm\_score = roc\_auc\_score(ytest, prob)  
  
print('AUC:', roc\_auc\_score(ytest, prob))

precision recall f1-score support  
  
 0 1.00 0.96 0.98 340  
 1 0.97 1.00 0.98 347  
  
 accuracy 0.98 687  
 macro avg 0.98 0.98 0.98 687  
weighted avg 0.98 0.98 0.98 687  
  
AUC: 0.9958806577385997
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# Conclusion  
  
# The data is originally contains categorical and numerical data. I have converted categorical data into numerical data using LabelEncoder.   
# The data is imbalanced. I have used SMOTE to balance the data.  
# I used normalization on numerical data and standardization on categorical data.  
  
# These preprocessing steps are very important to get good results.   
# Otherwise, the model will not be able to predict the outcome correctly.  
# After preparing the data, the rest is just applying different models and comparing the results.  
# The models are imported from sklearn library.  
  
  
# ROC curve is used to evaluate the performance of the model. AUC is used to compare the performance of different models.  
# When I suspected overfitting I used cross validation to check the accuracy of the model.  
# Confusion matrix and classification report are used to get better insights about the model.  
# The metric used to evaluate the performance of the models are balanced accuracy.  
  
  
  
# I have used 6 different models to predict the outcome.  
# The application of some models are very similar. However, SVM is a little bit different.  
# To be able to use SVM, I had to find the best parameters using GridSearchCV.  
# The best parameters are C=1000, gamma=0.0001, and kernel='rbf'.  
# However SVM overfitted our data and the accuracy was unrealistic.   
  
# We can see that the best model is KNN with 0.85 score, the rest of the models are a bit underperformed or overfit the data.  
# I picked KNN to predict the outcome of the test data in best\_model.ipynb file.  
# The best model is saved in knn10.sav file and the predictions saved in predictions.csv file.  
  
# In the test dataset we do not have a Y axis which is label of the data.  
# So we can not evaluate the performance of the model. However, based on the train,test performance of our KNN model we can assume we have 85% accuracy.