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# Цель работы

Научиться работать с директориями и поддиректориями. Искать файлы и выполнять различные действия в зависимости от их содержимого.

# Задание

**Лабиринт**

Дана некоторая корневая директория, в которой может находиться некоторое количество папок, в том числе вложенных. В этих папках хранятся некоторые текстовые файлы, имеющие имя вида *<filename>*.txt.

Требуется найти файл, который содержит строку "Minotaur" (файл-минотавр).

Файл, с которого следует начинать поиск, всегда называется file.txt (но полный путь к нему неизвестен).

Каждый текстовый файл, кроме искомого, может содержать в себе ссылку на название другого файла (эта ссылка не содержит пути к файлу). Таких ссылок может быть несколько.

Пример:

**Содержимое файла a1.txt**

@include a2.txt

@include b5.txt

@include a7.txt

А также файл может содержать тупик:

**Содержимое файла a2.txt**

Deadlock

Программа должна вывести правильную цепочку файлов (с путями), которая привела к поимке файла-минотавра.

**Пример**

**![https://ucarecdn.com/ac25f954-cf8c-499a-8d7b-6b5a46cdf047/](data:image/png;base64,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)**

**file.txt:**

**@include file1.txt**

**@include file4.txt**

**@include file5.txt**

**file1.txt:**

**Deadlock**

**file2.txt:**

**@include file3.txt**

**file3.txt:**

**Minotaur**

**file4.txt:**

**@include file2.txt**

**@include file1.txt**

**file5.txt:**

**Deadlock**

*Правильный ответ:*

root/add/add/file.txt

root/add/mul/add/file4.txt

root/add/mul/file2.txt

root/add/mul/file3.txt

*! Цепочка, приводящая к файлу-минотавру может быть только одна.*

*! Общее количество файлов в каталоге не может быть больше 200.*

*! Циклических зависимостей быть не может.*

*! Файлы не могут иметь одинаковые имена.*

# Содержание

**Lab3.c**

#include <stdio.h>

#include <dirent.h>

#include <string.h>

#include <sys/stat.h>

#include <stdlib.h>

// ---------------------------------------------

// List of strings to store the path to Minotaur

// ---------------------------------------------

// Represents one item of the list

typedef struct string

{

char value[1024]; // Lenght of one path

} string;

// Represents list of strings

typedef struct list

{

string item[200]; // Maximum amount of items in the list according to the requirments of the task

int count;

} list;

// Add new item to the end of the list

add(list\* mylist, char\* string)

{

strcpy(mylist->item[mylist->count].value, string);

mylist->count++;

}

// Remove last item from the list

remove\_last(list\* mylist)

{

mylist->count--;

}

// ---------------------------------------------

// Looking for file with given filename in specific

// directory including subdirectories and return path to the file

// Return value: 1 if found, 0 otherwise

int find\_file(char\* dir, char\* file, char\* path)

{

int result = 0;

DIR \*dp;

struct dirent \*entry;

struct stat statbuf;

// Open given directory

if((dp = opendir(dir)) == NULL)

{

printf("Cannot open directory: %s\n", dir);

return result;

}

// Change current working directory to the given one

chdir(dir);

// Read items from the directory

while((entry = readdir(dp)) != NULL)

{

// Get additional information about current item

lstat(entry->d\_name, &statbuf);

// Check if the found item is a directory

if( S\_ISDIR(statbuf.st\_mode) )

{

// Found a directory, but ignore current(.) and parent(..) directories

if(strcmp(".",entry->d\_name) == 0 || strcmp("..",entry->d\_name) == 0)

{

continue;

}

// Recurse at the level of found directory

result = find\_file(entry->d\_name, file, path);

if (result == 1)

{

// If found, run away

break;

}

}

else // Assume if it's not directory, it is a file

{

// Check if the found file is the required one

if (strcmp(entry->d\_name, file) == 0)

{

// Build the path to the file

char cwd[1024];

getcwd(cwd, sizeof(cwd)); // Get current working directory

strcat(path, cwd);

strcat(path, "/"); // Add '/'

strcat(path, entry->d\_name); // Add filename

result = 1;

// If found, run away

break;

}

}

}

chdir(".."); // Change current working directory back to parent one

closedir(dp); // Close directory

return result;

}

// Looking for the Minotaur and return steps to him

// Return value: 1 if found, 0 otherwise

int find\_minotaur(char\* dir, char\* file, list\* steps)

{

int result = 0;

// Try to find file in the given directory and subdirectories

char path[1024] = "";

if (find\_file(dir, file, path) == 0)

{

// If not found, report the error and stop the program

printf("Cannot find file: %s\n", file);

return result;

}

// If found, add current file to the list of steps

add(steps, path);

// Open found file for reading

FILE\* fp = NULL;

fp = fopen(path,"r");

// Read from file line by line

char line[256];

while (fgets(line, sizeof(line), fp))

{

// We found the Minotaur!

if (strcmp(line, "Minotaur\n") == 0) // fgets reads lines including trailing '\n'

{

result = 1;

break;

}

// Deadlock found

if (strcmp(line, "Deadlock\n") == 0)

{

// Since Deadlock is found, remove last steps from the list

remove\_last(steps);

break;

}

// If not 'Minotaur' nor 'Deadlock', assume it is 'include', try to parse

char next\_file[256] = "";

int n = sscanf(line,"@include %s", next\_file);

if (n == 0)

{

printf("Cannot read file: %s\n", path);

result = 0;

return result;

}

// Managed to parse included file, try to find Minotaur there...

result = find\_minotaur(dir, next\_file, steps);

if (result == 1)

{

// If found, run away

break;

}

}

// Close the file

fclose(fp);

return result;

}

int main(int argc, char\*\* argv)

{

// Use input argument as starting directory if provided, otherwise use 'root'

char dir[256] = "root";

if (argc >= 2)

{

strcpy(dir, argv[1]);

}

// Allocate list of steps to store path to Minotaur

list steps;

steps.count = 0;

// Find path to Minotaur

int result = find\_minotaur(dir, "file.txt", &steps);

if (result == 0)

{

printf("Cannot find the Minotaur\n");

return 0;

}

// If path is found, print it out

int i = 0;

for (i=0;i<steps.count;i++)

{

printf("%s\n",steps.item[i].value);

}

return 0;

}

# Вывод

В ходе данной лабораторной работы были получены навыки перемещения по дереву папок. Закреплено на практике умение читать текст из файлов и выполнять различные действия в зависимости от содержимого