בפרויקט הזה בחרתי לבנות מערכת זדונית לשליטה מרוחקת במכשירים.

**פרוטוקול VNC**

העברת המידע מתבססת על אלמנטים של הפרוטוקול VNC שהוא פרוטוקול שמאפשר שליטה על מחשבים מרוחקים בצורת peer to peer ושיתוף המסך של המחשב הנשלט.

שיתוף המסך של הפרוטוקול עובד ע"י שליחת הפריימים של מסך המחשב הנשלט ישירות למחשב השולט, בניגוד לפרוטוקולים אחרים כמו RDP שבהם נשלחים הוראות למחשב השולט על איך צריך לבנות מחדש כל פריים שנשלח מהמחשב הנשלט.

אז נשאלת השאלה איך הפרוטוקול הזה יכול לתפקד בצורה חלקה, הרי להעביר פריימים שלמים בצורה חלקה זה דבר שדורש הרבה משאבים.

התשובה היא שהפרוטוקול משתמש בדרכים שונות להעברת הפריימים שיעילות הרבה יותר מהעברת כל הפריימים כמו שהם, כל דרך להעברת הפריימים נקרא Encoding (או קידוד).

הקידוד הפשוט ביותר שכל שרת VNC חייב שיהיה לו נקרא Raw Encoding – זוהי דרך להעברת פריימים שבה הפריים הכי עדכני מושווה עם הפריים הקודם (הפריים שמוצג לקליינט) ונמצאים רק האזורים בפריים העדכני שהשתנו מהפריים הקודם וכך ניתן לשלוח רק את האזורים שהשתנו במקום את כל הפריים.

האזורים שהשתנו הם בעצם אזורים מלבניים וכל פריים פשוט נשלח לקליינט רשימה של מלבנים כך שלכל מלבן מכיל metadata, כלומר המידע על התמונה (הקורדינאטות של המלבן, הגובה שלו, האורך שלו) ואת התמונה שלקוחה מהפריים בקורדינאטות האלו כך שהקליינט ידע איפה באיזה אזור בתמונה צריך להוסיף את החלקים שהשתנו מהפריים הקודם.

כדי למצוא את האזורים שמשתנים מהפריים הקודם נשתמש בOpen CV- כך:

קודם כל נהפוך את הפריים העדכני והפריים הקודם ל-GrayScale (שחור-לבן) ונבצע את הפעולה XOR על שתי התמונות (XOR היא פעולה שמחזירה 0 אם שני המספרים הם אותו דבר ומספר שהוא לא 0 אם הם לא שווים), כך שנקבל תמונה חדשה שבה כל החלקים שלא השתנו הם שחורים (מכיוון ש-0 מתורגם לצבע שחור) וכל החלקים שנשארו דומים הם לא שחורים.

אחר כך נשנה את הצבע של כל האזורים הלא שחורים ללבנים ולבסוף נמצא את הקורדינאטות, האורך והגובה של כל האזורים הלבנים בתמונה ואז ניקח את כל המלבנים בפריים העדכני בעזרת הקורדינאטות שמצאנו.

**VidGear**

בפרויקט הזה השתמשתי ב-Framework שנקרא VidGear שאחראי על כל מה שקשור בהעברת וידאו (שיתוף מסך, סטרימים, הפעלת מצלמה, כתיבה של סטרים לקובץ ועוד...).

עד עכשיו השתמשתי בשני כלים של VidGear (שנקראים Gears): ScreenGear ו-NetGear.

VidGear נמצא בקבצי הפרוייקט מכיוון שהתאמתי אותו אישית לפי הצרכים שלי ולכן אי אפשר להוריד את החבילה מהאינטרנט.

ScreenGear הוא כלי מעטפת ל-pyscreenshot רק שהוא מוסיף multithreading.

השתמשתי בגרסה מותאמת אישית של ScreenGear שמוסיפה מחסום.

pyscreenshot הוא בעצמו מעטפת להרבה פתרונות לצילום מסך (PyQt5, mss, PIL…), אני אישית בחרתי להשתמש ב-mss בגלל שהוא נתמך בכל פלטפורמה והוא מהיר מאוד.

NetGear הוא כלי שנועד לשליחה של וידאו ברשת שמשתמש בחבילה pyzmq (חבילה להעברת מידע ברשת) אבל הוא מוסיף גם multithreading.

באמצעות NetGear אפשר להתחבר עם מחשב אחר ולהתחיל להסטרים אליו מידע.

ב-NetGear יש גם אפשרות ל-lossy compression, כלומר דחיסה שבה נאבד מידע מהתמונה, כלומר הורדת האיכות של התמונה, באמצעות הספרייה simplejpeg כך שגודל התמונה יורד וכך העברת התמונה תהיה מהירה יותר על חשבון הזמן שלוקח לכווץ את התמונה.

הגרסה של NetGear שבה השתמשתי היא גרסה מותאמת אישית: הוספתי גם את הקטנת ממדיי התמונה לפני שליחתה כך שתהיה קטנה יותר בזיכרון ויהיה קל יותר להעביר אותה ברשת ובנוסף השתמשתי בloseless compression-, כלומר דחיסה שבה לא נאבד מידע מהתמונה אבל היא תהיה אפילו קטנה יותר בזיכרון, ע"י הספרייה zlib.

כל אלו תורמים לחיבור להיות חלק מאוד וכמעט בלי delay.

בהמשך גם אשלב את ה-Raw Encoding ב-NetGear כדי שהעברת הפריימים תהיה אפילו מהירה יותר.

**loseless/lossy compression**

שתי שיטות הכיווץ האלו שונות לגמרי אבל אפשר לשלב את שתיהם כדי לכווץ תמונה.

lossy compression הוא כיווץ שבו מאבדים מידע מהתמונה, על ידי שימוש באלגוריתם שמוריד את איכות התמונה בכך שהוא מחבר כמה פיקסלים עם צבעים שונים לצבע אחד שהוא הממוצע של הצבעים של כל הפיקסלים שהתחברו לדוגמא: ![Lossy compression (article) | Khan Academy](data:image/png;base64,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)

אם האלגוריתם החליט לחבר את שני הפיקסלים האלה הוא יחליף אותם בצבע שדומה מספיק לשניהם.

loseless compression הוא כיווץ שבו לא מאבדים שום מידע מהתמונה, על ידי שימוש האלגוריתם שבעצם משמש לכיווץ כל מידע ולא רק תמונות.

האלגוריתם עובר על הבתים שמרכיבים את התמונה ואם הוא מוצא רצף שחוזר על עצמו הוא מכווץ אותם כך: אם האלגוריתם מצא רצף של בתים 0xFF 0xFF 0xFF 0xFF 0xFF הוא מכווץ את הרצף לבתים 0x05 0xFF.

בעצם האלגוריתם החליף את הרצף של חמש הבתים הדומים בבית אחד שאומר כמה בתים חוזרים על עצמם יש ברצף (0x05) ועוד בית שאומר מה חוזר על עצמו (0xFF) וכך לא איבדנו שום מידע.

אפשר להשתמש ב-lossy compression קודם ואז ב-loseless compression כדי לכווץ את התמונה מאוד.

**Framerate**

הגבלת ה-fps חשובה מכיוון שגורם להעברת הפריימים להיות בקצב קבוע, בנוסף ניתן להשתמש בשיטה זו כדי להוריד את השימוש במעבד ואת השימוש ב-network בשביל מחשבים שלא יכולים לעמוד בשיתוף המסך הכבד.

על מימוש מחסום ה-fps נדבר אחר כך.

**UI/UX**

בפרויקט הזה השתמשתי בספרייה PyQt5 כדי ליצור את הממשק למשתמש.

הממשק יאפשר למשתמש ליצור session כך שמשתמש אחר יוכל להתחבר או יאפשר להתחבר ל-session שנפתח ע"י מחשב אחר.

כאשר שני משתמשים יתחברו יהיה ניתן להפעיל את שיתוף המסך (הסטרים יופיע באזור המסך השחור).

הממשק משתמש בקובץ json פשוט שנקרא "config.json"כדי לשמור את הגדרות המשתמש.

**utils.py**

קובץ זה מכיל פונקציות עזר שבהם השתמשתי, משתנים וקבועים.

קובץ זה כולל פעולות עזר למימוש הגבלת הפריימים לשנייה:

כדי להגביל את כמות הפריימים לשנייה צריך איכשהו להבין כמה זמן עובר בין כל פעם שframe- מתחיל עד לסופו.

כדי להשיג את הזמן המדויק בכל רגע, נשתמש בפקודה perf\_counter() מהספרייה המובנת time.

הסיבה שלא נשתמש הפקודה time.time היא שהפקודה הזאת לא מדוייקת, perf\_counter() היא הדרך המדויקת ביותר לקבל את הזמן הנוכחי.

נשתמש בפקודה פעמיים, פעם אחת בתחילת הפריים ופעם אחת בסופו (לאחר הפעולה הנדרשת), נחסר את הסוף וההתחלה ונקבל את הזמן שלקח לבצע את הפרים הנוכחי.

השלב הבא יהיה לראות כמה זמן עבר (הפרש הזמנים) ולחכות את הזמן שנשאר לדוגמה: אם נרצה שה-fps יהיה 24 נצטרך שכל פריים ימשך שניות ולכן נחסיר את הפרש הזמנים מהזמן שהפריים אמור להימשך כך: *.*

מה שקיבלנו הוא הזמן שצריך לחכות עד לפריים הבא ולכן נכניס את הערך הזה לפונקציית העזר halt, העוצרת את התוכנית למספר מסוים של שניות.

הסיבה שלא השתמשתי בפקודה time.sleep היא שהפקודה הזאת לא מדויקת לרמה של מילישניות וגם לא עקבית – פעם אחת הפקודה יכולה לחכות קצת פחות המזמן המבוקש ופעם קצת יותר ולכן בניתי פעולה משלי שתהיה מדויקת ועקבית.

הפעולה SpinLock היא גם פעולה שמחכה מספר מסוים של שניות, היא הפעולה הכי מדויקת.

הפעולה בודקת את הזמן הנוכחי ללא הפסקה בלולאת while, הזמן הנוכחי מוחסר מהזמן שבו הפונקציה החלה לפעול ונעשית בדיקה האם הזמן שעבר מאז תחילת הפונקציה קטן המזמן שהמשתמש ביקש לחכות, אם כן הפעולה מסתיימת.

הבעיה בשיטה הזו היא שלולאת ה-while מבזבזת הרבה cpu ולכן יש את הפונקציה halt.

הפונקציה halt היא קצת פחות מדויקת מ-SpinLock אבל היא מדויקת מספיק ולא משתמשת בהרבה משאבים בעזרת שימוש משולב בין הפונקציה SpinLoop לפונקציה time.sleep.