**PRACTICAL-1**

**AIM: IMPLEMENT CAESAR CIPHER ENCRYPTION-DECRYPTION ALGORITHM.**

**EXPLANATION**:

* The Caesar Cipher technique is one of the earliest and simplest method of encryption technique.
* It’s simply a type of substitution cipher, i.e., each letter of a given text is replaced by a letter some fixed number of positions down the alphabet.
* For example with a shift of 1, A would be replaced by B, B would become C, and so on.
* The method is apparently named after Julius Caesar, who apparently used it to communicate with his officials.
* Thus to cipher a given text we need an integer value, known as shift which indicates the number of position each letter of the text has been moved down.

**EXPRESSION**:

En(X)=(X+N) mod 26

Dn(X)=(X-N) mod 26

Where n=key and x=text.

**CODE:**

#include<stdio.h>

#include<conio.h>

#include<string.h>

void encryption(char [],int);

void decryption(char [],int);

void encryption(char msg[],int key){

printf("\nCipher Text is:");

int i;

for(i=0;i<strlen(msg);i++)

{

if(isupper(msg[i]))

{msg[i]=((msg[i]+key-65)%26)+65;}

else

{msg[i]=((msg[i]+key-97)%26)+97;}

}

puts(msg);

}

void decryption(char cipher\_text[],int key){

printf("\nDecrypted Text is:");

int i;

for(i=0;i<strlen(cipher\_text);i++)

{

if(isupper(cipher\_text[i]))

{cipher\_text[i]=((cipher\_text[i]-key-65)%26)+65;}

else

{cipher\_text[i]=((cipher\_text[i]-key-97)%26)+97;}

}

puts(cipher\_text);

}

int main(){

char msg[30];

int key;

clrscr();

printf("Enter plain text:");

gets(msg);

printf("Enter key:");

scanf("%d",&key);

encryption(msg,key);

decryption(msg,key);

getch();

return 0;

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnsAAACBCAYAAAC4onzBAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAAhdEVYdENyZWF0aW9uIFRpbWUAMjAyMDowNzoxMyAxNToyNDozM+vBoWkAAAglSURBVHhe7d0BcqM4EAXQJIfMIXPJ2SgTzfZoJBDGGNx5r4paQKgl463SLxN7Xl9eXn59bgAAJPT2/V8AABJ6/fj4GH6y9/7+/r0357PW5j6PUuZW3TrHWuOo13j0/dtb/x73EAB4rLe4aJf9WxfxGASu6Orh5Oj7d4/6Ah4APJ/uY1yLet+eMPwMSiC8emgHALb5+oJGXeBLkCn7MdC0bVW9ZhQOejWitv+o/pot/eO1UexXLPUtYvuW8XvasaveGFFtj+NHo7pVb36jWkVbb+v8ivZc75qqNwcAYLu/wl7VLrSjxTle1ztXzFxbj4tyblRrZFSv7T9Td+ma2boz47Rmaxdr48302SL23TpW3V8z6g8A7PPXY9wjF9eygNdt5KzFfWZuZ1uaY71vsf1e93K2Xh27Xt+K/c96nwHgJ/rnb/aOWohL3XYbWWu/pxhmHjXmLer84hbF47btEeK86gYAnG/4O3ujT2i4pvh+3frelX7edwDIpRv29i74a6FBqFi29f7V/fiJ2pb+93Z0fQBg3tSPKteFe3RcxQU+tvUW/lEoaWvOWKpfLY3Tzrsej64pem31XK//jHYeVTt2sTZW7/yo/pq2X1s7tldtW9uvtx/V/gDAPin+bdwYHAAA+N/wb/YAAHh+Tx/24iPA3uNAAICfLMVjXAAA+jzGBQBITNgDAEhs6qdXZpW/mXv0N2Lj3+md9W3c3t8K+mYwAHAFbzGUlP1bQ8pZX444O1TV113vXZ3PWfcDACDqPsY9O0BdVQlwbYiLAQ8A4Gq+vo0bP50q+zG8tG1VvaYNP1WvRtT2H9WfEWsUo+NodG3RO1eMzrdmrwMAONpfYa9aCzm9MDMKODPX1uOinBvVGonXj2rHWkvXF71za2qfaktfAICj/PUY98iAUsJQ3Ub2jr8U0mbG36OMWbfiqHEAALb452/29gaukRiG6jay1n6LOO4R9QEArmj4O3vP+MlUDXBHzf3ITwYBAI7QDXt7A81aKDoyNM0EvnuOf+RrAQDYa+pHlWuYGR1XMfTEtl4YGoWytuaa3pjt/JbGL3rtxexc1uoDAJzl69u4v3ep2rAIAPCshn+z91MJegBAJj/+kz2PYAGAzDzGBQBIzGNcAIDEhD0AgMSEPQCAxIQ9AIDEhD0AgMSEPQCAxIQ9AIDEhD0AgMSEPQCAxIQ9AIDEhD0AgMSEPQCAxIQ9AIDEhD0AgMSEPQCAxIQ9AIDEhD0AgMSEPQCAxF4/t19l5+Pjo/znj/f39++9/9Vrem0jse6WfkcoczlyDnvr33J/97rS+wMA3N/XJ3sxZNQFP4aAPa4SIO71ekaOrn8UAQ8AcnuLQa8aBYByXjg4zt77W97LZw2dAMAxXj/Dwddj3LWQEUNEvDaGxS3X9Nqj2j5Tf0mvdnHL+NGobjU7v2rptS3NL5qZa2lrr4vHM23FbDsAcK7psFfEhT1qz4+Oi3Iutvdqbuk/a9Rny/ij42JUf4vZulvGaq9dqleU82t9RsdFrz8AcJ6Hfht3afEvAaFuI0eGh6XxY6ip7Y8KMnHsqpw7Yvy9NR91TwCAeZf56ZUaYOI2stZ+izhur348btuOVscbhdGr6d0/AOAcw7D3DKHikeL9OOPexAA1Gr+c974BANFbL0CcHRiODi1r9dv2uj8TuIq2/x5trZnxAQCq6R9VXmrvBY9eKGnPLQWXUVscd6veXIqZ8dtxe+dH9We0c5id34yl/r0513O9a6pR25Z5AQDH+xP29mjDAdd1y3vl/QWA5+Xfxk2uBLX20zcA4OfY/cleGyR8+nM9e94j7y8APLe7PMYFAOCaPMYFAEhM2AMASEzYAwBITNgDAEhM2AMASEzYAwBITNgDAEhM2AMASEzYAwBITNgDAEhM2AMASEzYAwBITNgDAEhM2AMASEzYAwBITNgDAEhM2AMASEzYAwBI7PXj4+PX9/4f7+/v33vP5fO17Jp76V/dUmfv+Gvu9fqOmuPe+wcA3N9bXJTrfly0n8U95nyPIHWUZ3hPBDwAuJ5/HuM+c+BjWXlv9wZa/18AwHN5/dx+1QW8DXpLwS+GhqX2WCteNxqr6PVZ69/q1Ytie9Fe07aP7B2/tq3NpzU7vyrWmxmrV38016KtEa9Zqt+bVzvOUn8AYNlq2Gvbii3tRT0u2j5b+o+Oi965Ymv9UZ019xq/mOlzi9m6W8eK17d91+rX/TWj/gDAsulv45YFtm5ryiLcW4jPXJxH86/HR89tNH5Rx47tj7pXceyqnJsdf3a+9bXFcaLYf3ZsAGDddNirASBut9rb/xZx3lccPx63bUer4y2Fsb3qa44bAHA8v7N3ETFkHRW4lsQANhr/yDAIABzjn7BXF/OlT17WFv2zQ8HZ89s6ft2fCVxF23+PttbM+Hvdc/4AwLKpH1XuLczxmqX2tq2tXYwW/qXgsVZndn5F268e98ZYcsv4o7F650f1Z7RzmJ3fjHZe7dyX6sdr1/aj2h8AWPb1bdzfu9cRF/qiPQYAYM7l/mZPsAMAuJ/TP9lbe0TXtguBAADzLvkYFwCA+/DTKwAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAIkJewAAiQl7AACJCXsAAGm9vPwHoAOmEuaQwfwAAAAASUVORK5CYII=)