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Assignement 1 - Kernel Methods

In this assignment we were to use three gaussian kernels in order to predict weather. The weather is predicted using three different gaussian kernels. In the task we chose a location to predict and 11 different times to predict 04:00:00, 06:00:00…. 24:00:00. The predicted temperature is calculated by either summing or multiplying the values from the kernels. Each kernels give a weight to based on the difference in distance, days and hours.

For the calcualtions o each kernel we select a smoothing factor h. These are used to adjust how much wight we want to give each measure. Below can be seen the values for the smoothing factors h, date which is predicted and longitude/latitude of location to be predicted.

a <- 18.0632240  
b <- 59.334591   
location = data.frame(a,b) # Longitude/Latitude for the city of Stockholm  
  
mydate = "2016-01-14"  
  
h\_date <- 4  
h\_time <- 5  
h\_distance <- 90000

To make the predictions more reasonable we do not want to base any predictions on data from dates which are posterior or selected date of prediction. We therefore begin by creating a new dataset only holding data up to our selected date.

selected.dates = subset(st, as.Date(st$date) <= as.Date(mydate))

Thinking logically we do not want data measures from a location far a way to give a big weight to our prediction. A lower value on h results in a lower bias and higher varance. A value on h results in a higher bias but lower varance. This is due to the gaussian kernel formula. A lower value on h will make the kernel value smaller while bigger values on h will make the kernel value bigger. The same idea applies to day and hours. Below can be seen the function which is applied to each kernel.

kernel (u) = e^(-u^2)  
u = (Xi - x ) / h

Distance Kernel Below can be seen the functions for the different gaussian kernels. The distance kernel below uses the function distHaversine to calcualate the difference in distance from our location to all other datapoints based on their longitude/latitude.

#Distance Kernel  
h = 9000  
kernel\_distance = function(Xn, x, h){  
 u = distHaversine(data.frame(Xn$longitude, Xn$latitude), x)/h  
 k = exp(-u^2)  
 return (k)  
}

Plotting the kernel with h = 90000 gives us the following apperance. We want to choose a value on h which takes data which is around the stockholm area but not too far away. ![](data:image/png;base64,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)

If we compare to see what would happen when changing the h values to higher and lower, h = 500000, h = 15000 we see that the lower value has a very small amount of data points. This means that we choose to only give value to data measures that are failry close to our location. Comparing this to h = 500000 we can see that there are alot of data points meaning that we choose that even though the distance is big, we still want it to give weight to our model.
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Date kernel Next we created our function for the date kernel. It is basically the same calculations as before but witht the difference that we adjust the amount of days. If the amount of days is bigger than 183 we adjust the difference to be (365 - difference). This seemed to be reasonable since for instance January and December weather should have impact on each other.

#Date kernel  
h\_date = 4  
date = as.Date(mydate)  
kernel\_day = function(date, selected.dates, h\_date){  
 u = difftime(date, selected.dates$date)  
 u = as.numeric(u)  
 u = u%%365  
 diff = 365-u  
 u = ifelse(u>183,diff,u)  
 u = u/h\_date  
 k = exp(-u^2)  
 return(k)  
}

Plotting the kernel and applying it on the date difference gives the plot seen below. We see that the plot appears differently. According to how the model was built all data that has the same difference in days is given the same weight. This means that the model does not see it differently which year the measure was done. This is probably not optimal
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As before we can see the impact that h has on the plot. A low value on h only gives weight to measures made very close to our selected date while a bigger h takes more data points into account ![](data:image/png;base64,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)

![](data:image/png;base64,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)

Time Kernel Lastly we create our time kernel. As before we adjust the difference since it seemed reasonable that for example hours 23.00 and 01.00 should be related.

#Time Kernel  
h\_time = 5  
kernel\_hours = function(selected.dates, times){  
 time\_diff = difftime(strptime(selected.dates$time, format = "%H:%M:%S"),  
 strptime(times[1], format = "%H:%M:%S"), units = "hours")  
 time\_abs = abs(time\_diff)  
 fix\_time = 24-time\_abs  
 fixtime =as.numeric(fix\_time)  
 time\_diff = ifelse(time\_abs > 12, fix\_time, time\_abs)  
 u = time\_diff/h\_time  
 k = exp(-u^2)  
return(k)  
}

Below can be seen the plotted kernel over when summed over all hours. It has a very similar apperance to the previous time vector. This is since the vast majority will always have multiples regarding the difference in time, hence getting the same weight.
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Temperature prediction When all kernels are done we can make the prediction. The predictions where to be made by first summing the the kernels and then by multiplying the kernels.

time.vector = c()  
temp\_sum = c()  
temp\_mult =c()  
for(i in 1:11){  
 time.vector = kernel\_hours(selected.dates, times[i])  
 sum.kernels = time.vector + distance + day\_kernel  
 product.kernels = time.vector\*distance\*day\_kernel  
 temp\_sum[i] = sum(sum.kernels\*selected.dates$air\_temperature)/sum(sum.kernels)  
 temp\_mult[i] = sum(product.kernels\*selected.dates$air\_temperature)/sum(product.kernels)  
   
}

Below can be seen the graphs for the summed vs multiplied kernel values ![](data:image/png;base64,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)

Assignment 3

In this assingment we create a neural network. The task was to predict a sinus curve by using the neural network with a hidden layer of 10 units. The model is selected by trying the model with different values for the threshold ranging from 1/1000 to 10/1000. By using the supplied code we create 50 randomised points. We then create a data set where the sinus value of this value is created. The aim is to create a neural network which can predict this function without knowing that sinus has been applied to the value. The data set is then split in half testing and validation set.

Plotting the data set, values and sin(values) gives us the following plot

plot(trva$Var, trva$Sin)
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The group assignment was a completion since the calculation of Mean Square Error was incorrect. In the report the calculation was made by taking the mean of the squared values difference. Mean(Prediction.val^2 – va$Sin^2). This resulted in an incorrect MSE value and consequently also an incorrect threshold. I had however not made this error in my individual report.

for(i in 1:10){  
 thresh = i/1000  
 thresh.vector[i] = thresh  
 nn = neuralnet(Sin~ Var, threshold = thresh, data = tr, hidden =c(10), startweights = winit)  
 prediction.val = predict(nn, va)  
 MSE = mean((prediction.val - va$Sin)^2)  
 thresh.error[i] = MSE  
}  
bestthresh = thresh.vector[which.min(thresh.error)]

The code results in bestthresh = 0.004. Plotting the threshold values against the resulting MSE gives the following which further confirmst that the lowest MSE is given by threshold 4/1000.
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When the threshold value has been obtained we repeat the process. Creating the neural model but using the optimal threshold value. Again a prediction is done on the validation data

nnbest = neuralnet(Sin~ Var, threshold = bestthresh, data = tr, hidden =c(10), startweights = winit)  
prediction.best = predict(nnbest, va)  
MSE\_best = mean((prediction.best - va$Sin)^2)

print(paste("Best Threshold:", bestthresh, "MSE:", MSE\_best))

## [1] "Best Threshold: 0.004 MSE: 0.000340035769727715"

plotting the neural model gives us the following. We can see the 10 layers and the weight which is given to each layer. Plotting the prediction against the original validation data we see that the

Plotting the predicted sinus values against the validation data we see that the model predicts well. The data has the form of a sinus curve and is also more or less identical to the valiadiation points.
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RNGversion('3.5.1')  
  
set.seed(1234567890)  
library(geosphere)  
stations <- read.csv("stations.csv", fileEncoding="latin1")  
temps <- read.csv("temps50k.csv")  
st <- merge(stations,temps,by="station\_number")  
  
# The point to predict (up to the students)  
a <- 18.0632240  
b <- 59.334591   
location = data.frame(a,b)  
   
times <- c("04:00:00", "06:00:00", "08:00:00", "10:00:00", "12:00:00", "14:00:00", "16:00:00","18:00:00", "20:00:00","22:00:00","00:00:00")  
mydate = "2016-01-14"  
  
#Filter dataset to not include dates that are after the time of prediction  
selected.dates = subset(st, as.Date(st$date) <= as.Date(mydate))  
  
  
#med data.frame behöver man inte köra for loopen utan räcker med  
#distance2 = kernel\_distance(selected.dates, location, h\_distance)  
#for( i in 1:nrow(selected.dates)){  
 # distance[i] = kernel\_distance(selected.dates[i,], location, h\_distance)  
#return(distance)  
#}  
  
#gaussan kernel  
kernel\_distance = function(Xn, x, h){  
 u = distHaversine(data.frame(Xn$longitude, Xn$latitude), x)/h  
 k = exp(-u^2)  
 return (k)  
}  
  
h\_distance <- 90000  
distance = kernel\_distance(selected.dates, location, h\_distance)  
plot(distance, xlab = "distance", ylab = "weight")  
  
  
  
#Date kernel  
date = as.Date(mydate)  
kernel\_day = function(date, selected.dates, h\_date){  
 u = difftime(date, selected.dates$date)  
 u = as.numeric(u)  
 u = u%%365  
 diff = 365-u  
 u = ifelse(u>183,diff,u)  
 u = u/h\_date  
 k = exp(-u^2)  
 return(k)  
}  
h\_date <- 4  
day\_kernel = kernel\_day(date, selected.dates, h\_date)  
plot(day\_kernel, xlab = "dates", ylab = "weight")  
  
  
  
#Time Kernel  
kernel\_hours = function(selected.dates, times, h\_time){  
 time\_diff = difftime(strptime(selected.dates$time, format = "%H:%M:%S"),  
 strptime(times[1], format = "%H:%M:%S"), units = "hours")  
 time\_abs = abs(time\_diff)  
 fix\_time = 24-time\_abs  
 fixtime =as.numeric(fix\_time)  
 time\_diff = ifelse(time\_abs > 12, fix\_time, time\_abs)  
 u = time\_diff/h\_time  
 k = exp(-u^2)  
return(k)  
}  
h\_time <- 5  
time\_kernel = kernel\_hours(selected.dates, times, h\_time)  
plot(time\_kernel, xlab = "time", ylab = "weight")  
  
time.vector = c()  
temp\_sum = c()  
temp\_mult =c()  
for(i in 1:11){  
 time.vector = kernel\_hours(selected.dates, times[i], h\_time)  
 sum.kernels = time.vector + distance + day\_kernel  
 product.kernels = time.vector\*distance\*day\_kernel  
 temp\_sum[i] = sum(sum.kernels\*selected.dates$air\_temperature)/sum(sum.kernels)  
 temp\_mult[i] = sum(product.kernels\*selected.dates$air\_temperature)/sum(product.kernels)  
   
}  
plot(1:length(time.vector), time.vector)  
  
plot(temp\_sum, type ="o", ylim = c(2, 6), xlab = "timeof day", xaxt ='n')  
axis(1, at=1:length(times), labels =times)  
points(temp\_mult, type = "o", col = "red")  
legend("bottomright", col = c("black", "red"), legend = c("sum", "mult"), pch = c(1, 1))  
  
  
  
  
##ASSIGNMENT 3  
library(neuralnet)  
set.seed(1234567890)  
Var = runif(50,0,10)  
trva = data.frame(Var, Sin=sin(Var))  
plot(trva$Var, trva$Sin)  
tr = trva[1:25,] #Training  
va = trva[26:50,] #validation  
thresh.vector = rep(0,10)  
thresh.error = rep(0,10)  
#Random varaiable initialization of the weights in the interval [-1,1]  
winit = runif(31, -1,1)  
  
  
  
  
MSE = function(predcition, observation){  
 return(mean(predcition-observation)^2)  
}  
for(i in 1:10){  
 thresh = i/1000  
 thresh.vector[i] = thresh  
 nn = neuralnet(Sin~ Var, threshold = thresh, data = tr, hidden =c(10), startweights = winit)  
 prediction.val = predict(nn, va)  
 MSE = mean((prediction.val - va$Sin)^2)  
 thresh.error[i] = MSE  
 #   
}  
bestthresh = thresh.vector[which.min(thresh.error)]  
which.min(thresh.error)  
# i = 4 => thresh = 1/1000  
plot(thresh.vector, thresh.error, xlab ="thresh", ylab = "MSE", type ="l")  
axis(1, at=(1:10), labels = thresh.vector)  
  
nnbest = neuralnet(Sin~ Var, threshold = bestthresh, data = tr, hidden =c(10), startweights = winit)  
prediction.best = predict(nnbest, va)  
MSE\_best = mean((prediction.best - va$Sin)^2)  
  
  
 plot(nnbest)  
 #plot the prediction, black dots and the data red dots  
 plot(va$Var, prediction.best)  
 points(va$Var, va$Sin, col ="red")