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**Assignment 2**

1. **Implement Missionaries and cannibals problem in python with three Missionaries and three cannibals. You have to take care of the conditions to cross the river from one side to another side.**

**Exercise Date: 12-08-2025**

**Aim:** To implement the Missionaries and Cannibals problem in Python with three missionaries and three cannibals, ensuring that at no point are missionaries outnumbered by cannibals on either side of the river.

**Procedure:**

1. Represent the state as (M\_left, C\_left, B, M\_right, C\_right) where

* M\_left and C\_left = missionaries and cannibals on the left bank
* M\_right and C\_right = missionaries and cannibals on the right bank
* B indicates the boat position (left or right).

1. Define valid moves:

* Move 1 missionary
* Move 2 missionaries
* Move 1 cannibal
* Move 2 cannibals
* Move 1 missionary and 1 cannibal

1. Ensure moves do not violate safety:

* Missionaries are never outnumbered by cannibals on either bank.

1. Use **Breadth-First Search (BFS)** or **DFS** to explore possible states.
2. Stop when the goal state (0,0,right,3,3) is reached.
3. Print or display the sequence of valid steps.

**Code:**

from collections import deque

start\_state = (3, 3, 0, 0, 'L')

end\_state = (0, 0, 3, 3, 'R')

boat\_moves = [(1, 0), (0, 1), (2, 0), (0, 2), (1, 1)]

def is\_valid(state):

M\_left, C\_left, M\_right, C\_right, \_ = state

if M\_left < 0 or C\_left < 0 or M\_right < 0 or C\_right < 0:

return False

if M\_left > 0 and C\_left > M\_left:

return False

if M\_right > 0 and C\_right > M\_right:

return False

return True

def get\_successors(state):

successors = []

M\_left, C\_left, M\_right, C\_right, boat = state

for m, c in boat\_moves:

if boat == 'L':

new\_state = (M\_left - m, C\_left - c,

M\_right + m, C\_right + c,

'R')

else:

new\_state = (M\_left + m, C\_left + c,

M\_right - m, C\_right - c,

'L')

if is\_valid(new\_state):

successors.append(new\_state)

return successors

def bfs(start, goal):

queue = deque([(start, [start])])

visited = set()

while queue:

state, path = queue.popleft()

if state == goal:

return path

if state in visited:

continue

visited.add(state)

for succ in get\_successors(state):

queue.append((succ, path + [succ]))

return None

solution = bfs(start\_state, end\_state)

if solution:

print("Solution found!")

for step in solution:

print(step)

else:

print("No solution exists.")

**Output:**
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**Result:**

The Missionaries and Cannibals problem was successfully implemented in Python. The program generated a safe sequence of boat crossings that transferred all missionaries and cannibals across the river without violating constraints.

1. **Implement Travelling sales man problem in python.**

**Exercise Date: 26-08-2025**

**Aim:** To implement the Travelling Salesman Problem (TSP) in Python using brute force and heuristic approaches.

**Procedure:**

1. Represent the problem as a graph with cities as nodes and distances as weighted edges.

2. Input the distance matrix between cities.

3. Brute force approach:

* Generate all permutations of cities.
* Calculate the total travel distance for each permutation.
* Select the minimum cost path.

4. Optimization: Use **Dynamic Programming (Held-Karp Algorithm)** to reduce time complexity.

5. Display the optimal route and its total cost.

**Code:**

import itertools

def travelling\_salesman(graph, start):

nodes = list(graph.keys())

nodes.remove(start)

shortest\_path = None

min\_cost = float('inf')

for perm in itertools.permutations(nodes):

current\_cost = 0

current\_path = [start] + list(perm) + [start]

for i in range(len(current\_path) - 1):

current\_cost += graph[current\_path[i]][current\_path[i + 1]]

if current\_cost < min\_cost:

min\_cost = current\_cost

shortest\_path = current\_path

return shortest\_path, min\_cost

graph = {

'A': {'A': 0, 'B': 10, 'C': 15, 'D': 20},

'B': {'A': 10, 'B': 0, 'C': 35, 'D': 25},

'C': {'A': 15, 'B': 35, 'C': 0, 'D': 30},

'D': {'A': 20, 'B': 25, 'C': 30, 'D': 0}

}

path, cost = travelling\_salesman(graph, 'A')

print("Shortest Path:", " -> ".join(path))

print("Minimum Cost:", cost)

**Output:**

![](data:image/png;base64,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)

**Result:**

The Travelling Salesman Problem was implemented in Python. The program successfully calculated the shortest possible route covering all cities exactly once and returning to the starting point, using both brute force and optimized dynamic programming approaches.

**3) Implementation of A\* and AO\* Algorithms in python.**

**Exercise Date: 02-09-2025**

**Aim:** To implement the A\* and AO\* search algorithms in Python for solving graph traversal and problem-solving tasks.

**Procedure(A\* Algorithm):**

1. Represent the problem as a graph with nodes and edges.

2. Define:

* g(n) = cost from start node to current node.
* h(n) = heuristic estimate from current node to goal.
* f(n) = g(n) + h(n).

3. Use a priority queue (min-heap) to expand nodes with the lowest f(n).

4. Continue until the goal node is reached.

5. Display the optimal path and cost.

**Procedure(AO\* Algorithm):**

1. Represent the problem as an **AND-OR graph**.

2. Initialize all nodes with heuristic estimates.

3. Traverse the graph:

* If an OR node is expanded, choose the child with minimum cost.
* If an AND node is expanded, combine the costs of all children.

4. Update parent nodes iteratively until the solution graph is formed.

5. Display the solution path.

**Code:**

import heapq

def a\_star(graph, heuristics, start, goal):

open\_list = [(heuristics[start], 0, start, [start])] # (f, g, node, path)

closed = set()

while open\_list:

f, g, node, path = heapq.heappop(open\_list)

if node == goal:

return path, g

if node in closed:

continue

closed.add(node)

for neighbor, cost in graph[node].items():

if neighbor not in closed:

g\_new = g + cost

f\_new = g\_new + heuristics[neighbor]

heapq.heappush(open\_list, (f\_new, g\_new, neighbor, path + [neighbor]))

return None, float('inf')

graph\_astar = {

'A': {'B': 1, 'C': 3},

'B': {'D': 3, 'E': 1},

'C': {'F': 5},

'D': {},

'E': {'G': 2},

'F': {'G': 2},

'G': {}

}

heuristics = {'A': 7, 'B': 6, 'C': 5, 'D': 4, 'E': 2, 'F': 1, 'G': 0}

path, cost = a\_star(graph\_astar, heuristics, 'A', 'G')

print("A\* Shortest Path:", path, "with cost", cost)

class AONode:

def \_\_init\_\_(self, name):

self.name = name

self.children = [] # (list of alternatives, each alternative is a list of nodes)

self.cost = float('inf')

self.solved = False

self.best\_child = None

def ao\_star(node, graph, heuristic):

if node.solved:

return node.cost

if not graph.get(node.name):

node.cost = heuristic.get(node.name, 0)

node.solved = True

return node.cost

min\_cost = float('inf')

best\_child = None

for alternative in graph[node.name]:

cost = 0

for child, weight in alternative:

child\_node = AONode(child)

cost += weight + ao\_star(child\_node, graph, heuristic)

if cost < min\_cost:

min\_cost = cost

best\_child = alternative

node.cost = min\_cost

node.best\_child = best\_child

node.solved = True

return node.cost

def print\_solution(node):

if node.best\_child:

print(f"{node.name} -> {[child for child, \_ in node.best\_child]}")

for child, \_ in node.best\_child:

print\_solution(AONode(child))

graph\_aostar = {

'A': [[('B', 1), ('C', 1)], [('D', 1)]], # A can go to (B AND C) or D

'B': [[('E', 1)]],

'C': [[('F', 1)]],

'D': [[('G', 1)]],

'E': [],

'F': [],

'G': []

}

heuristic\_aostar = {'A': 3, 'B': 2, 'C': 2, 'D': 1, 'E': 0, 'F': 0, 'G': 0}

root = AONode('A')

print("\nAO\* Algorithm:")

total\_cost = ao\_star(root, graph\_aostar, heuristic\_aostar)

print("Total Cost from root:", total\_cost)

print("Solution Path:")

print\_solution(root)

**Output:**
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**Result:**

Both A\* and AO\* algorithms were successfully implemented in Python.

* **A**\* found the optimal path in a weighted graph using heuristic estimates.
* **AO**\* solved AND-OR graph problems efficiently, producing the minimal cost solution tree