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## R markdown

dataset <-read.csv("C:/Users/Dataset/archive/2015.csv")  
library(readxl)

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

grouped\_data <- dataset %>% group\_by(Region) %>% summarise(avg\_happiness = mean(Happiness.Score))

## to view summary of the dataset

head(dataset)

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 1 Switzerland Western Europe 1 7.587 0.03411  
## 2 Iceland Western Europe 2 7.561 0.04884  
## 3 Denmark Western Europe 3 7.527 0.03328  
## 4 Norway Western Europe 4 7.522 0.03880  
## 5 Canada North America 5 7.427 0.03553  
## 6 Finland Western Europe 6 7.406 0.03140  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 1 1.39651 1.34951 0.94143 0.66557  
## 2 1.30232 1.40223 0.94784 0.62877  
## 3 1.32548 1.36058 0.87464 0.64938  
## 4 1.45900 1.33095 0.88521 0.66973  
## 5 1.32629 1.32261 0.90563 0.63297  
## 6 1.29025 1.31826 0.88911 0.64169  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 1 0.41978 0.29678 2.51738  
## 2 0.14145 0.43630 2.70201  
## 3 0.48357 0.34139 2.49204  
## 4 0.36503 0.34699 2.46531  
## 5 0.32957 0.45811 2.45176  
## 6 0.41372 0.23351 2.61955

# row name of dataset

rownames(dataset)

## [1] "1" "2" "3" "4" "5" "6" "7" "8" "9" "10" "11" "12"   
## [13] "13" "14" "15" "16" "17" "18" "19" "20" "21" "22" "23" "24"   
## [25] "25" "26" "27" "28" "29" "30" "31" "32" "33" "34" "35" "36"   
## [37] "37" "38" "39" "40" "41" "42" "43" "44" "45" "46" "47" "48"   
## [49] "49" "50" "51" "52" "53" "54" "55" "56" "57" "58" "59" "60"   
## [61] "61" "62" "63" "64" "65" "66" "67" "68" "69" "70" "71" "72"   
## [73] "73" "74" "75" "76" "77" "78" "79" "80" "81" "82" "83" "84"   
## [85] "85" "86" "87" "88" "89" "90" "91" "92" "93" "94" "95" "96"   
## [97] "97" "98" "99" "100" "101" "102" "103" "104" "105" "106" "107" "108"  
## [109] "109" "110" "111" "112" "113" "114" "115" "116" "117" "118" "119" "120"  
## [121] "121" "122" "123" "124" "125" "126" "127" "128" "129" "130" "131" "132"  
## [133] "133" "134" "135" "136" "137" "138" "139" "140" "141" "142" "143" "144"  
## [145] "145" "146" "147" "148" "149" "150" "151" "152" "153" "154" "155" "156"  
## [157] "157" "158"

## to view colonames in a dataset

colnames(dataset)

## [1] "Country" "Region"   
## [3] "Happiness.Rank" "Happiness.Score"   
## [5] "Standard.Error" "Economy..GDP.per.Capita."   
## [7] "Family" "Health..Life.Expectancy."   
## [9] "Freedom" "Trust..Government.Corruption."  
## [11] "Generosity" "Dystopia.Residual"

#to plot histogram

library(ggplot2)  
ggplot(dataset,aes(x=Happiness.Score))+geom\_histogram()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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) # to plot histogram with a color

hist(dataset$Happiness.Score,col="blue")
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length(vector())

## [1] 0

# to find the mean of coloumn

mean(dataset$Happiness.Score)

## [1] 5.375734

# to find median of coloumn

median(dataset$Happiness.Rank)

## [1] 79.5

#By changing the options(“max.print”) value, you can set the default number of rows to display.

options(max.print = 30)

#to find the dimensions of the dataset

dim(dataset)

## [1] 158 12

# to find the number of rows in the dataset

nrow(dataset)

## [1] 158

# to find number of coloumns in a datset

ncol(dataset)

## [1] 12

# to show the coloumn names in the dataset

names(dataset)

## [1] "Country" "Region"   
## [3] "Happiness.Rank" "Happiness.Score"   
## [5] "Standard.Error" "Economy..GDP.per.Capita."   
## [7] "Family" "Health..Life.Expectancy."   
## [9] "Freedom" "Trust..Government.Corruption."  
## [11] "Generosity" "Dystopia.Residual"

# to view the last few rows ofa dataset

tail(dataset)

## Country Region Happiness.Rank Happiness.Score  
## 153 Afghanistan Southern Asia 153 3.575  
## 154 Rwanda Sub-Saharan Africa 154 3.465  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 153 0.03084 0.31982 0.30285 0.30335  
## 154 0.03464 0.22208 0.77370 0.42864  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 153 0.23414 0.09719 0.36510 1.95210  
## 154 0.59201 0.55191 0.22628 0.67042  
## [ reached 'max' / getOption("max.print") -- omitted 4 rows ]

# to extract a subset of a datframe based on a condition

subset(dataset)

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 1 Switzerland Western Europe 1 7.587 0.03411  
## 2 Iceland Western Europe 2 7.561 0.04884  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 1 1.39651 1.34951 0.94143 0.66557  
## 2 1.30232 1.40223 0.94784 0.62877  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 1 0.41978 0.29678 2.51738  
## 2 0.14145 0.43630 2.70201  
## [ reached 'max' / getOption("max.print") -- omitted 156 rows ]

# to select only specific coloumn from a dataframe

library(dplyr)  
dataset %>% select(2,3)

## Region Happiness.Rank  
## 1 Western Europe 1  
## 2 Western Europe 2  
## 3 Western Europe 3  
## 4 Western Europe 4  
## 5 North America 5  
## 6 Western Europe 6  
## 7 Western Europe 7  
## 8 Western Europe 8  
## 9 Australia and New Zealand 9  
## 10 Australia and New Zealand 10  
## 11 Middle East and Northern Africa 11  
## 12 Latin America and Caribbean 12  
## 13 Western Europe 13  
## 14 Latin America and Caribbean 14  
## 15 North America 15  
## [ reached 'max' / getOption("max.print") -- omitted 143 rows ]

# to Select columns by list of index or position

dataset%>% select(c(2,3))

## Region Happiness.Rank  
## 1 Western Europe 1  
## 2 Western Europe 2  
## 3 Western Europe 3  
## 4 Western Europe 4  
## 5 North America 5  
## 6 Western Europe 6  
## 7 Western Europe 7  
## 8 Western Europe 8  
## 9 Australia and New Zealand 9  
## 10 Australia and New Zealand 10  
## 11 Middle East and Northern Africa 11  
## 12 Latin America and Caribbean 12  
## 13 Western Europe 13  
## 14 Latin America and Caribbean 14  
## 15 North America 15  
## [ reached 'max' / getOption("max.print") -- omitted 143 rows ]

# to select coloumn by index range

dataset %>% select(2:3)

## Region Happiness.Rank  
## 1 Western Europe 1  
## 2 Western Europe 2  
## 3 Western Europe 3  
## 4 Western Europe 4  
## 5 North America 5  
## 6 Western Europe 6  
## 7 Western Europe 7  
## 8 Western Europe 8  
## 9 Australia and New Zealand 9  
## 10 Australia and New Zealand 10  
## 11 Middle East and Northern Africa 11  
## 12 Latin America and Caribbean 12  
## 13 Western Europe 13  
## 14 Latin America and Caribbean 14  
## 15 North America 15  
## [ reached 'max' / getOption("max.print") -- omitted 143 rows ]

# to select coloums by specific name

dataset %>% select(Country,Region)

## Country Region  
## 1 Switzerland Western Europe  
## 2 Iceland Western Europe  
## 3 Denmark Western Europe  
## 4 Norway Western Europe  
## 5 Canada North America  
## 6 Finland Western Europe  
## 7 Netherlands Western Europe  
## 8 Sweden Western Europe  
## 9 New Zealand Australia and New Zealand  
## 10 Australia Australia and New Zealand  
## 11 Israel Middle East and Northern Africa  
## 12 Costa Rica Latin America and Caribbean  
## 13 Austria Western Europe  
## 14 Mexico Latin America and Caribbean  
## 15 United States North America  
## [ reached 'max' / getOption("max.print") -- omitted 143 rows ]

# to select coloumns except the mentioned coloumns

dataset %>% select(-c('Country','Region'))

## Happiness.Rank Happiness.Score Standard.Error Economy..GDP.per.Capita.  
## 1 1 7.587 0.03411 1.39651  
## 2 2 7.561 0.04884 1.30232  
## 3 3 7.527 0.03328 1.32548  
## Family Health..Life.Expectancy. Freedom Trust..Government.Corruption.  
## 1 1.34951 0.94143 0.66557 0.41978  
## 2 1.40223 0.94784 0.62877 0.14145  
## 3 1.36058 0.87464 0.64938 0.48357  
## Generosity Dystopia.Residual  
## 1 0.29678 2.51738  
## 2 0.43630 2.70201  
## 3 0.34139 2.49204  
## [ reached 'max' / getOption("max.print") -- omitted 155 rows ]

# to Select columns between specfied coloums

dataset %>% select('Happiness.Rank':'Family')

## Happiness.Rank Happiness.Score Standard.Error Economy..GDP.per.Capita.  
## 1 1 7.587 0.03411 1.39651  
## 2 2 7.561 0.04884 1.30232  
## 3 3 7.527 0.03328 1.32548  
## 4 4 7.522 0.03880 1.45900  
## 5 5 7.427 0.03553 1.32629  
## 6 6 7.406 0.03140 1.29025  
## Family  
## 1 1.34951  
## 2 1.40223  
## 3 1.36058  
## 4 1.33095  
## 5 1.32261  
## 6 1.31826  
## [ reached 'max' / getOption("max.print") -- omitted 152 rows ]

# to Select columns starts with a string

dataset %>% select(starts\_with('l'))

## data frame with 0 columns and 158 rows

# to Select columns that ends with a string

dataset %>% select(starts\_with('l'))

## data frame with 0 columns and 158 rows

# to Select columns that contains

dataset %>% select(contains('p'))

## Happiness.Rank Happiness.Score Economy..GDP.per.Capita.  
## 1 1 7.587 1.39651  
## 2 2 7.561 1.30232  
## 3 3 7.527 1.32548  
## 4 4 7.522 1.45900  
## 5 5 7.427 1.32629  
## Health..Life.Expectancy. Trust..Government.Corruption. Dystopia.Residual  
## 1 0.94143 0.41978 2.51738  
## 2 0.94784 0.14145 2.70201  
## 3 0.87464 0.48357 2.49204  
## 4 0.88521 0.36503 2.46531  
## 5 0.90563 0.32957 2.45176  
## [ reached 'max' / getOption("max.print") -- omitted 153 rows ]

# Select all numeric columns

dataset %>% select\_if(is.numeric)

## Happiness.Rank Happiness.Score Standard.Error Economy..GDP.per.Capita.  
## 1 1 7.587 0.03411 1.39651  
## 2 2 7.561 0.04884 1.30232  
## 3 3 7.527 0.03328 1.32548  
## Family Health..Life.Expectancy. Freedom Trust..Government.Corruption.  
## 1 1.34951 0.94143 0.66557 0.41978  
## 2 1.40223 0.94784 0.62877 0.14145  
## 3 1.36058 0.87464 0.64938 0.48357  
## Generosity Dystopia.Residual  
## 1 0.29678 2.51738  
## 2 0.43630 2.70201  
## 3 0.34139 2.49204  
## [ reached 'max' / getOption("max.print") -- omitted 155 rows ]

# filter by a row name

filter(dataset, Country %in% c("21", "39", "33"))

## [1] Country Region   
## [3] Happiness.Rank Happiness.Score   
## [5] Standard.Error Economy..GDP.per.Capita.   
## [7] Family Health..Life.Expectancy.   
## [9] Freedom Trust..Government.Corruption.  
## [11] Generosity Dystopia.Residual   
## <0 rows> (or 0-length row.names)

# filter() by row number

slice(dataset,5)

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 1 Canada North America 5 7.427 0.03553  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 1 1.32629 1.32261 0.90563 0.63297  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 1 0.32957 0.45811 2.45176

## Using arrange in descending order

temp <- dataset %>% arrange(desc(Happiness.Rank))  
 temp

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 1 Togo Sub-Saharan Africa 158 2.839 0.06727  
## 2 Burundi Sub-Saharan Africa 157 2.905 0.08658  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 1 0.20868 0.13995 0.28443 0.36453  
## 2 0.01530 0.41587 0.22396 0.11850  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 1 0.10731 0.16681 1.56726  
## 2 0.10062 0.19727 1.83302  
## [ reached 'max' / getOption("max.print") -- omitted 156 rows ]

# Using arrange by multiple columns

temp <- dataset %>% arrange(Happiness.Rank,desc(Country))  
 temp

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 1 Switzerland Western Europe 1 7.587 0.03411  
## 2 Iceland Western Europe 2 7.561 0.04884  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 1 1.39651 1.34951 0.94143 0.66557  
## 2 1.30232 1.40223 0.94784 0.62877  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 1 0.41978 0.29678 2.51738  
## 2 0.14145 0.43630 2.70201  
## [ reached 'max' / getOption("max.print") -- omitted 156 rows ]

# Load dplyr

library(dplyr)

#group\_by() on department

grp\_tbl <- dataset %>% group\_by(Country)  
grp\_tbl

## # A tibble: 158 × 12  
## # Groups: Country [158]  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## <chr> <chr> <int> <dbl> <dbl>  
## 1 Switzerland Western Europe 1 7.59 0.0341  
## 2 Iceland Western Europe 2 7.56 0.0488  
## 3 Denmark Western Europe 3 7.53 0.0333  
## 4 Norway Western Europe 4 7.52 0.0388  
## 5 Canada North America 5 7.43 0.0355  
## 6 Finland Western Europe 6 7.41 0.0314  
## 7 Netherlands Western Europe 7 7.38 0.0280  
## 8 Sweden Western Europe 8 7.36 0.0316  
## 9 New Zealand Australia and New … 9 7.29 0.0337  
## 10 Australia Australia and New … 10 7.28 0.0408  
## # ℹ 148 more rows  
## # ℹ 7 more variables: Economy..GDP.per.Capita. <dbl>, Family <dbl>,  
## # Health..Life.Expectancy. <dbl>, Freedom <dbl>,  
## # Trust..Government.Corruption. <dbl>, Generosity <dbl>,  
## # Dystopia.Residual <dbl>

## Convert tibble to DataFrame

df2 <- dataset %>% as.data.frame()  
 class(df2)

## [1] "data.frame"

#Group by on multiple column

agg\_tbl <- dataset %>% group\_by(Country) %>%   
 summarise(Happiness.Rank=sum(Happiness.Score))  
agg\_tbl

## # A tibble: 158 × 2  
## Country Happiness.Rank  
## <chr> <dbl>  
## 1 Afghanistan 3.58  
## 2 Albania 4.96  
## 3 Algeria 5.60  
## 4 Angola 4.03  
## 5 Argentina 6.57  
## 6 Armenia 4.35  
## 7 Australia 7.28  
## 8 Austria 7.2   
## 9 Azerbaijan 5.21  
## 10 Bahrain 5.96  
## # ℹ 148 more rows

## is.na(): Checks for missing values in a data frame

is.na(dataset)

## Country Region Happiness.Rank Happiness.Score Standard.Error  
## [1,] FALSE FALSE FALSE FALSE FALSE  
## [2,] FALSE FALSE FALSE FALSE FALSE  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## [1,] FALSE FALSE FALSE FALSE  
## [2,] FALSE FALSE FALSE FALSE  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## [1,] FALSE FALSE FALSE  
## [2,] FALSE FALSE FALSE  
## [ reached getOption("max.print") -- omitted 156 rows ]

## complete.cases(): Removes rows with missing values

complete.cases(dataset)

## [1] TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE  
## [16] TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE  
## [ reached getOption("max.print") -- omitted 128 entries ]

## mean(): Calculates the mean of a numeric vector

mean(dataset$Happiness.Score)

## [1] 5.375734

# median(): Calculates the median of a numeric vector

median(dataset$Happiness.Rank)

## [1] 79.5

#sd():Calculates the sd of a numeric data

sd(dataset$Economy..GDP.per.Capita.)

## [1] 0.4031208

# var(): Calculates the variance of a numeric vector

var(dataset$Freedom)

## [1] 0.02270832

## max(): Finds the maximum value in a numeric vector

max(dataset$Happiness.Rank)

## [1] 158

#min(): finds the minimum value in a numeric vector

min(dataset$Happiness.Rank)

## [1] 1

## quantile(): Calculates the quantiles of a numeric vector

quantile(dataset$Happiness.Rank)

## 0% 25% 50% 75% 100%   
## 1.00 40.25 79.50 118.75 158.00

## unique(): Finds the unique values of a vector or column in a data frame

unique(dataset$Counry)

## NULL

# duplicated(): Identifies duplicated values in a vector or column in a data frame

duplicated(dataset$Country)

## [1] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [13] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [25] FALSE FALSE FALSE FALSE FALSE FALSE  
## [ reached getOption("max.print") -- omitted 128 entries ]

# To divide a vector into groups, use the split() function.

split(dataset, f = dataset$Country)

## $Afghanistan  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 153 Afghanistan Southern Asia 153 3.575 0.03084  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 153 0.31982 0.30285 0.30335 0.23414  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 153 0.09719 0.3651 1.9521  
##   
## $Albania  
## Country Region Happiness.Rank Happiness.Score  
## 95 Albania Central and Eastern Europe 95 4.959  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 95 0.05013 0.87867 0.80434 0.81325  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 95 0.35733 0.06413 0.14272 1.89894  
##   
## $Algeria  
## Country Region Happiness.Rank Happiness.Score  
## 68 Algeria Middle East and Northern Africa 68 5.605  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 68 0.05099 0.93929 1.07772 0.61766  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 68 0.28579 0.17383 0.07822 2.43209  
##   
## $Angola  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 137 Angola Sub-Saharan Africa 137 4.033 0.04758  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 137 0.75778 0.8604 0.16683 0.10384  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 137 0.07122 0.12344 1.94939  
##   
## $Argentina  
## Country Region Happiness.Rank Happiness.Score  
## 30 Argentina Latin America and Caribbean 30 6.574  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 30 0.04612 1.05351 1.24823 0.78723  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 30 0.44974 0.08484 0.11451 2.836  
##   
## $Armenia  
## Country Region Happiness.Rank Happiness.Score  
## 127 Armenia Central and Eastern Europe 127 4.35  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 127 0.04763 0.76821 0.77711 0.7299  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 127 0.19847 0.039 0.07855 1.75873  
##   
## $Australia  
## Country Region Happiness.Rank Happiness.Score  
## 10 Australia Australia and New Zealand 10 7.284  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 10 0.04083 1.33358 1.30923 0.93156  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 10 0.65124 0.35637 0.43562 2.26646  
##   
## $Austria  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 13 Austria Western Europe 13 7.2 0.03751  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 13 1.33723 1.29704 0.89042 0.62433  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 13 0.18676 0.33088 2.5332  
##   
## $Azerbaijan  
## Country Region Happiness.Rank Happiness.Score  
## 80 Azerbaijan Central and Eastern Europe 80 5.212  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 80 0.03363 1.02389 0.93793 0.64045  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 80 0.3703 0.16065 0.07799 2.00073  
##   
## $Bahrain  
## Country Region Happiness.Rank Happiness.Score  
## 49 Bahrain Middle East and Northern Africa 49 5.96  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 49 0.05412 1.32376 1.21624 0.74716  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 49 0.45492 0.306 0.17362 1.73797  
##   
## $Bangladesh  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 109 Bangladesh Southern Asia 109 4.694 0.03077  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 109 0.39753 0.43106 0.60164 0.4082  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 109 0.12569 0.21222 2.51767  
##   
## $Belarus  
## Country Region Happiness.Rank Happiness.Score  
## 59 Belarus Central and Eastern Europe 59 5.813  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 59 0.03938 1.03192 1.23289 0.73608  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 59 0.37938 0.1909 0.11046 2.1309  
##   
## $Belgium  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 19 Belgium Western Europe 19 6.937 0.03595  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 19 1.30782 1.28566 0.89667 0.5845  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 19 0.2254 0.2225 2.41484  
##   
## $Benin  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 155 Benin Sub-Saharan Africa 155 3.34 0.03656  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 155 0.28665 0.35386 0.3191 0.4845  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 155 0.0801 0.1826 1.63328  
##   
## $Bhutan  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 79 Bhutan Southern Asia 79 5.253 0.03225  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 79 0.77042 1.10395 0.57407 0.53206  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 79 0.15445 0.47998 1.63794  
##   
## $Bolivia  
## Country Region Happiness.Rank Happiness.Score  
## 51 Bolivia Latin America and Caribbean 51 5.89  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 51 0.05642 0.68133 0.97841 0.5392  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 51 0.57414 0.088 0.20536 2.82334  
##   
## $`Bosnia and Herzegovina`  
## Country Region Happiness.Rank  
## 96 Bosnia and Herzegovina Central and Eastern Europe 96  
## Happiness.Score Standard.Error Economy..GDP.per.Capita. Family  
## 96 4.949 0.06913 0.83223 0.91916  
## Health..Life.Expectancy. Freedom Trust..Government.Corruption. Generosity  
## 96 0.79081 0.09245 0.00227 0.24808  
## Dystopia.Residual  
## 96 2.06367  
##   
## $Botswana  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 128 Botswana Sub-Saharan Africa 128 4.332 0.04934  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 128 0.99355 1.10464 0.04776 0.49495  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 128 0.12474 0.10461 1.46181  
##   
## $Brazil  
## Country Region Happiness.Rank Happiness.Score  
## 16 Brazil Latin America and Caribbean 16 6.983  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 16 0.04076 0.98124 1.23287 0.69702  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 16 0.49049 0.17521 0.14574 3.26001  
##   
## $Bulgaria  
## Country Region Happiness.Rank Happiness.Score  
## 134 Bulgaria Central and Eastern Europe 134 4.218  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 134 0.04828 1.01216 1.10614 0.76649  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 134 0.30587 0.00872 0.11921 0.89991  
##   
## $`Burkina Faso`  
## Country Region Happiness.Rank Happiness.Score  
## 152 Burkina Faso Sub-Saharan Africa 152 3.587  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 152 0.04324 0.25812 0.85188 0.27125  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 152 0.39493 0.12832 0.21747 1.46494  
##   
## $Burundi  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 157 Burundi Sub-Saharan Africa 157 2.905 0.08658  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 157 0.0153 0.41587 0.22396 0.1185  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 157 0.10062 0.19727 1.83302  
##   
## $Cambodia  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 145 Cambodia Southeastern Asia 145 3.819 0.05069  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 145 0.46038 0.62736 0.61114 0.66246  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 145 0.07247 0.40359 0.98195  
##   
## $Cameroon  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 133 Cameroon Sub-Saharan Africa 133 4.252 0.04678  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 133 0.4225 0.88767 0.23402 0.49309  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 133 0.05786 0.20618 1.95071  
##   
## $Canada  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 5 Canada North America 5 7.427 0.03553  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 5 1.32629 1.32261 0.90563 0.63297  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 5 0.32957 0.45811 2.45176  
##   
## $`Central African Republic`  
## Country Region Happiness.Rank Happiness.Score  
## 148 Central African Republic Sub-Saharan Africa 148 3.678  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 148 0.06112 0.0785 0 0.06699  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 148 0.48879 0.08289 0.23835 2.7223  
##   
## $Chad  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 149 Chad Sub-Saharan Africa 149 3.667 0.0383  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 149 0.34193 0.76062 0.1501 0.23501  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 149 0.05269 0.18386 1.94296  
##   
## $Chile  
## Country Region Happiness.Rank Happiness.Score  
## 27 Chile Latin America and Caribbean 27 6.67  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 27 0.058 1.10715 1.12447 0.85857  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 27 0.44132 0.12869 0.33363 2.67585  
##   
## $China  
## Country Region Happiness.Rank Happiness.Score Standard.Error  
## 84 China Eastern Asia 84 5.14 0.02424  
## Economy..GDP.per.Capita. Family Health..Life.Expectancy. Freedom  
## 84 0.89012 0.94675 0.81658 0.51697  
## Trust..Government.Corruption. Generosity Dystopia.Residual  
## 84 0.02781 0.08185 1.8604  
##   
## $Colombia  
## Country Region Happiness.Rank Happiness.Score  
## 33 Colombia Latin America and Caribbean 33 6.477  
## Standard.Error Economy..GDP.per.Capita. Family Health..Life.Expectancy.  
## 33 0.05051 0.91861 1.24018 0.69077  
## Freedom Trust..Government.Corruption. Generosity Dystopia.Residual  
## 33 0.53466 0.0512 0.18401 2.85737  
##   
## [ reached getOption("max.print") -- omitted 128 entries ]

# length() function: returns the number of elements in a vector

length(dataset)

## [1] 12

# Counting the number of unique values in a column:

unique\_count <- length(unique(dataset$Country))  
unique\_count

## [1] 158

# Calculate the percentage of missing values in each column:

missing\_percentage <- colMeans(is.na(dataset)) \* 100  
missing\_percentage

## Country Region   
## 0 0   
## Happiness.Rank Happiness.Score   
## 0 0   
## Standard.Error Economy..GDP.per.Capita.   
## 0 0   
## Family Health..Life.Expectancy.   
## 0 0   
## Freedom Trust..Government.Corruption.   
## 0 0   
## Generosity Dystopia.Residual   
## 0 0

# to draw a boxplot

ggplot(dataset,aes(x=Happiness.Score))+geom\_boxplot()
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ggplot(dataset,aes(x=Happiness.Score))+geom\_dotplot()

## Bin width defaults to 1/30 of the range of the data. Pick better value with  
## `binwidth`.
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ggplot(dataset,aes(x=Happiness.Score))+geom\_density()
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