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**Problem** **1**:

. Consider that a system has P resources of same type. These resources are shared by Q processes time to time.

All processes request and release the resources one at a time.Generate a solution to demonstrate that,

the system is in safe state when following conditions are satisfied.

Conditions:

1. Maximum resource need of each process is between 1 and P.

2. Summation of all maximum needs is less than P+Q

**Description:**

This problem is based on Round Robin Algorithm. In this problem we are taking input from user and user can enter limited no of jobs.

While solving this first we take value from user and store it in a queue. The value of front and rear used here is -1 as initial they are not at any position. Now process run in queue and if its burst time is less than time given quantum then this process will be completed and we take out that process from queue. If time quantum is less than burst time then the process will again enter in the queue. This will happen till all process are completed.

**Alogithm:**

**#include<stdio.h>**

**main()**

**{**

**int n,i,j,avgw=0;**

**float avgt=0,temp;**

**int burst[10],wait[10],process[10];**

**printf("\nProcess Scheduling(SJFS) :\n");**

**printf("\nEnter the number of process : ");**

**scanf("%d",&n);**

**printf("Enter the Burst time\n");**

**for(i=0;i<n;i++)**

**{**

**printf("Burst time P %d : ",i+1);**

**scanf("%d",&burst[i]);**

**process[i] = i;**

**printf("\n");**

**}**

**for(i=0;i<n;i++)**

**{**

**for(j=i;j<n;j++)**

**{**

**if(burst[i]>burst[j])**

**{**

**temp = burst[i];**

**burst[i] = burst[j];**

**burst[j] = temp;**

**temp = process[i];**

**process[i] = process[j];**

**process[j] = temp;**

**}**

**}**

**}**

**printf("\nWaiting time | Turn around time \n");**

**j=0;**

**for(i=0;i<n;i++)**

**{**

**wait[i] = j;**

**j = burst[i] + j;**

**printf("\nP%d : %d\t\t%d",process[i]+1,wait[i],wait[i]+burst[i]);**

**avgw+=wait[i];**

**avgt+=wait[i]+burst[i];**

**}**

**printf("\n\n");**

**printf("Average waiting time : %f\nAverage Turn around time : %f\n\n"**

**,avgw/(float)n,avgt/(float)n);**

**}**

**Complexity:**

Complexity=n log n

**Code Snippet:**

**#include<stdio.h>**

**main()**

**{**

**int n,i,j,avgw=0;**

**float avgt=0,temp;**

**int burst[10],wait[10],process[10];**

**printf("\nProcess Scheduling(SJFS) :\n");**

**printf("\nEnter the number of process : ");**

**scanf("%d",&n);**

**printf("Enter the Burst time\n");**

**for(i=0;i<n;i++)**

**{**

**printf("Burst time P %d : ",i+1);**

**scanf("%d",&burst[i]);**

**process[i] = i;**

**printf("\n");**

**}**

**for(i=0;i<n;i++)**

**{**

**for(j=i;j<n;j++)**

**{**

**if(burst[i]>burst[j])**

**{**

**temp = burst[i];**

**burst[i] = burst[j];**

**burst[j] = temp;**

**temp = process[i];**

**process[i] = process[j];**

**process[j] = temp;**

**}**

**}**

**}**

**printf("\nWaiting time | Turn around time \n");**

**j=0;**

**for(i=0;i<n;i++)**

**{**

**wait[i] = j;**

**j = burst[i] + j;**

**printf("\nP%d : %d\t\t%d",process[i]+1,wait[i],wait[i]+burst[i]);**

**avgw+=wait[i];**

**avgt+=wait[i]+burst[i];**

**}**

**printf("\n\n");**

**printf("Average waiting time : %f\nAverage Turn around time : %f\n\n"**

**,avgw/(float)n,avgt/(float)n);**

**}**