Сложность

1.1. Сложность, присущая программному обеспечению

**Простые и сложные программные системы**

Мы знаем, что не все программные системы сложны. Существует множество программ, которые задумываются, разрабатываются, сопровождаются и используются одним и тем же человеком. Обычно это начинающий программист или профессионал, работающий изолированно. Нас интересует разработка того, что мы будем называть *промышленными программными продуктами.*

Существенная черта промышленной программы - уровень сложности: один разработчик практически не в состоянии охватить все аспекты такой системы. Грубо говоря, сложность промышленных программ превышает возможности человеческого интеллекта. Увы, но сложность, о которой мы говорим, по-видимому, присуща всем большим программных системам. Говоря *"присуща",* мы имеем в виду, что эта сложность здесь неизбежна: с ней можно справиться, но избавиться от нее нельзя.

**Почему программному обеспечению присуща сложность?**

Как говорит Брукс, "сложность программного обеспечения - отнюдь не случайное его свойство". Сложность вызывается четырьмя основными причинами:

сложностью реальной предметной области, из которой исходит заказ на разработку;

трудностью управления процессом разработки;

необходимостью обеспечить достаточную гибкость программы;

неудовлетворительными способами описания поведения больших дискретных систем.

**Пять признаков сложной системы**

Исходя из такого способа изучения, можно вывести пять общих признаков любой сложной системы. Основываясь на работе Саймона и Эндо, Куртуа предлагает следующее наблюдение [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.7)]:

*1. "Сложные системы часто являются иерархическими и состоят из взаимозависимых подсистем, которые в свою очередь также могут быть разделены на подсистемы, и т.д., вплоть до самого низкого уровням."*

Саймон отмечает: "тот факт, что многие сложные системы имеют почти разложимую иерархическую структуру, является главным фактором, позволяющим нам понять, описать и даже "увидеть" такие системы и их части" [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.8)]. В самом деле, скорее всего, мы можем понять лишь те системы, которые имеют иерархическую структуру.

Важно осознать, что архитектура сложных систем складывается и из компонентов, и из иерархических отношений этих компонентов. Речтин отмечает: "Все системы имеют подсистемы, и все системы являются частями более крупных систем... Особенности системы обусловлены отношениями между ее частями, а не частями как таковыми" [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.9)].

Что же следует считать простейшими элементами системы? Опыт подсказывает нам следующий ответ:

*2. Выбор, какие компоненты в данной системе считаются элементарными, относительно произволен и в большой степени оставляется на усмотрение исследователя.*

Низший уровень для одного наблюдателя может оказаться достаточно высоким для другого.

Саймон называет иерархические системы *разложимыми,* если они могут быть разделены на четко идентифицируемые части, и *почти разложимыми,* если их составляющие не являются абсолютно независимыми. Это подводит нас к следующему общему свойству всех сложных систем:

*3. "Внутрикомпонентная связь обычно сильнее, чем связь между компонентами. Это обстоятельство позволяет отделять "высокочастотные" взаимодействия внутри компонентов от "низкочастотной" динамики взаимодействия между компонентами" [*[*10*](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.10)*].*

Это различие внутрикомпонентных и межкомпонентных взаимодействий обуславливает разделение функций между частями системы и дает возможность относительно изолированно изучать каждую часть.

Как мы уже говорили, многие сложные системы организованы достаточно экономными средствами. Поэтому Саймон приводит следующий признак сложных систем:

*4. "Иерархические системы обычно состоят из немногих типов подсистем, по-разному скомбинированных и организованных" [*[*11*](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.11)*].*

Иными словам и, разные сложные системы содержат одинаковые структурные части. Эти части могут использовать общие более мелкие компоненты, такие как клетки, или более крупные структуры, типа сосудистых систем, имеющиеся и у растений, и у животных.

Выше мы отмечали, что сложные системы имеют тенденцию к развитию во времени. Саймон считает, что сложные системы будут развиваться из простых гораздо быстрее, если для них существуют устойчивые промежуточные формы [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.12)]. Гэлл [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#1.13)] выражается более эффектно:

*5. "Любая работающая сложная система является результатом развития работавшей более простой системы... Сложная система, спроектированная "с нуля", никогда не заработает. Следует начинать с работающей простой системы".*

В процессе развития системы объекты, первоначально рассматривавшиеся как сложные, становятся элементарными, и из них строятся более сложные системы. Более того, невозможно сразу правильно создать элементарные объекты: с ними надо сначала повозиться, чтобы больше узнать о реальном поведении системы, и затем уже совершенствовать их.

Выводы

Программам присуща сложность, которая нередко превосходит возможности человеческого разума.

Задача разработчиков программных систем - создать у пользователя разрабатываемой системы иллюзию простоты.

Сложные структуры часто принимают форму иерархий; полезны обе иерархии: и классов, и объектов.

Сложные системы обычно создаются на основе устойчивых промежуточных форм.

Познавательные способности человека ограничены; мы можем раздвинуть их рамки, используя декомпозицию, выделение абстракций и создание иерархий.

Сложные системы можно исследовать, концентрируя основное внимание либо на объектах, либо на процессах; имеются веские основания использовать объектно-ориентированную декомпозицию, при которой мир рассматривается как упорядоченная совокупность объектов, которые в процессе взаимодействия друг с другом определяют поведение системы.

Объектно-ориентированный анализ и проектирование - метод, использующий объектную декомпозицию; объектно-ориентированный подход имеет свою систему условных обозначений и предлагает богатый набор логических и физических моделей, с помощью которых мы можем получить представление о различных аспектах рассматриваемой системы.

Объектная модель

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Объектно-ориентированная технология основывается на так называемой *объектной модели.*Основными ее принципами являются: абстрагирование, инкапсуляция, модульность, иерархичность, типизация, параллелизм и сохраняемость. Каждый из этих принципов сам по себе не нов, но в объектной модели они впервые применены в совокупности.  Объектно-ориентированный анализ и проектирование принципиально отличаются от традиционных подходов структурного проектирования: здесь нужно по-другому представлять себе процесс декомпозиции, а архитектура получающегося программного продукта в значительной степени выходит за рамки представлений, традиционных для структурного программирования. Отличия обусловлены тем, что структурное проектирование основано на структурном программировании, тогда как в основе объектно-ориентированного проектирования лежит методология объектно-ориентированного программирования, К сожалению, для разных людей термин "объектно-ориентированное программирование" означает разное. Ренч правильно предсказал: "В 1980-х годах объектно-ориентированное программирование будет занимать такое же место, какое занимало структурное программирование в 1970-х. но всем будет нравиться. Каждая фирма будет рекламировать свой продукт как зданный по этой технологии. Все программисты будут писать в этом стиле, причем все по-разному. Все менеджеры будут рассуждать о нем. И никто не будет знать, что же это такое" [Wegner, P. [J 1981]] [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.1)]. Данные предсказания продолжают сбываться и в 1990-х годах.  В этой главе мы выясним, чем является и чем не является объектно-ориентированная разработка программ, и в чем отличия этого подхода к проектированию от других с учетом семи перечисленных выше элементов объектной модели.  2.1. Эволюция объектной модели  **Тенденции в проектировании**  **Поколения языков программирования.** Оглядываясь на короткую, но колоритную историю развития программирования, нельзя не заметить две сменяющих друг друга тенденции:  смещение акцентов от программирования отдельных деталей к программированию более крупных компонент;  развитие и совершенствование языков программирования высокого уровня.  Большинство современных коммерческих программных систем больше и существенно сложнее, чем были их предшественники даже несколько лет тому назад. Этот рост сложности вызвал большое число прикладных исследований по методологии проектирования, особенно, по декомпозиции, абстрагированию и иерархиям. Создание более выразительных языков программирования пополнило достижения в этой области. Возникла тенденция перехода от языков, указывающих компьютеру, что делать (императивные языки), к языкам, описывающим ключевые абстракции проблемной области (декларативные языки).  Вегнер сгруппировал некоторые из наиболее известных языков высокого уровня в четыре поколения в зависимости от того, какие языковые конструкции впервые в них появились:  Первое поколение (1954-1958)   |  |  | | --- | --- | | FORTRAN I | Математические формулы | | ALGOL-58 | Математические формулы | | Flowmatic | Математические формулы | | IPL V | Математические формулы |     Второе поколение (1959-1961)   |  |  | | --- | --- | | FORTRAN II | Подпрограммы, раздельная компиляция | | ALGOL-60 | Блочная структура, типы данных | | COBOL | Описание данных, работа с файлами | | Lisp | Обработка списков, указатели, сборка мусора |     Третье поколение(1962-1970)   |  |  | | --- | --- | | PL/I | FORTRAN+ALGOL+COBOL | | ALGOL-68 | Более строгий приемник ALGOL-60 | | Pascal | Более простой приемник ALGOL-60 | | Simula | Классы, абстрактные данные |     Потерянное поколение (1970-1980)  Много языков созданных, но мало выживших [Последняя фраза, очевидно, следует евангельскому "...много званных, но мало избранных" (Матф. 22:14). - Примеч. ред.] [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.2)].  В каждом следующем поколении менялись поддерживаемые языками механизмы абстракции. Языки первого поколения ориентировались на научно-инженерные применения, и словарь этой предметной области был почти исключительно математическим. Такие языки, как FORTRAN I, были созданы для упрощения программирования математических формул, чтобы освободить программиста от трудностей ассемблера и машинного кода. Первое поколение языков высокого уровня было шагом, приближающим программирование к предметной области и удаляющим от конкретной машины. Во втором поколении языков основной тенденцией стало развитие алгоритмических абстракций. В это время мощность компьютеров быстро росла, а компьютерная индустрия позволила расширить области их применения, особенно в бизнесе. Главной задачей стало инструктировать машину, что делать: сначала прочти эти анкеты сотрудников, затем отсортируй их и выведи результаты на печать. Это было еще одним шагом к предметной области и от конкретной машины. В конце 60-х годов с появлением транзисторов, а затем интегральных схем, стоимость компьютеров резко снизилась, а их производительность росла почти экспоненциально. Появилась возможность решать все более сложные задачи, но это требовало умения обрабатывать самые разнообразные типы данных. Такие языки как ALGOL-68 и затем Pascal стали поддерживать абстракцию данных. Программисты смогли описывать свои собственные типы данных. Это стало еще одним шагом к предметной области и от привязки к конкретной машине.  70-е годы знаменовались безумным всплеском активности: было создано около двух тысяч различных языков и их диалектов. Неадекватность более ранних языков написанию крупных программных систем стала очевидной, поэтому новые языки имели механизмы, устраняющие это ограничение. Лишь немногие из этих языков смогли выжить (попробуйте найти свежий учебник по языкам Fred, Chaos, Tranquil), однако многие их принципы нашли отражение в новых версиях более ранних языков. Таким образом, мы получили языки Smalltalk (новаторски переработанное наследие Simula), Ada (наследник ALGOL-68 и Pascal с элементами Simula, Alphard и CLU), CLOS (объединивший Lisp, LOOPS и Flavors), C++ (возникший от брака С и Simula) и Eiffel (произошел от Simula и Ada). Наибольший интерес для дальнейшего изложения представляет класс языков, называемых *объектными* и *объектно-ориентированными,* которые в наибольшей степени отвечают задаче объектно-ориентированной декомпозиции программного обеспечения.  **Топология языков первого и начала второго поколения.** Для пояснения сказанного рассмотрим структуры, характерные для каждого поколения. На рис. 2-1 показана топология, типичная для большинства языков первого поколения и первой стадии второго поколения. Говоря "топология", мы имеем в виду основные элементы языка программирования и их взаимодействие. Можно отметить, что для таких языков, как FORTRAN и COBOL, основным строительным блоком является подпрограмма (параграф в терминах COBOL). Программы, реализованные на таких языках, имеют относительно простую структуру, состоящую только из глобальных данных и подпрограмм. Стрелками на рисунке обозначено влияние подпрограмм на данные. В процессе разработки можно логически разделить разнотипные Данные, но механизмы языков практически не поддерживают такого разделения. Ошибка в какой-либо части программы может иметь далеко идущие последствия, так как область данных открыта всем подпрограммам. В больших системах трудно гарантировать целостность данных при внесении изменений в какую-либо часть системы. В процессе эксплуатации уже через короткое время возникает путаница из-за большого количества перекрестных связей между подпрограммами, запутанных схем управления, неясного смысла данных, что угрожает надежности системы и определенно снижает ясность программы.   http://www.helloworld.ru/texts/comp/other/oop/pic02_01.gif  *Рис. 2-1. Топология языков первого и начала второго поколения.*  **Топология языков позднего второго и раннего третьего поколения.** Начиная с середины 60-х годов стали осознавать роль подпрограмм как важного промежуточного звена между решаемой задачей и компьютером [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.3)]. Шоу отмечает: "Первая программная абстракция, названная процедурной абстракцией, прямо вытекает из этого прагматического взгляда на программные средства... Подпрограммы возникли до 1950 года, но тогда они не были оценены в качестве абстракции... Их рассматривали как средства, упрощающие работу... Но очень скоро стало ясно, что подпрограммы это абстрактные программные функции" [[4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.4)].  Использование подпрограмм как механизма абстрагирования имело три существенных последствия. Во-первых, были разработаны языки, поддерживавшие разнообразные механизмы передачи параметров. Во-вторых, были заложены основания структурного программирования, что выразилось в языковой поддержке механизмов вложенности подпрограмм и в научном исследовании структур управления и областей видимости. В-третьих, возникли методы структурного проектирования, стимулирующие разработчиков создавать большие системы, используя подпрограммы как готовые строительные блоки. Архитектура языков программирования этого периода (рис. 2-2), как и следовало ожидать, представляет собой вариации на темы предыдущего поколения. В нее внесены кое-какие усовершенствования, в частности, усилено управление алгоритмическими абстракциями, но остается нерешенной проблема программирования "в большом" и проектирования данных.  **Топология языков конца третьего поколения.** Начиная с FORTRAN II и далее, для решения задач программирования "в большом" начал развиваться новый важный механизм структурирования. Разрастание программных проектов означало увеличение размеров и коллективов программистов, а, следовательно, необходимость независимой разработки отдельных частей проекта. Ответом на эту потребность стал отдельно компилируемый модуль, который сначала был просто более или менее случайным набором данных и подпрограмм (рис. 2-3). В такие модули собирали подпрограммы, которые, как казалось, скорее всего будут изменяться совместно, и мало кто рассматривал их как новую технику абстракции. В большинстве языков этого поколения, хотя и поддерживалось модульное программирование, но не вводилось никаких правил, обеспечивающих согласование интерфейсов модулей. Программист, сочиняющий подпрограмму в одном из модулей, мог, например, ожидать, что ее будут вызывать с тремя параметрами: действительным числом, массивом из десяти элементов и целым числом, обозначающим логическое значение. Но в каком-то другом модуле, вопреки предположениям автора, эта подпрограмма могла по ошибке вызываться с фактическими параметрами в виде: целого числа, массива из пяти элементов и отрицательного числа. Аналогично, один из модулей мог завести общую область данных и считать, что это его собственная область, а другой модуль мог нарушить это предположение, свободно манипулируя с этими данными. К сожалению, поскольку большинство языков предоставляло в лучшем случае рудиментарную поддержку абстрактных данных и типов, такие ошибки выявлялись только при выполнении программы.   http://www.helloworld.ru/texts/comp/other/oop/pic02_02.gif  *Рис. 2-2. Топология языков позднего второго и раннего третьего поколения.*  **Топология объектных и объектно-ориентированных языков.** Значение абстрактных типов данных в разрешении проблемы сложности систем хорошо выразил Шанкар: "Абстрагирование, достигаемое посредством использования процедур, хорошо подходит для описания абстрактных действий, но не годится для описания абстрактных объектов. Это серьезный недостаток, так как во многих практических ситуациях сложность объектов, с которыми нужно работать, составляет основную часть сложности всей задачи" [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.5)]. Осознание этого влечет два важных вывода. Во-первых, возникают методы проектирования на основе потоков данных, которые вносят упорядоченность в абстракцию данных в языках, ориентированных на алгоритмы. Во-вторых, появляется теория типов, которая воплощается в таких языках, как Pascal.  Естественным завершением реализации этих идей, начавшейся с языка Simula и развитой в последующих языках в 1970-1980-е годы, стало сравнительно недавнее появление таких языков, как Smalltalk, Object Pascal, C++, CLOS, Ada и Eiffel. По причинам, которые мы вскоре объясним, эти языки получили название *объектных* или *объектно-ориентированных.* На рис. 2-4 приведена топология таких языков применительно к задачам малой и средней степени сложности. Основным элементом конструкции в указанных языках служит *модуль,* составленный из логически связанных классов и объектов, а не подпрограмма, как в языках первого поколения.   http://www.helloworld.ru/texts/comp/other/oop/pic02_03.gif  *Рис. 2-3. Топология языков конца третьего поколения.*  Другими словами: "Если процедуры и функции - глаголы, а данные - существительные, то процедурные программы строятся из глаголов, а объектно-ориентированные - из существительных" [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.6)]. По этой же причине структура программ малой и средней сложности при объектно-ориентированном подходе представляется графом, а не деревом, как в случае алгоритмических языков. Кроме того, уменьшена или отсутствует область глобальных данных. Данные и действия организуются теперь таким образом, что основными логическими строительными блоками наших систем становятся классы и объекты, а не алгоритмы.  В настоящее время мы продвинулись много дальше программирования "в большом" и предстали перед программированием "в огромном". Для очень сложных систем классы, объекты и модули являются необходимыми, но не достаточными средствами абстракции. К счастью, объектный подход масштабируется и может быть применен на все более высоких уровнях. Кластеры абстракций в больших системах могут представляться в виде многослойной структуры. На каждом уровне можно выделить группы объектов, тесно взаимодействующих для решения задачи более высокого уровня абстракции. Внутри каждого кластера мы неизбежно найдем такое же множество взаимодействующих абстракций (рис. 2-5). Это соответствует подходу к сложным системам, изложенному в главе 1.  **Основные положения объектной модели**  Методы структурного проектирования помогают упростить процесс разработки сложных систем за счет использования алгоритмов как готовых строительных блоков. Аналогично, методы объектно-ориентированного проектирования созданы, чтобы помочь разработчикам применять мощные выразительные средства объектного и объектно-ориентированного программирования, использующего в качестве блоков классы и объекты.  Но в объектной модели отражается и множество других факторов. Как показано во врезке ниже, объектный подход зарекомендовал себя как унифицирующая идея всей компьютерной науки, применимая не только в программировании, но также в проектировании интерфейса пользователя, баз данных и даже архитектуры компьютеров. Причина такой широты в том, что ориентация на объекты позволяет нам справляться со сложностью систем самой разной природы.   http://www.helloworld.ru/texts/comp/other/oop/pic02_04.gif  *Рис. 2-4. Топология малых и средних приложений в объектных и объектно-ориентированных языках.*  Объектно-ориентированный анализ и проектирование отражают эволюционное, а не революционное развитие проектирования; новая методология не порывает с прежними методами, а строится с учетом предшествующего опыта. К сожалению, большинство программистов в настоящее время формально и неформально натренированы на применение только методов структурного проектирования. Разумеется, многие хорошие проектировщики создали и продолжают совершенствовать большое количество программных систем на основе этой методологии. Однако алгоритмическая декомпозиция помогает только до определенного предела, и обращение к объектно-ориентированной декомпозиции необходимо. Более того, при попытках использовать такие языки, как C++ или Ada, в качестве традиционных, алгоритмически ориентированных, мы не только теряем их внутренний потенциал - скорее всего результат будет даже хуже, чем при использовании обычных языков С и Pascal. Дать электродрель плотнику, который не слышал об электричестве, значит использовать ее в качестве молотка. Он согнет несколько гвоздей и разобьет себе пальцы, потому что электродрель мало пригодна для замены молотка.  **OOP, OOD и ООА**  Унаследовав от многих предшественников, объектный подход, к сожалению, перенял и запутанную терминологию. Программист в Smalltalk пользуется термином *метод,* в C++ - термином *виртуальная функция,* в CLOS - *обобщенная функция.*   http://www.helloworld.ru/texts/comp/other/oop/pic02_05.gif  *Рис. 2-5. Топология больших приложений в объектных и объектно-ориентированных языках.*  *В* Object Pascal используется термин *приведение типов,* а в языке Ada то же самое называется *преобразование типов.*Чтобы уменьшить путаницу, следует определить, что является объектно-ориентированным, а что - нет. Определение наиболее употребительных терминов и понятий вы найдете в глоссарии в конце книги.  Термин *объектно-ориентированный,* по мнению Бхаскара, "затаскан до потери смысла, как "материнство", "яблочный пирог" и "структурное программирование"" [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.7)]. Можно согласиться, что понятие объекта является центральным во всем, что относится к объектно-ориентированной методологии. В главе 1 мы определили объект как осязаемую сущность, которая четко проявляет свое поведение. Стефик и Бобров определяют объекты как "сущности, объединяющие процедуры и данные, так как они производят вычисления и сохраняют свое локальное состояние" [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.8)]. Определение объекта как сущности в какой-то мере отвечает на вопрос, но все же главным в понятии объекта является объединение идей абстракции данных и алгоритмов. Джонс уточняет это понятие следующим образом: "В объектном подходе акцент переносится на конкретные характеристики физической или абстрактной системы, являющейся предметом программного моделирования... Объекты обладают целостностью, которая не должна - а, в действительности, не может - быть нарушена. Объект может только менять состояние, вести себя, управляться или становиться в определенное отношение к другим объектам. Иначе говоря, свойства, которые характеризуют объект и его поведение, остаются неизменными. Например, лифт характеризуется теми неизменными свойствами, что он может двигаться вверх и вниз, оставаясь в пределах шахты... Любая модель должна учитывать эти свойства лифта, так как они входят в его определение" [[32](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.32)].    |  | | --- | | Основные положения объектной модели  Йонесава и Токоро свидетельствуют: "термин "объект" появился практически независимо в различных областях, связанных с компьютерами, и почти одновременно в начале 70-х годов для обозначения того, что может иметь различные проявления, оставаясь целостным. Для того, чтобы уменьшить сложность программных систем, объектами назывались компоненты системы или фрагменты представляемых знании" [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.9)]. По мнению Леви, объектно-ориентированный подход был связан со следующими событиями:  "прогресс в области архитектуры ЭВМ;  развитие языков программирования, таких как Simula, Smalltalk, CLU, Ada;  развитие методологии программирования, включая принципы модульности и скрытия данных" [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.10)].  К этому еще следует добавить три момента, оказавшие влияние на становление объектного подхода:  развитие теории баз данных;  исследования в области искусственного интеллекта;  достижения философии и теории познания.  Понятие "объект" впервые было использовано более 20 лет назад при конструировании компьютеров с descriptor-based и capability-based архитектурами [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.11)]. В этих работах делались попытки отойти от традиционной архитектуры фон Неймана и преодолеть барьер между высоким уровнем программной абстракции и низким уровнем ЭВМ [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.12)]. По мнению сторонников этих подходов, тогда были созданы более качественные средства, обеспечивающие: лучшее выявление ошибок, большую эффективность реализации программ, сокращение набора инструкций, упрощение компиляции, снижение объема требуемой памяти. Ряд компьютеров имеет объектно-ориентированную архитектуру: Burroughs 5000, Plessey 250, Cambridge CAP [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.13)], SWARD [[14](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.14)], Intel 432 [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.15)], Caltech's СОМ [[16](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.16)], IBM System/38 [[17](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.17)], Rational R1000, BiiN 40 и 60.  С объектно-ориентированной архитектурой тесно связаны объектно-ориентированные операционные системы (ОС). Дейкстра, работая над мультипрограммной системой THE, впервые ввел понятие машины с уровнями состояния в качестве средства построения системы [[18](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.18)]. Среди первых объектно-ориентированных ОС следует отметить: Plessey/System 250 (для мультипроцессора Plessey 250), Hydra (для CMU C.mmp), CALTSS (для CDC 6400), CAP (для компьютера Cambridge CAP), UCLA Secure UNIX (для PDP 11/45 и 11/70), StarOS (для CMU Cm\*), Medusa (также для CMU Cm\*) и iMAX (для Intel 432) [[19](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.19)]. Следующее поколение операционных систем, таких, как Microsoft Cairo и Taligent Pink, будет, по всей видимости, объектно-ориентированным.  Наиболее значительный вклад в объектный подход внесен объектными и объектно-ориентированными языками программирования. Впервые понятия классов и объектов введены в языке Simula 67. Система Flex и последовавшие за ней диалекты Smalltalk-72, -74, -76 и, наконец, -80, взяв за основу методы Simula, довели их до логического завершения, выполняя все действия на основе классов. В 1970-х годах создан ряд языков, реализующих идею абстракции данных: Alphard, CLU, Euclid, Gypsy, Mesa и Modula. Затем методы, используемые в языках Simula и Smalltalk, были использованы в традиционных языках высокого уровня. Внесение объектно-ориентированного подхода в С привело к возникновению языков C++ и Objective С. На основе языка Pascal возникли Object Pascal, Eiffel и Ada. Появились диалекты LISP, такие, как Flavors, LOOPS и CLOS (Common LISP Object System), с возможностями языков Simula и Smalltalk. Более подробно особенности этих языков изложены в приложении.  Первым, кто указал на необходимость построения систем в виде структурированных абстракций, был Дейкстра. Позднее Парнас ввел идею скрытия информации [[20](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.20)], а в 70-х годах ряд исследователей, главным образом Лисков и Жиль [[21](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.21)], Гуттаг [[22](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.22)], и Шоу [[23](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.23)], разработал механизмы абстрактных типов данных. Хоар дополнил эти подходы теорией типов и подклассов [[24](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.24)].  Развивавшиеся достаточно независимо технологии построения баз данных также оказали влияние на объектный подход [[25](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.25)], в первую очередь благодаря так называемой модели "сущность-отношение" (ER, entity-relationship) [[26](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.26)]. В моделях ER, впервые предложенных Ченом [[27](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.27)], моделирование происходит в терминах сущностей, их атрибутов и взаимоотношений.  Разработчики способов представления данных в области искусственного интеллекта также внесли свой вклад в понимание объектно-ориентированных абстракций. В 1975 г. Мински выдвинул теорию фреймов для представления реальных объектов в системах распознавания образов и естественных языков [[28](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.28)]. Фреймы стали использоваться в качестве архитектурной основы в различных интеллектуальных системах.  Объектный подход известен еще издавна. Грекам принадлежит идея о том, что мир можно рассматривать в терминах как объектов, так и событий. А в XVII веке Декарт отмечал, что люди обычно имеют объектно-ориентированный взгляд на мир [[29](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.29)]. В XX веке эту тему развивала Рэнд в своей философии объективистской эпистемологии [[30](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.30)]. Позднее Мински предложил модель человеческого мышления, в которой разум человека рассматривается как общность различно мыслящих агентов [[31](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.31)]. Он доказывает, что только совместное действие таких агентов приводит к осмысленному поведению человека. |   **Объектно-ориентированное программирование.** Что же такое объектно-ориентированное программирование (object-oriented programming, OOP)? Мы определяем его следующим образом:  *Объектно-ориентированное программирование - это методология программирования, основанная на представлении программы в виде совокупности объектов, каждый из которых является экземпляром определенного класса, а классы образуют иерархию наследования.*  В данном определении можно выделить три части: 1) OOP использует в качестве базовых элементов *объекты,* а не алгоритмы (иерархия "быть частью", которая была определена в главе 1); 2) каждый объект является *экземпляром*какого-либо определенного *класса;* 3) классы организованы *иерархически* (см. понятие об иерархии "is а" там же). Программа будет объектно-ориентированной только при соблюдении всех трех указанных требований. В частности, программирование, не основанное на иерархических отношениях, не относится к OOP, а называется*программированием на основе абстрактных типов данных.*  В соответствии с этим определением не все языки программирования являются объектно-ориентированными. Страуструп определил так: "если термин *объектно-ориентированный язык* вообще что-либо означает, то он должен означать язык, имеющий средства хорошей поддержки объектно-ориентированного стиля программирования... Обеспечение такого стиля в свою очередь означает, что в языке удобно пользоваться этим стилем. Если написание программ в стиле OOP требует специальных усилий или оно невозможно совсем, то этот язык не отвечает требованиям OOP" [[33](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.33)]. Теоретически возможна имитация объектно-ориентированного программирования на обычных языках, таких, как Pascal и даже COBOL или ассемблер, но это крайне затруднительно. Карделли и Вегнер говорят, что: "язык программирования является объектно-ориентированным тогда и только тогда, когда выполняются следующие условия:  Поддерживаются объекты, то есть абстракции данных, имеющие интерфейс в виде именованных операций и собственные данные, с ограничением доступа к ним.  Объекты относятся к соответствующим типам (классам).  Типы (классы) могут наследовать атрибуты супертипов (суперклассов)" [[34](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.34)].  Поддержка наследования в таких языках означает возможность установления отношения "is-a" ("есть", "это есть", " - это"), например, красная роза - это цветок, а цветок - это растение. Языки, не имеющие таких механизмов, нельзя отнести к объектно-ориентированным. Карделли и Вегнер назвали такие языки *объектными,* но не *объектно-ориентированными.* Согласно этому определению объектно-ориентированными языками являются Smalltalk, Object Pascal, C++ и CLOS, a Ada - объектный язык. Но, поскольку объекты и классы являются элементами обеих групп языков, желательно использовать и в тех, и в других методы объектно-ориентированного проектирования.  **Объектно-ориентированное проектирование.** Программирование прежде всего подразумевает правильное и эффективное использование механизмов конкретных языков программирования. Проектирование, напротив, основное внимание уделяет правильному и эффективному структурированию сложных систем. Мы определяем объектно-ориентированное проектирование следующим образом:  *Объектно-ориентированное проектирование - это методология проектирования, соединяющая в себе процесс объектной декомпозиции и приемы представления логической и физической, а также статической и динамической моделей проектируемой системы.*  В данном определении содержатся две важные части: объектно-ориентированное проектирование 1) основывается на объектно-ориентированной декомпозиции; 2) использует многообразие приемов представления моделей, отражающих логическую (классы и объекты) и физическую (модули и процессы) структуру системы, а также ее статические и динамические аспекты.  Именно объектно-ориентированная декомпозиция отличает объектно-ориентированное проектирование от структурного; в первом случае логическая структура системы отражается абстракциями в виде классов и объектов, во втором - алгоритмами. Иногда мы будем использовать аббревиатуру *OOD,* object-oriented design, для обозначения метода объектно-ориентированного проектирования, изложенного в этой книге.  **Объектно-ориентированный анализ.** На объектную модель повлияла более ранняя модель жизненного цикла программного обеспечения. Традиционная техника структурного анализа, описанная в работах Де Марко [[35](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.35)], Иордана [[36](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.36)], Гейна и Сарсона [[37](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.37)], а с уточнениями для режимов реального времени у Варда и Меллора [[38](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.38)] и Хотли и Пирбхая [[39](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.39)], основана на потоках данных в системе. Объектно-ориентированный анализ (или *OOA, object-oriented analysis*) направлен на создание моделей реальной действительности на основе объектно-ориентированного мировоззрения.  *Объектно-ориентированный анализ - это методология, при которой требования к системе воспринимаются с точки зрения классов и объектов, выявленных в предметной области.*  Как соотносятся ООА, OOD и OOP? На результатах ООА формируются модели, на которых основывается OOD; OOD в свою очередь создает фундамент для окончательной реализации системы с использованием методологии OOP.  2.2. Составные части объектного подхода  **Парадигмы программирования**  Дженкинс и Глазго считают, что "в большинстве своем программисты используют в работе один язык программирования и следуют одному стилю. Они программируют в парадигме, навязанной используемым ими языком. Часто они оставляют в стороне альтернативные подходы к цели, а следовательно, им трудно увидеть преимущества стиля, более соответствующего решаемой задаче" [[40](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.40)]. Бобров и Стефик так определили понятие стиля программирования: "Это способ построения программ, основанный на определенных принципах программирования, и выбор подходящего языка, который делает понятными программы, написанные в этом стиле" [[41](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.41)]. Эти же авторы выявили пять основных разновидностей стилей программирования, которые перечислены ниже вместе с присущими им видами абстракций:    |  |  | | --- | --- | | ® процедурно-ориентированный | алгоритмы | | ® объектно-ориентированный | классы и объекты | | ® логико-ориентированный | цели, часто выраженные в терминах исчисления предикатов | | ® ориентированный на правила | правила "если-то" | | ® ориентированный на ограничения | инвариантные соотношения |   Невозможно признать какой-либо стиль программирования наилучшим во всех областях практического применения. Например, для проектирования баз знаний более пригоден стиль, ориентированный на правила, а для вычислительных задач - процедурно-ориентированный. По нашему опыту объектно-ориентированный стиль является наиболее приемлемым для широчайшего круга приложений; действительно, эта парадигма часто служит архитектурным фундаментом, на котором мы основываем другие парадигмы.  Каждый стиль программирования имеет свою концептуальную базу. Каждый стиль требует своего умонастроения и способа восприятия решаемой задачи. Для объектно-ориентированного стиля концептуальная база - это *объектная модель.* Она имеет четыре главных элемента:  абстрагирование;  инкапсуляция;  модульность;  иерархия.  Эти элементы являются *главными* в том смысле, что без любого из них модель не будет объектно-ориентированной. Кроме главных, имеются еще три дополнительных элемента:  типизация;  параллелизм;  сохраняемость.  Называя их *дополнительными,* мы имеем в виду, что они полезны в объектной модели, но не обязательны.  Без такой концептуальной основы вы можете программировать на языке типа Smalltalk, Object Pascal, C++, CLOS, Eiffel или Ada, но из-под внешней красоты будет выглядывать стиль FORTRAN, Pascal или С. Выразительная способность объектно-ориентированного языка будет либо потеряна, либо искажена. Но еще более существенно, что при этом будет мало шансов справиться со сложностью решаемых задач.  **Абстрагирование**  **Смысл абстрагирования.** Абстрагирование является одним из основных методов, используемых для решения сложных задач. Хоар считает, что "абстрагирование проявляется в нахождении сходств между определенными объектами, ситуациями или процессами реального мира, и в принятии решений на основе этих сходств, отвлекаясь на время от имеющихся различий" [[42](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.42)]. Шоу определила это понятие так: "Упрощенное описание или изложение системы, при котором одни свойства и детали выделяются, а другие опускаются. Хорошей является такая абстракция, которая подчеркивает детали, существенные для рассмотрения и использования, и опускает те, которые на данный момент несущественны" [[43](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.43)]. Берзинс, Грей и Науман рекомендовали, чтобы "идея квалифицировалась как абстракция только, если она может быть изложена, понята и проанализирована независимо от механизма, который будет в дальнейшем принят для ее реализации" [[44](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.44)]. Суммируя эти разные точки зрения, получим следующее определение абстракции:  *Абстракция выделяет существенные характеристики некоторого объекта, отличающие его от всех других видов объектов и, таким образом, четко определяет его концептуальные границы с точки зрения наблюдателя.*  Абстрагирование концентрирует внимание на внешних особенностях объекта и позволяет отделить самые существенные особенности поведения от несущественных. Абельсон и Суссман назвали такое разделение смысла и реализации *барьером абстракции* [[45](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.45)], который основывается на принципе минимизации связей, когда интерфейс объекта содержит только существенные аспекты поведения и ничего больше [[46](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.46)]. Мы считаем полезным еще один дополнительный принцип, называемый *принципом наименьшего удивления,* согласно которому абстракция должна охватывать все поведение объекта, но не больше и не меньше, и не привносить сюрпризов или побочных эффектов, лежащих вне ее сферы применимости.  Выбор правильного набора абстракций для заданной предметной области представляет собой главную задачу объектно-ориентированного проектирования. Ввиду важности этой темы ей целиком посвящена глава 4.  По мнению Сейдвица и Старка "существует целый спектр абстракций, начиная с объектов, которые почти точно соответствуют реалиям предметной области, и кончая объектами, не имеющими право на существование" [[47](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.47)]. Вот эти абстракции, начиная от наиболее полезных к наименее полезным:    |  |  | | --- | --- | | ® Абстракция сущности | Объект представляет собой полезную модель некой сущности в предметной области | | ® Абстракция поведения | Объект состоит из обобщенного множества операций | | ® Абстракция виртуальной машины | Объект группирует операции, которые либо вместе используются более высоким уровнем управления, либо сами используют некоторый набор операций более низкого уровня | | ® Произвольная абстракция | Объект включает в себя набор операций, не имеющих друг с другом ничего общего |   Мы стараемся строить абстракции сущности, так как они прямо соответствуют сущностям предметной области.  *Клиентом* называется любой объект, использующий ресурсы другого объекта (называемого *сервером*). Мы будем характеризовать поведение объекта услугами, которые он оказывает другим объектам, и операциями, которые он выполняет над другими объектами. Такой подход концентрирует внимание на внешних проявлениях объекта и приводит к идее, которую Мейер назвал *контрактной моделью* программирования [[48](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.48)]: внешнее проявление объекта рассматривается с точки зрения его контракта с другими объектами, в соответствии с этим должно быть выполнено и его внутреннее устройство (часто во взаимодействии с другими объектами). Контракт фиксирует все обязательства, которые объект-сервер имеет перед объектом-клиентом. Другими словами, этот контракт определяет *ответственность*объекта - то поведение, за которое он отвечает [[49](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.49)].  Каждая операция, предусмотренная этим контрактом, однозначно определяется ее формальными параметрами и типом возвращаемого значения. Полный набор операций, которые клиент может осуществлять над другим объектом, вместе с правильным порядком, в котором эти операции вызываются, называется *протоколом.* Протокол отражает все возможные способы, которыми объект может действовать или подвергаться воздействию, полностью определяя тем самым внешнее поведение абстракции со статической и динамической точек зрения.   http://www.helloworld.ru/texts/comp/other/oop/pg057.gif  *Абстракция фокусируется на существенных с точки зрения наблюдателя характеристиках объекта.*  Центральной идеей абстракции является понятие инварианта. *Инвариант -*это некоторое логическое условие, значение которого (истина или ложь) должно сохраняться. Для каждой операции объекта можно задать *предусловия* (инварианты предполагаемые операцией) и *постусловия* (инварианты, которым удовлетворяет операция). Изменение инварианта нарушает контракт, связанный с абстракцией. В частности, если нарушено предусловие, то клиент не соблюдает свои обязательства и сервер не может выполнить свою задачу правильно. Если же нарушено постусловие, то свои обязательства нарушил сервер, и клиент не может более ему доверять. В случае нарушения какого-либо условия возбуждается исключительная ситуация. Как мы увидим далее, некоторые языки имеют средства для работы с исключительными ситуациями: объекты могут возбуждать исключения, чтобы запретить дальнейшую обработку и предупредить о проблеме другие объекты, которые в свою очередь могут принять на себя перехват исключения и справиться с проблемой.  Заметим, что понятия *операция, метод и функция-член* происходят от различных традиций программирования (Ada, Smalltalk и C++ соответственно). Фактически они обозначают одно и то же и в дальнейшем будут взаимозаменяемы.  Все абстракции обладают как статическими, так и динамическими свойствами. Например, файл как объект требует определенного объема памяти на конкретном устройстве, имеет имя и содержание. Эти атрибуты являются статическими свойствами. Конкретные же значения каждого из перечисленных свойств динамичны и изменяются в процессе использования объекта: файл можно увеличить или уменьшить, изменить его имя и содержимое. В процедурном стиле программирования действия, изменяющие динамические характеристики объектов, составляют суть программы. Любые события связаны с вызовом подпрограмм и с выполнением операторов. Стиль программирования, ориентированный на правила, характеризуется тем, что под влиянием определенных условий активизируются определенные правила, которые в свою очередь вызывают другие правила, и т.д. Объектно-ориентированный стиль программирования связан с воздействием на объекты (в терминах Smalltalk с *передачей объектам сообщений*). Так, операция над объектом порождает некоторую реакцию этого объекта. Операции, которые можно выполнить по отношению к данному объекту, и реакция объекта на внешние воздействия определяют поведение этого объекта.  **Примеры абстракций.** Для иллюстрации сказанного выше приведем несколько примеров. В данном случае мы сконцентрируем внимание не столько на выделении абстракций для конкретной задачи (это подробно рассмотрено в главе 4), сколько на способе выражения абстракций.  В тепличном хозяйстве, использующем гидропонику, растения выращиваются на питательном растворе без песка, гравия или другой почвы. Управление режимом работы парниковой установки - очень ответственное дело, зависящее как от вида выращиваемых культур, так и от стадии выращивания. Нужно контролировать целый ряд факторов: температуру, влажность, освещение, кислотность (показатель рН) и концентрацию питательных веществ. В больших хозяйствах для решения этой задачи часто используют автоматические системы, которые контролируют и регулируют указанные факторы. Попросту говоря, цель автоматизации состоит здесь в том, чтобы при минимальном вмешательстве человека добиться соблюдения режима выращивания.  Одна из ключевых абстракций в такой задаче - датчик. Известно несколько разновидностей датчиков. Все, что влияет на урожай, должно быть измерено, так что мы должны иметь датчики температуры воды и воздуха, влажности, рН, освещения и концентрации питательных веществ. С внешней точки зрения датчик температуры - это объект, который способен измерять температуру там, где он расположен. Что такое температура? Это числовой параметр, имеющий ограниченный диапазон значений и определенную точность, означающий число градусов по Фаренгейту, Цельсию или Кельвину. Что такое местоположение датчика? Это некоторое идентифицируемое место в теплице, температуру в котором нам необходимо знать; таких мест, вероятно, немного. Для датчика температуры существенно не столько само местоположение, сколько тот факт, что данный датчик расположен именно в данном месте и это отличает его от других датчиков. Теперь можно задать вопрос о том, каковы обязанности датчика температуры? Мы решаем, что датчик должен знать температуру в своем местонахождении и сообщать ее по запросу. Какие же действия может выполнять по отношению к датчику клиент? Мы принимаем решение о том, что клиент может калибровать датчик и получать от него значение текущей температуры.  Для демонстрации проектных решений будет использован язык C++. Читатели, недостаточно знакомые с этим языком, а также желающие уточнить свои знания по другим объектным и объектно-ориентированным языкам, упоминаемым в этой книге, могут найти их краткие описания с примерами в приложении. Итак, вот описания, задающие абстрактный датчик температуры на C++.  **// Температура по Фаренгейту**  **typedef float Temperature;**  **// Число, однозначно определяющее положение датчика**  **typedef unsigned int Location;**  **class TemperatureSensor {**  **public:**  **TemperatureSensor (Location);**  **~TemperatureSensor();**  **void calibrate(Temperature actualTemperature);**  **Temperature currentTemperature() const;**  **private:**  **...**  **};**  Здесь два оператора определения типов **Temperature** и **Location** вводят удобные псевдонимы для простейших типов, и это позволяет нам выражать свои абстракции на языке предметной области [К сожалению, конструкция**typedef** не определяет нового типа данных и не обеспечивает его защиты. Например, следующее описание в C++: "**typedef int Count;**" просто вводит синоним для примитивного типа int. Как мы увидим в следующем разделе, другие языки, такие как Ada и Eiffel, имеют более изощренную семантику в отношении строгой типизации базовых типов]. **Temperature** - это числовой тип данных в формате с плавающей точкой для записи температур в шкале Фаренгейта. Значения типа Location обозначают места фермы, где могут располагаться температурные датчики.  Класс **TemperatureSensor** - это только спецификация датчика; настоящая его начинка скрыта в его закрытой (private) части. Класс **TemperatureSensor** это еще не объект. Собственно датчики - это его *экземпляры,* и их нужно создать, прежде чем с ними можно будет оперировать. Например, можно написать так:  **Temperature temperature;**  **TemperatureSensor greenhouse1Sensor(1);**  **TemperatureSensor greenhouse2Sensor(2);**  **temperature = greenhouse1Sensor.currentTemperature();**  Рассмотрим инварианты, связанные с операцией currentTemperature. Предусловие включает предположение, что датчик установлен в правильным месте в теплице, а постусловие - что датчик возвращает значение температуры в градусах Фаренгейта.  До сих пор мы считали датчик пассивным: кто-то должен запросить у него температуру, и тогда он ответит. Однако есть и другой, столь же правомочный подход. Датчик мог бы активно следить за температурой и извещать другие объекты, когда ее отклонение от заданного значения превышает заданный уровень. Абстракция от этого меняется мало: всего лишь несколько иначе формулируется ответственность объекта. Какие новые операции нужны ему в связи с этим? Обычной идиомой для таких случаев является обратный вызов. Клиент предоставляет серверу функцию (функцию обратного вызова), а сервер вызывает ее, когда считает нужным. Здесь нужно написать что-нибудь вроде:  **class ActiveTemperatureSensor {  public:**  **ActiveTemperatureSensor (Location,**  **void (\*f)(Location, Temperature));**  **~ActiveTemperatureSensor();  void calibrate(Temperature actualTemperature);  void establishSetpoint(Temperature setpoint,**  **Temperature delta);**  **Temperature currentTemperature() const;**  **private:  ...  };**  Новый класс **ActiveTemperatureSensor** стал лишь чуть сложнее, но вполне адекватно выражает новую абстракцию. Создавая экземпляр датчика, мы передаем ему при инициализации не только место, но и указатель на функцию обратного вызова, параметры которой определяют место установки и температуру. Новая функция установки**establishSetpoint** позволяет клиенту изменять порог срабатывания датчика температуры, а ответственность датчика состоит в том, чтобы вызывать функцию обратного вызова каждый раз, когда текущая температура**actualTemperature** отклоняется от **setpoint** больше чем на **delta**. При этом клиенту становится известно место срабатывания и температура в нем, а дальше уже он сам должен знать, что с этим делать.  Заметьте, что клиент по-прежнему может запрашивать температуру по собственной инициативе. Но что если клиент не произведет инициализацию, например, не задаст допустимую температуру? При проектировании мы обязательно должны решить этот вопрос, приняв какое-нибудь разумное допущение: пусть считается, что интервал допустимых изменений температуры бесконечно широк.  Как именно класс **ActiveTemperatureSensor** выполняет свои обязательства, зависит от его внутреннего представления и не должно интересовать внешних клиентов. Это определяется реализацией его закрытой части и функций-членов.  Рассмотрим теперь другой пример абстракции. Для каждой выращиваемой культуры должен быть задан план выращивания, описывающий изменение во времени температуры, освещения, подкормки и ряда других факторов, обеспечивающих высокий урожай. Поскольку такой план является частью предметной области, вполне оправдана его реализация в виде абстракции.  Для каждой выращиваемой культуры существует свой отдельный план, но общая форма планов у всех культур одинакова. Основу плана выращивания составляет таблица, сопоставляющая моментам времени перечень необходимых действий. Например, для некоторой культуры на 15-е сутки роста план предусматривает поддержание в течении 16 часов температуры 78ЂF, из них 14 часов с освещением, а затем понижение температуры до 65ЂF на остальное время суток. Кроме того, может потребоваться внесение удобрений в середине дня, чтобы поддержать заданное значение кислотности.  Таким образом, план выращивания отвечает за координацию во времени всех действий, необходимых при выращивании культуры. Наше решение заключается в том, чтобы не поручать абстракции плана само выполнение плана, - это будет обязанностью другой абстракции. Так мы ясно разделим понятия между различными частями системы и ограничим концептуальный размер каждой отдельной абстракции.  С точки зрения интерфейса объекта-плана, клиент должен иметь возможность устанавливать детали плана, изменять план и запрашивать его. Например, объект может быть реализован с интерфейсом "человек-компьютер" и ручным изменением плана. Объект, который содержит детали плана выращивания, должен уметь изменять сам себя. Кроме того, должен существовать объект-исполнитель плана, умеющий читать план. Как видно из дальнейшего описания, ни один объект не обособлен, а все они взаимодействуют для обеспечения общей цели. Исходя из такого подхода, определяются границы каждого объекта-абстракции и протоколы их связи.  На C++ план выращивания будет выглядеть следующим образом. Сначала введем новые типы данных, приближая наши абстракции к словарю предметной области (день, час, освещение, кислотность, концентрация):  **// Число, обозначающее день года**  **typedef unsigned int Day;**  **// Число, обозначающее час дня**  **typedef unsigned int Hour;**  **// Булевский тип**  **enum Lights {OFF, ON};**  **// Число, обозначающее показатель кислотности в диапазоне от 1 до 14**  **typedef float pH;**  **// Число, обозначающее концентрацию в процентах: от 0 до 100**  **typedef float Concentration;**  Далее, в тактических целях, опишем следующую структуру:  **// Структура, определяющая условия в теплице**  **struct Condition {**  **Temperature temperature;**  **Lights lighting;**  **pH acidity;**  **Concentration concentration;**  **};**  Мы использовали структуру, а не класс, поскольку Condition - это просто механическое объединение параметров, без какого-либо внутреннего поведения, и более богатая семантика класса здесь не нужна.  Наконец, вот и план выращивания:  **class GrowingPlan (  public:**  **GrowingPlan (char \*name);  virtual ~GrowingPlan();  void clear();  virtual void establish(Day, Hour, const Condition&);  const char\* name() const;  const Condition& desiredConditions(Day, Hour) const;**  **protected:  ...  };**  Заметьте, что мы предусмотрели одну новую обязанность: каждый план имеет имя, и его можно устанавливать и запрашивать. Кроме того заметьте, что операция **establish** описана как virtual для того, чтобы подклассы могли ее переопределять.  В открытую (public) часть описания вынесены конструктор и деструктор объекта (определяющие процедуры его порождения и уничтожения), две процедуры модификации (очистка всего плана clear и определение элементов плана establish) и два селектора-определителя состояния (функции name и **desiredCondition**). Мы опустили в описании закрытую часть класса, заменив ее многоточием, поскольку сейчас нам важны внешние ответственности, а не внутреннее представление класса.  **Инкапсуляция**  **Что это значит?** Хотя мы описывали нашу абстракцию **GrowingPlan** как сопоставление действий моментам времени, она не обязательно должна быть реализована буквально как таблица данных. Действительно, клиенту нет никакого дела до реализации класса, который его обслуживает, до тех пор, пока тот соблюдает свои обязательства. На самом деле, абстракция объекта всегда предшествует его реализации. А после того, как решение о реализации принято, оно должно трактоваться как секрет абстракции, скрытый от большинства клиентов. Как мудро замечает Ингалс: "Никакая часть сложной системы не должна зависеть от внутреннего устройства какой-либо другой части" [[50](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.50)]. В то время, как абстракция "помогает людям думать о том, что они делают", инкапсуляция "позволяет легко перестраивать программы" [[51](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.51)].  Абстракция и инкапсуляция дополняют друг друга: абстрагирование направлено на наблюдаемое поведение объекта, а инкапсуляция занимается внутренним устройством. Чаще всего инкапсуляция выполняется посредством скрытия информации, то есть маскировкой всех внутренних деталей, не влияющих на внешнее поведение. Обычно скрываются и внутренняя структура объекта и реализация его методов.  Инкапсуляция, таким образом, определяет четкие границы между различными абстракциями. Возьмем для примера структуру растения: чтобы понять на верхнем уровне действие фотосинтеза, вполне допустимо игнорировать такие подробности, как функции корней растения или химию клеточных стенок. Аналогичным образом при проектировании базы данных принято писать программы так, чтобы они не зависели от физического представления данных; вместо этого сосредотачиваются на схеме, отражающей логическое строение данных [[52](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.52)]. В обоих случаях объекты защищены от деталей реализации объектов более низкого уровня.  Дисков прямо утверждает, что "абстракция будет работать только вместе с инкапсуляцией" [[53](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.53)]. Практически это означает наличие двух частей в классе: интерфейса и реализации. *Интерфейс* отражает внешнее поведение объекта, описывая абстракцию поведения всех объектов данного класса. Внутренняя *реализация* описывает представление этой абстракции и механизмы достижения желаемого поведения объекта. Принцип разделения интерфейса и реализации соответствует сути вещей: в интерфейсной части собрано все, что касается взаимодействия данного объекта с любыми другими объектами; реализация скрывает от других объектов все детали, не имеющие отношения к процессу взаимодействия объектов. Бритон и Парнас назвали такие детали "тайнами абстракции" [[54](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.54)].   http://www.helloworld.ru/texts/comp/other/oop/pg063.gif  *Инкапсуляция скрывает детали реализации объекта.*  Итак, инкапсуляцию можно определить следующим образом:  *Инкапсуляция - это процесс отделения друг от друга элементов объекта, определяющих его устройство и поведение; инкапсуляция служит для того, чтобы изолировать контрактные обязательства абстракции от их реализации.*  **Примеры инкапсуляции.** Вернемся к примеру гидропонного тепличного хозяйства. Еще одной из ключевых абстракций данной предметной области является нагреватель, поддерживающий заданную температуру в помещении. Нагреватель является абстракцией низкого уровня, поэтому можно ограничиться всего тремя действиями с этим объектом: включение, выключение и запрос состояния. Нагреватель не должен отвечать за поддержание температуры, это будет поведением более высокого уровня, совместно реализуемым нагревателем, датчиком температуры и еще одним объектом. Мы говорим о поведении *более высокого уровня,* потому что оно основывается на простом поведении нагревателя и датчика, добавляя к ним кое-что еще, а именно *гистерезис* (или запаздывание), благодаря которому можно обойтись без частых включений и выключении нагревателя в состояниях, близких к граничным. Приняв такое решение о разделении ответственности, мы делаем каждую абстракцию более цельной.  Как всегда, начнем с типов.  **// Булевский тип**  **enum Boolean {FALSE, TRUE};**  В дополнение к трем предложенным выше операциям, нужны обычные мета-операции создания и уничтожения объекта (конструктор и деструктор). Поскольку в системе может быть несколько нагревателей, мы будем при создании каждого из них сообщать ему место, где он установлен, как мы делали это с классом датчиков температуры**TemperatureSensor**. Итак, вот класс **Heater** для абстрактных нагревателей, написанный на C++:  **class Heater {  public:**  **Heater(Location);  ~Heater();  void turnOn();  void tum0ff();  Boolean is0n() const;**  **private:  };**  Вот и все, что посторонним надо знать о классе **Heater**. Внутренность класса это совсем другое дело. Предположим, проектировщики аппаратуры решили разместить управляющие компьютеры вне теплицы (где слишком жарко и влажно), и соединить их с датчиками и исполнительными устройствами с помощью последовательных интерфейсов. Разумно ожидать, что нагреватели будут коммутироваться с помощью блока реле, а оно будет управляться командами, поступающими через последовательный интерфейс. Скажем, для включения нагревателя передается текстовое имя команды, номер места нагревателя и еще одно число, используемое как сигнал включения нагревателя.  Вот класс, выражающий абстрактный последовательный порт.  **class SerialPort {  public:**  **SerialPort();  ~SerialPort();  void write(char\*);  void write(int);  static SerialPort ports[10];**  **private:  };**  Экземпляры этого класса будут настоящими последовательными портами, в которые можно выводить строки и числа.  Добавим еще три параметра в класс **Heater**.  **class Heater {  public:  ...  protected:**  **const Location repLocation;  Boolean repIsOn;  SerialPort\* repPort;**  **};**  Эти параметры **repLocation**, **repIsOn**, **repPort** образуют его инкапсулированное состояние. Правила C++ таковы, что при компиляции программы, если клиент попытается обратиться к этим параметрам напрямую, будет выдано сообщение об ошибке.  Определим теперь реализации всех операций этого класса.  **Heater::Heater(Location 1)**  **: repLocation(1),  repIsOn(FALSE),  repPort(&SerialPort::ports[l]) {}**  **Heater::Heater() {}**  **void Heater::turnOn()  {**  **if (!repls0n) {**  **repPort->write("\*");  repPort->write(repLocation);  repPort->write(1);  repIsOn = TRUE;**  **}**  **}**  **void Heater::turn0ff()  {**  **if (repIsOn) {**  **repPort->write("\*");  repPort->write(repLocation);  repPort->write(0);  repIsOn = FALSE;**  **}**  **}**  **Boolean Heater::is0n() const  {**  **return repIsOn;**  **}**  Такой стиль реализации типичен для хорошо структурированных объектно-ориентированных систем: классы записываются экономно, поскольку их специализация осуществляется через подклассы.  Предположим, что по какой-либо причине изменилась архитектура аппаратных средств системы и вместо последовательного порта управление должно осуществляться через фиксированную область памяти. Нет необходимости изменять интерфейсную часть класса - достаточно переписать реализацию. Согласно правилам C++, после этого придется перекомпилировать измененный класс, но не другие объекты, если только они не зависят от временных и пространственных характеристик прежнего кода (что крайне нежелательно и совершенно не нужно).  Обратимся теперь к реализации класса **GrowingPlan**. Как было сказано, это, в сущности, временной график действий. Вероятно, лучшей реализацией его был бы словарь пар время-действие с открытой хеш-таблицей. Нет смысла запоминать действия час за часом, они происходят не так часто, а в промежутках между ними система может интерполировать ход процесса.  Инкапсуляция скроет от посторонних взглядов два секрета: то, что в действительности график использует открытую хеш-таблицу, и то, что промежуточные значения интерполируются. Клиенты вольны думать, что они получают данные из почасового массива значений параметров.  Разумная инкапсуляция локализует те особенности проекта, которые могут подвергнуться изменениям. По мере развития системы разработчики могут решить, что какие-то операции выполняются несколько дольше, чем допустимо, а какие-то объекты занимают больше памяти, чем приемлемо. В таких ситуациях часто изменяют внутреннее представление объекта, чтобы реализовать более эффективные алгоритмы или оптимизировать алгоритм по критерию памяти, заменяя хранение данных вычислением. Важным преимуществом ограничения доступа является возможность внесения изменений в объект без изменения других объектов.  В идеальном случае попытки обращения к данным, закрытым для доступа, должны выявляться во время компиляции программы. Вопрос реализации этих условий для конкретных языков программирования является предметом постоянных обсуждений. Так, Smalltalk обеспечивает защиту от прямого доступа к экземплярам другого класса, обнаруживая такие попытки во время компиляции. В тоже время Object Pascal не инкапсулирует представление класса, так что ничто в этом языке не предохраняет клиента от прямых ссылок на внутренние поля другого объекта. Язык CLOS занимает в этом вопросе промежуточную позицию, возлагая все обязанности по ограничению доступа на программиста. В этом языке все *слоты* могут сопровождаться атрибутами **:reader**, **:writer** и **:accessor**, разрешающими соответственно чтение, запись или полный доступ к данным (то есть и чтение, и запись). При отсутствии атрибутов слот полностью инкапсулирован. По соглашению, признание того, что некоторая величина хранится в слоте, рассматривается как нарушение абстракции, так что хороший стиль программирования на CLOS требует, чтобы при публикации интерфейса класса, документировались бы только имена его функций, а тот факт, что слот имеет функции полного доступа, должен скрываться [[55](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.55)]. В языке C++ управление доступом и видимостью более гибко. Члены класса могут быть отнесены к открытой, закрытой или защищенной частям. Открытая часть доступна для всех объектов; закрытая часть полностью закрыта для других объектов; защищенная часть видна только экземплярам данного класса и его подклассов. Кроме того, в C++ существует понятие "друзей" (friends), для которых открыта закрытая часть.  Скрытие информации - понятие относительное: то, что спрятано на одном уровне абстракции, обнаруживается на другом уровне. Забраться внутрь объектов можно; правда, обычно требуется, чтобы разработчик класса-сервера об этом специально позаботился, а разработчики классов-клиентов не поленились в этом разобраться. Инкапсуляция не спасает от глупости; она, как отметил Страуструп, "защищает от ошибок, но не от жульничества" [[56](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.56)]. Разумеется, язык программирования тут вообще ни при чем; разве что операционная система может ограничить доступ к файлам, в которых описаны реализации классов. На практике же иногда просто необходимо ознакомиться с реализацией класса, чтобы понять его назначение, особенно, если нет внешней документации.  **Модульность**  **Понятие модульности.** По мнению Майерса "Разделение программы на модули до некоторой степени позволяет уменьшить ее сложность... Однако гораздо важнее тот факт, что внутри модульной программы создаются множества хорошо определенных и документированных интерфейсов. Эти интерфейсы неоценимы для исчерпывающего понимания программы в целом" [[57](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.57)]. В некоторых языках программирования, например в Smalltalk, модулей нет, и классы составляют единственную физическую основу декомпозиции. В других языках, включая Object Pascal, C++, Ada, CLOS, модуль - это самостоятельная языковая конструкция. В этих языках классы и объекты составляют логическую структуру системы, они помещаются в *модули,* образующие физическую структуру системы. Это свойство становится особенно полезным, когда система состоит из многих сотен классов.  Согласно Барбаре Лисков "модульность - это разделение программы на фрагменты, которые компилируются по отдельности, но могут устанавливать связи с другими модулями". Мы будем пользоваться определением Парнаса: "Связи между модулями - это их представления друг о друге" [[58](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.58)]. В большинстве языков, поддерживающих принцип модульности как самостоятельную концепцию, интерфейс модуля отделен от его реализации. Таким образом, модульность и инкапсуляция ходят рука об руку. В разных языках программирования модульность поддерживается по-разному. Например, в C++ модулями являются раздельно компилируемые файлы. Для C/C++ традиционным является помещение интерфейсной части модулей в отдельные файлы с расширением .h (так называемые *файлы-заголовки).*Реализация, то есть текст модуля, хранится в файлах с расширением .с (в программах на C++ часто используются расширения .ее, .ср и .срр). Связь между файлами объявляется директивой макропроцессора #include. Такой подход строится исключительно на соглашении и не является строгим требованием самого языка. В языке Object Pascal принцип модульности формализован несколько строже. В этом языке определен особый синтаксис для интерфейсной части и реализации модуля (unit). Язык Ada идет еще на шаг дальше: модуль (называемый package) также имеет две части - спецификацию и тело. Но, в отличие от Object Pascal, допускается раздельное определение связей с модулями для спецификации и тела пакета. Таким образом, допускается, чтобы тело модуля имело связи с модулями, невидимыми для его спецификации.  Правильное разделение программы на модули является почти такой же сложной задачей, как выбор правильного набора абстракций. Абсолютно прав Зельковиц, утверждая: "поскольку в начале работы над проектом решения могут быть неясными, декомпозиция на модули может вызвать затруднения. Для хорошо известных приложений (например, создание компиляторов) этот процесс можно стандартизовать, но для новых задач (военные системы или управление космическими аппаратами) задача может быть очень трудной" [[59](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.59)].  Модули выполняют роль физических контейнеров, в которые помещаются определения классов и объектов при логическом проектировании системы. Такая же ситуация возникает у проектировщиков бортовых компьютеров. Логика электронного оборудования может быть построена на основе элементарных схем типа НЕ, И-НЕ, ИЛИ-НЕ, но можно объединить такие схемы в стандартные интегральные схемы (модули), например, серий 7400, 7402 или 7404.  Для небольших задач допустимо описание всех классов и объектов в одном модуле. Однако для большинства программ (кроме самых тривиальных) лучшим решением будет сгруппировать в отдельный модуль логически связанные классы и объекты, оставив открытыми те элементы, которые совершенно необходимо видеть другим модулям. Такой способ разбиения на модули хорош, но его можно довести до абсурда. Рассмотрим, например, задачу, которая выполняется на многопроцессорном оборудовании и требует для координации своей работы механизм передачи сообщений. В больших системах, подобных описываемым в главе 12, вполне обычным является наличие нескольких сотен и даже тысяч видов сообщений. Было бы наивным определять каждый класс сообщения в отдельном модуле. При этом не только возникает кошмар с документированием, но даже просто поиск нужных фрагментов описания становится чрезвычайно труден для пользователя. При внесении в проект изменений потребуется модифицировать и перекомпилировать сотни модулей. Этот пример показывает, что скрытие информации имеет и обратную сторону [[60](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.60)]. Деление программы на модули бессистемным образом иногда гораздо хуже, чем отсутствие модульности вообще.   http://www.helloworld.ru/texts/comp/other/oop/pg068.gif  *Модульность позволяет хранить абстракции раздельно.*  В традиционном структурном проектировании модульность - это искусство раскладывать подпрограммы по кучкам так, чтобы в одну кучку попадали подпрограммы, использующие друг друга или изменяемые вместе. В объектно-ориентированном программировании ситуация несколько иная: необходимо физически разделить классы и объекты, составляющие логическую структуру проекта.  На основе имеющегося опыта можно перечислить приемы и правила, которые позволяют составлять модули из классов и объектов наиболее эффективным образом. Бритон и Парнас считают, что "конечной целью декомпозиции программы на модули является снижение затрат на программирование за счет независимой разработки и тестирования. Структура модуля должна быть достаточно простой для восприятия; реализация каждого модуля не должна зависеть от реализации других модулей; должны быть приняты меры для облегчения процесса внесения изменений там, где они наиболее вероятны" [[61](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.61)]. Прагматические соображения ставят предел этим руководящим указаниям. На практике перекомпиляция тела модуля не является трудоемкой операцией: заново компилируется только данный модуль, и программа перекомпонуется. Перекомпиляция *интерфейсной* части модуля, напротив, более трудоемка. В строго типизированных языках приходится перекомпилировать интерфейс и тело самого измененного модуля, затем все модули, связанные с данным, модули, связанные с ними, и так далее по цепочке. В итоге для очень больших программ могут потребоваться многие часы на перекомпиляцию (если только среда разработки не поддерживает фрагментарную компиляцию), что явно нежелательно. Поэтому следует стремиться к тому, чтобы интерфейсная часть модулей была возможно более узкой (в пределах обеспечения необходимых связей). Наш стиль программирования требует скрыть все, что только возможно, в реализации модуля. Постепенный перенос описаний из реализации в интерфейсную часть гораздо менее опасен, чем "вычищение" избыточного интерфейсного кода.  Таким образом, программист должен находить баланс между двумя противоположными тенденциями: стремлением скрыть информацию и необходимостью обеспечения видимости тех или иных абстракций в нескольких модулях. Парнас, Клеменс и Вейс предложили следующее правило: "Особенности системы, подверженные изменениям, следует скрывать в отдельных модулях; в качестве межмодульных можно использовать только те элементы, вероятность изменения которых мала. Все структуры данных должны быть обособлены в модуле; доступ к ним будет возможен для всех процедур этого модуля и закрыт для всех других. Доступ к данным из модуля должен осуществляться только через процедуры данного модуля" [[62](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.62)]. Другими словами, следует стремиться построить модули так, чтобы объединить логически связанные абстракции и минимизировать взаимные связи между модулями. Исходя из этого, приведем определение модульности:  *Модульность - это свойство системы, которая была разложена на внутренне связные, но слабо связанные между собой модули.*  Таким образом, принципы абстрагирования, инкапсуляции и модульности являются взаимодополняющими. Объект логически определяет границы определенной абстракции, а инкапсуляция и модульность делают их физически незыблемыми.  В процессе разделения системы на модули могут быть полезными два правила. Во-первых, поскольку модули служат в качестве элементарных и неделимых блоков программы, которые могут использоваться в системе повторно, распределение классов и объектов по модулям должно учитывать это. Во-вторых, многие компиляторы создают отдельный сегмент кода для каждого модуля. Поэтому могут появиться ограничения на размер модуля. Динамика вызовов подпрограмм и расположение описаний внутри модулей может сильно повлиять на локальность ссылок и на управление страницами виртуальной памяти. При плохом разбиении процедур по модулям учащаются взаимные вызовы между сегментами, что приводит к потере эффективности кэш-памяти и частой смене страниц.  На выбор разбиения на модули могут влиять и некоторые внешние обстоятельства. При коллективной разработке программ распределение работы осуществляется, как правило, по модульному принципу и правильное разделение проекта минимизирует связи между участниками. При этом более опытные программисты обычно отвечают за интерфейс модулей, а менее опытные - за реализацию. На более крупном уровне такие же соотношения справедливы для отношений между субподрядчиками. Абстракции можно распределить так, чтобы быстро установить интерфейсы модулей по соглашению между компаниями, участвующими в работе. Изменения в интерфейсе вызывают много крика и зубовного скрежета, не говоря уже об огромном расходе бумаги, - все эти факторы делают интерфейс крайне консервативным. Что касается документирования проекта, то оно строится, как правило, также по модульному принципу - модуль служит единицей описания и администрирования. Десять модулей вместо одного потребуют в десять раз больше описаний, и поэтому, к сожалению, иногда требования по документированию влияют на декомпозицию проекта (в большинстве случаев негативно). Могут сказываться и требования секретности: часть кода может быть несекретной, а другая - секретной; последняя тогда выполняется в виде отдельного модуля (модулей).  Свести воедино столь разноречивые требования довольно трудно, но главное уяснить: вычленение классов и объектов в проекте и организация модульной структуры - *независимые* действия. Процесс вычленения классов и объектов составляет часть процесса логического проектирования системы, а деление на модули - этап физического проектирования. Разумеется, иногда невозможно завершить логическое проектирование системы, не завершив физическое проектирование, и наоборот. Два этих процесса выполняются итеративно.  **Примеры модульности.** Посмотрим, как реализуется модульность в гидропонной огородной системе. Допустим, вместо закупки специализированного аппаратного обеспечения, решено использовать стандартную рабочую станцию с графическим интерфейсом пользователя GUI (Graphical User Interface). С помощью рабочей станции оператор может формировать новые планы выращивания, модифицировать имеющиеся планы и наблюдать за их исполнением. Так как абстракция плана выращивания - одна из ключевых, создадим модуль, содержащий все, относящееся к плану выращивания. На C++ нам понадобится примерно такой файл-заголовок (пусть он называется gplan.h).  **// gplan.h**  **#ifndef \_GPLAN\_H**  **#define \_GPLAN\_H 1  #include "gtypes.h"  #include "except.h"  #include "actions.h"  class GrowingPlan ...  class FruitGrowingPlan ...  class GrainGrowingPlan ...**  **#endif**  Здесь мы импортируем в файл три других заголовочных файла с определением интерфейсов, на которые будем ссылаться: gtypes.h, except .h и actions.h. Собственно код классов мы поместим в модуль реализации, в файл с именем gplan.cpp.  Мы могли бы также собрать в один модуль все программы, относящиеся к окнам диалога, специфичным для данного приложения. Этот модуль наверняка будет зависеть от классов, объявленных в gplan.h, и от других файлов-заголовков с описанием классов GUI.  Вероятно, будет много других модулей, импортирующих интерфейсы более низкого уровня. Наконец мы доберемся до главной функции - точки запуска нашей программы операционной системой. При объектно-ориентированном проектировании это скорее всего будет самая малозначительная и неинтересная часть системы, в то время, как в традиционном структурном подходе головная функция - это краеугольный камень, который держит все сооружение. Мы полагаем, что объектно-ориентированный подход более естественен, поскольку, как замечает Мейер, "на практике программные системы предлагают некоторый набор услуг. Сводить их к одной функции можно, но противоестественно... Настоящие системы не имеют верхнего уровня" [[63](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.63)].  **Иерархия**  **Что такое иерархия?** Абстракция - вещь полезная, но всегда, кроме самых простых ситуаций, число абстракций в системе намного превышает наши умственные возможности. Инкапсуляция позволяет в какой-то степени устранить это препятствие, убрав из поля зрения внутреннее содержание абстракций. Модульность также упрощает задачу, объединяя логически связанные абстракции в группы. Но этого оказывается недостаточно.  Значительное упрощение в понимании сложных задач достигается за счет образования из абстракций иерархической структуры. Определим иерархию следующим образом:  *Иерархия - это упорядочение абстракций, расположение их по уровням.*  Основными видами иерархических структур применительно к сложным системам являются структура классов (иерархия "is-a") и структура объектов (иерархия "part of").  Примеры иерархии: одиночное наследование. Важным элементом объектно-ориентированных систем и основным видом иерархии "is-a" является упоминавшаяся выше концепция наследования. Наследование означает такое отношение между классами (отношение родитель/потомок), когда один класс заимствует структурную или функциональную часть одного или нескольких других классов (соответственно, *одиночное* и *множественное наследование*). Иными словами, наследование создает такую иерархию абстракций, в которой подклассы наследуют строение от одного или нескольких суперклассов. Часто подкласс достраивает или переписывает компоненты вышестоящего класса.  Семантически, наследование описывает отношение типа "is-a". Например, медведь есть млекопитающее, дом есть недвижимость и "быстрая сортировка" есть сортирующий алгоритм. Таким образом, наследование порождает иерархию "обобщение-специализация", в которой подкласс представляет собой специализированный частный случай своего суперкласса. "Лакмусовая бумажка" наследования - обратная проверка; так, если B не есть A, то B не стоит производить от A.  Рассмотрим теперь различные виды растений, выращиваемых в нашей огородной системе. Мы уже ввели обобщенное представление абстрактного плана выращивания растений. Однако разные культуры требуют разных планов. При этом планы для фруктов похожи друг на друга, но отличаются от планов для овощей или цветов. Имеет смысл ввести на новом уровне абстракции обобщенный "фруктовый" план, включающий указания по опылению и сборке урожая. Вот как будет выглядеть на C++ определение плана для фруктов, как наследника общего плана выращивания.  **// Тип Урожай  typedef unsigned int Yield;**  **class FruitGrowingPlan : public GrowingPlan {  public:**  **FruitGrowingPlan(char\* name);  virtual ~FruitGrowingPlan();  virtual void establish(Day, Hour, Condition&);  void scheduleHarvest(Day, Hour);  Boolean isHarvested() const;  unsigned daysUntilHarvest() const;  Yield estimatedYield() const;**  **protected:**  **Boolean repHarvested;  Yield repYield;**  http://www.helloworld.ru/texts/comp/other/oop/pg072.gif  *Абстракции образуют иерархию.*  Это означает, что план выращивания фруктов **FruitGrowingPlan** является разновидностью плана выращивания**GrowingPlan**. В него добавлены параметры **repHarvested** и **repYield**, определены четыре новые функции и переопределена функция establish. Теперь мы могли бы продолжить специализацию - например, определить на базе "фруктового" плана "яблочный" класс **AppleGrowingPlan**.  В наследственной иерархии общая часть структуры и поведения сосредоточена в наиболее общем суперклассе. По этой причине говорят о наследовании, как об иерархии *обобщение-специализация.* Суперклассы при этом отражают наиболее общие, а подклассы - более специализированные абстракции, в которых члены суперкласса могут быть дополнены, модифицированы и даже скрыты. Принцип наследования позволяет упростить выражение абстракций, делает проект менее громоздким и более выразительным. Кокс пишет: "В отсутствие наследования каждый класс становится самостоятельным блоком и должен разрабатываться "с нуля". Классы лишаются общности, поскольку каждый программист реализует их по-своему. Стройность системы достигается тогда только за счет дисциплинированности программистов. Наследование позволяет вводить в обращение новые программы, как мы обучаем новичков новым понятиям - сравнивая новое с чем-то уже известным" [[64](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.64)].  Принципы абстрагирования, инкапсуляции и иерархии находятся между собой в некоем здоровом конфликте. Данфорт и Томлинсон утверждают: "Абстрагирование данных создает непрозрачный барьер, скрывающий состояние и функции объекта; принцип наследования требует открыть доступ и к состоянию, и к функциям объекта для производных объектов" [[65](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.65)]. Для любого класса обычно существуют два вида клиентов: объекты, которые манипулируют с экземплярами данного класса, и подклассы-наследники. Лисков поэтому отмечает, что существуют три способа нарушения инкапсуляции через наследование: "подкласс может получить доступ к переменным экземпляра своего суперкласса, вызвать закрытую функцию и, наконец, обратиться напрямую к суперклассу своего суперкласса" [[66](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.66)]. Различные языки программирования по-разному находят компромисс между наследованием и инкапсуляцией; наиболее гибким в этом отношении является C++. В нем интерфейс класса может быть разделен на три части: закрытую (private), видимую только для самого класса; защищенную (protected), видимую также и для подклассов; и открытую (public), видимую для всех.  **Примеры иерархии: множественное наследование.** В предыдущем примере рассматривалось одиночное наследование, когда подкласс **FruitGrowingPlan** был создан только из одного суперкласса **GrowingPlan**. В ряде случаев полезно реализовать наследование от нескольких суперклассов. Предположим, что нужно определить класс, представляющий разновидности растений.  **class Plant {  public:**  **Plant(char\* name, char\* species);  virtual ~Plant();  void setDatePlanted(Day);  virtual establishGrowingConditions(const Condition&);  const char\* name() const;  const char\* species() const;  Day datePlantedt) const;**  **protected:**  **char\* repName;  char\* repSpecies;  Day repPlanted;**  **private:  ...  };**  Каждый экземпляр класса **plant** будет содержать имя, вид и дату посадки. Кроме того, для каждого вида растений можно задавать особые оптимальные условия выращивания. Мы хотим, чтобы эта функция переопределялась подклассами, поэтому она объявлена *виртуальной* при реализации в C++. Три параметра объявлены как защищенные, то есть они будут доступны и классу, и подклассам (закрытая часть спецификации доступна только самому классу).  Изучая предметную область, мы приходим к выводу, что различные группы культивируемых растений - цветы, фрукты и овощи, - имеют свои особые свойства, существенные для технологии их выращивания. Например, для цветов важно знать времена цветения и созревания семян. Аналогично, время сбора урожая важно для абстракций фруктов и овощей. Создадим два новых класса - цветы **(Flower)** и фрукты-овощи **(FruitVegetable)**; они оба наследуют от класса**Plant**. Однако некоторые цветочные растения имеют плоды! Для этой абстракции придется создать третий класс,**FlowerFruitVegetable**, который будет наследовать от классов **Flower** и **FruitVegetablePlant**.  Чтобы не было избыточности, в данном случае очень пригодится множественное наследование. Сначала давайте опишем отдельно цветы и фрукты-овощи.  **class FlowerMixin {  public:**  **FlowerMixin(Day timeToFlower, Day timeToSeed);  virtual ~FlowerMixin();  Day timeToFlower() const;  Day timeToSeed() const;**  **protected:  ...  };**  **class FruitVegetableMixin {  public:**  **FruitVegetableMixin(Day timeToHarvest);  virtual ~FruitVegetableMixin();  Day timeToHarvest() const;**  **protected:  ...  };**  Мы намеренно описали эти два класса без наследования. Они ни от кого не наследуют и специально предназначены для того, чтобы их *подмешивали* (откуда и имя **Mixin**) к другим классам. Например, опишем розу:  **class Rose : public Plant, public FlowerMixin...**  А вот морковь:  **class Carrot : public Plant, public FruiteVegetableMixin {};**  В обоих случаях классы наследуют от двух суперклассов: экземпляры подкласса **Rose** включают структуру и поведение как из класса **Plant**, так и из класса **FlowerMixin**. И вот теперь определим вишню, у которой товаром являются как цветы, так и плоды:  **class Cherry : public Plant,** **public FlowerMixin,** **FruitVegetableMixin...**  Множественное наследование - вещь нехитрая, но оно осложняет реализацию языков программирования. Есть две проблемы - конфликты имен между различными суперклассами и повторное наследование. Первый случай, это когда в двух или большем числе суперклассов определено поле или операция с одинаковым именем. В C++ этот вид конфликта должен быть явно разрешен вручную, а в Smalltalk берется то, которое встречается первым. Повторное наследование, это когда класс наследует двум классам, а они порознь наследуют одному и тому же четвертому. Получается ромбическая структура наследования и надо решить, должен ли самый нижний класс получить одну или две отдельные копии самого верхнего класса? В некоторых языках повторное наследование запрещено, в других конфликт решается "волевым порядком", а в C++ это оставляется на усмотрение программиста. Виртуальные базовые классы используются для запрещения дублирования повторяющихся структур, в противном случае в подклассе появятся копии полей и функций и потребуется явное указание происхождения каждой из копий.  Множественным наследованием часто злоупотребляют. Например, сладкая вата - это частный случай сладости, но никак не ваты. Применяйте ту же "лакмусовую бумажку": если B не есть A, то ему не стоит наследовать от A. Часто плохо сформированные структуры множественного наследования могут быть сведены к единственному суперклассу плюс агрегация других классов подклассом.  **Примеры иерархии: агрегация.** Если иерархия "is а" определяет отношение "обобщение/специализация", то отношение "part of" (часть) вводит иерархию агрегации. Вот пример.  **class Garden {  public:**  **Garden();  virtual ~Garden();**  **protected:**  **Plant\* repPlants[100];  GrowingPlan repPlan;**  **};**  Это - абстракция огорода, состоящая из массива растений и плана выращивания.  Имея дело с такими иерархиями, мы часто говорим об уровнях абстракции, которые впервые предложил Дейкстра [[67](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.67)]. В иерархии классов вышестоящая абстракция является обобщением, а нижестоящая - специализацией. Поэтому мы говорим, что класс **Flower** находится на более высоком уровне абстракции, чем класс **Plant**. В иерархии "part of" класс находится на более высоком уровне абстракции, чем любой из использовавшихся при его реализации. Так класс**Garden** стоит на более высоком уровне, чем класс **Plant**.  Агрегация есть во всех языках, использующих структуры или записи, состоящие из разнотипных данных. Но в объектно-ориентированном программировании она обретает новую мощь: агрегация позволяет физически сгруппировать логически связанные структуры, а наследование с легкостью копирует эти общие группы в различные абстракции.  В связи с агрегацией возникает проблема владения, или принадлежности объектов. В нашем абстрактном огороде одновременно растет много растений, и от удаления или замены одного из них огород не становится другим огородом. Если мы уничтожаем огород, растения остаются (их ведь можно пересадить). Другими словами, огород и растения имеют свои отдельные и независимые сроки жизни; мы достигли этого благодаря тому, что огород содержит не сами объекты **Plant**, а указатели на них. Напротив, мы решили, что объект **GrowingPlan** внутренне связан с объектом**Garden** и не существует независимо. План выращивания физически содержится в каждом экземпляре огорода и погибает вместе с ним. Подробнее про семантику владения мы будем говорить в следующей главе.  **Типизация**  **Что такое типизация?** Понятие *типа* взято из теории абстрактных типов данных. Дойч определяет тип, как "точную характеристику свойств, включая структуру и поведение, относящуюся к некоторой совокупности объектов" [[68](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.68)]. Для наших целей достаточно считать, что термины *тип* и *класс* взаимозаменяемы [Тип и класс не вполне одно и то же; в некоторых языках их различают. Например, ранние версии языка Trellis/Owl разрешали объекту иметь и класс, и тип. Даже в Smalltalk объекты классов SmallInteger, LargeNegativeInteger, LargePositiveInteger относятся к одному типу Integer, хотя и к разным классам [[69](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.69)]. Большинству смертных различать типы и классы просто противно и бесполезно. Достаточно сказать, что класс реализует понятие типа]. Тем не менее, типы стоит обсудить отдельно, поскольку они выставляют смысл абстрагирования в совершенно другом свете. В частности, мы утверждаем, что:  *Типизация - это способ защититься от использования объектов одного класса вместо другого, или по крайней мере управлять таким использованием.*  Типизация заставляет нас выражать наши абстракции так, чтобы язык программирования, используемый в реализации, поддерживал соблюдение принятых проектных решений. Вегнер замечает, что такой способ контроля существенен для программирования "в большом" [[70](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.70)].  Идея согласования типов занимает в понятии типизации центральное место. Например, возьмем физические единицы измерения [[71](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.71)]. Деля расстояние на время, мы ожидаем получить скорость, а не вес. В умножении температуры на силу смысла нет, а в умножении расстояния на силу - есть. Все это примеры сильной типизации, когда прикладная область накладывает правила и ограничения на использование и сочетание абстракций.  **Примеры сильной и слабой типизации.** Конкретный язык программирования может иметь сильный или слабый механизм типизации, и даже не иметь вообще никакого, оставаясь объектно-ориентированным. Например, в Eiffel соблюдение правил использования типов контролируется непреклонно, - операция не может быть применена к объекту, если она не зарегистрирована в его классе или суперклассе. В сильно типизированных языках нарушение согласования типов может быть обнаружено во время трансляции программы. С другой стороны, в Smalltalk типов нет: во время исполнения любое сообщение можно послать любому объекту, и если класс объекта (или его надкласс) не понимает сообщение, то генерируется сообщение об ошибке. Нарушение согласования типов может не обнаружиться во время трансляции и обычно проявляется как ошибка исполнения. C++ тяготеет к сильной типизации, но в этом языке правила типизации можно игнорировать или подавить полностью.  Рассмотрим абстракцию различных типов емкостей, которые могут использоваться в нашей теплице. Вероятно, в ней есть емкости для воды и для минеральных удобрений; хотя первые предназначены для жидкостей, а вторые для сыпучих веществ, они имеют достаточно много общего, чтобы устроить иерархию классов. Начнем с типов.  **// Число, обозначающее уровень от 0 до 100 процентов**  **typedef float Level;**  Операторы typedef в C++ не вводят новых типов. В частности, и Level и Concentration - на самом деле другие названия для float, и их можно свободно смешивать в вычислениях. В этом смысле C++ имеет слабую типизацию: значения примитивных типов, таких, как int или float неразличимы в пределах данного типа. Напротив, Ada и Object Pascal предоставляют сильную типизацию для примитивных типов. В Ada можно объявить самостоятельным типом интервал значений или подмножество с ограниченной точностью.   http://www.helloworld.ru/texts/comp/other/oop/pg078.gif  *Строгая типизация предотвращает смешивание абстракций.*  Построим теперь иерархию классов для емкостей:  **class StorageTank {  public:**  **StorageTank();  virtual ~StorageTank();  virtual void fill();  virtual void startDraining();  virtual void stopDraining();  Boolean isEmpty() const;  Level level() const;**  **protected:  ...  };**  **class WaterTank : public StorageTank{  public:**  **WaterTank();  virtual ~WaterTank();  virtual void fill();  virtual void startDraining();  virtual void stopDraining();  void startHeating();  void stopHeating();  Temperature currentTemperature() const;**  **protected:  ...  };**  **class NutrientTank : public StorageTank {  public:**  **NutrientTank();  virtual ~NutrientTank();  virtual void startDrainingt();  virtual void stopDraining();**  **protected:  ...  };**  Класс **StorageTank** - это базовый класс иерархии. Он обеспечивает структуру и поведение общие для всех емкостей: возможность их наполнять или опустошать. Классы **WaterTank** (емкость для воды) и **NutrientTank** (для удобрений) наследуют свойства **StorageTank**, частично переопределяют их и добавляют кое-что свое: например, класс**WaterTank** вводит новое поведение, связанное с температурой.  Предположим, что мы имеем следующие описания:  **StorageTank s1, s2;  WaterTank w;  NutrientTank n;**  Заметьте, переменные такие как s1, s2, w или n - это не экземпляры соответствующих классов. На самом деле, это просто имена, которыми мы обозначаем объекты соответствующих классов: когда мы говорим "объект s1" мы на самом деле имеем ввиду экземпляр **StorageTank**, обозначаемый переменной s1. Мы вернемся к этому тонкому вопросу в следующей главе.  При проверке типов у классов, C++ типизирован гораздо строже. Под этим понимается, что выражения, содержащие вызовы операций, проверяются на согласование типов во время компиляции. Например, следующее правильно:  **Level l = s1.level();  w.startDrainingt();  n.stopDraining();**  Действительно, такие селекторы есть в классах, к которым принадлежат соответствующие переменные. Напротив, следующее неправильно и вызовет ошибку компиляции:  **s1.startHeating(); // Неправильно  n.stopHeating(); // Неправильно**  Таких функций нет ни в самих классах, ни в их суперклассах. Но следующее  **n.fill();**  совершенно правильно: функции fill нет в определении **NutrientTank**, но она есть в вышестоящем классе.  Итак, сильная типизация заставляет нас соблюдать правила использования абстракций, поэтому она тем полезнее, чем больше проект. Однако у нее есть и теневая сторона. А именно, даже небольшие изменения в интерфейсе класса требуют перекомпиляции всех его подклассов. Кроме того, не имея параметризованных классов, о которых речь пойдет в главах 3 и 9, трудно представить себе, как можно было бы создать собрание разнородных объектов. Предположим, что мы хотим ввести абстракцию инвентарного списка, в котором собирается все имущество, связанное с теплицей. Обычная для С идиома применима и в C++: нужно использовать класс-контейнер, содержащий указатели на void, то есть на объекты произвольного типа.  **class Inventory {  public:**  **Inventory();  ~Inventory();  void add(void\*);  void remove(void\*);  void\* mostRecent() const;  void apply(Boolean (\*)(void\*));**  **private:  ...  };**  Операция apply - это так называемый итератор, который позволяет применить какую-либо операцию ко всем объектам в списке. Подробнее об итераторах см. в следующей главе.  Имея экземпляр класса Inventory, мы можем добавлять и уничтожать указатели на объекты любых классов. Но эти действия не безопасны с точки зрения типов - в списке могут оказаться как осязаемые объекты (емкости), так и неосязаемые (температура или план выращивания), что нарушает нашу абстракцию материального учета. Более того, мы могли бы внести в список объекты классов **WaterTank** и **TemperatureSensor**, и по неосторожности ожидая от функции mostRecent объекта класса **WaterTank** получить **StorageTank**.  Вообще говоря, у этой проблемы есть два общих решения. Во-первых, можно сделать контейнерный класс, безопасный с точки зрения типов. Чтобы не манипулировать с нетипизированными указателями void, мы могли бы определить инвентаризационный класс, который манипулирует только с объектами класса **TangibleAsset** (осязаемого имущества), а этот класс будет подмешиваться ко всем классам, такое имущество представляющим, например, к **WaterTank**, но не к**GrowingPlan**. Тем самым можно отсечь проблему первого рода, когда неправомочно смешиваются объекты разных типов. Во-вторых, можно ввести проверку типов в ходе выполнения, для того, чтобы знать, с объектом какого типа мы имеем дело в данный момент. Например, в Smalltalk можно запрашивать у объектов их класс. В C++ такая возможность не входила в стандарт до недавнего времени, хотя на практике, конечно, можно ввести в базовый класс операцию, возвращающую код класса (строку или значение перечислимого типа). Однако для этого надо иметь очень серьезные причины, поскольку проверка типа в ходе выполнения ослабляет инкапсуляцию. Как будет показано в следующем разделе, необходимость проверки типа можно смягчить, используя полиморфные операции.  В языках с сильной типизацией гарантируется, что все выражения будут согласованы по типу. Что это значит, лучше пояснить на примере. Следующие присваивания допустимы:  **s1 = s2;  s1 = w;**  Первое присваивание допустимо, поскольку переменные имеют один и тот же класс, а второе - поскольку присваивание идет снизу вверх по типам. Однако во втором случае происходит потеря информации (известная в C++ как "проблема срезки"), так как класс переменной w, **WaterTank**, семантически богаче, чем класс переменной s1, то есть**StorageTank**.  Следующие присваивания неправильны:  **w = s1; // Неправильно**  **w = n; // Неправильно**  В первом случае неправильность в том, что присваивание идет сверху вниз по иерархии, а во втором классы даже не находятся в состоянии подчиненности.  Иногда необходимо преобразовать типы. Например, посмотрите на следующую функцию:  **void checkLevel(const StorageTank& s);**  Мы можем привести значение вышестоящего класса к подклассу в том и только в том случае, если фактическим параметром при вызове оказался объект класса **WaterTank**. Или вот еще случай:  **if (((WaterTank&)s).currentTemperature() < 32.0) ...**  Это выражение согласовано по типам, но не безопасно. Если при выполнении программы вдруг окажется, что переменная s обозначала объект класса **NutrientTank**, приведение типа даст непредсказуемый результат во время исполнения. Вообще говоря, преобразований типа надо избегать, поскольку они часто представляют собой нарушение принятой системы абстракций.  Теслер отметил следующие важные преимущества строго типизированных языков:  "Отсутствие контроля типов может приводить к загадочным сбоям в программах во время их выполнения.  В большинстве систем процесс редактирование-компиляция-отладка утомителен, и раннее обнаружение ошибок просто незаменимо.  Объявление типов улучшает документирование программ.  Многие компиляторы генерируют более эффективный объектный код, если им явно известны типы" [[72](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.72)].  Языки, в которых типизация отсутствует, обладают большей гибкостью, но даже в таких языках, по мнению Борнинга и Ингалса: "Программисты обычно знают, какие объекты ожидаются в качестве аргументов и какие будут возвращаться" [[73](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.73)]. На практике, особенно при программировании "в большом", надежность языков со строгой типизацией с лихвой компенсирует некоторую потерю в гибкости по сравнению с нетипизированными языками.  **Примеры типизации: статическое и динамическое связывание.** Сильная и статическая типизация - разные вещи. Строгая типизация следит за соответствием типов, а статическая типизация (иначе называемая *статическим* или*ранним связыванием)* определяет время, когда имена связываются с типами. Статическая связь означает, что типы всех переменных и выражений известны во время компиляции; *динамическое связывание* (называемое также *поздним связыванием)* означает, что типы неизвестны до момента выполнения программы. Концепции типизации и связывания являются независимыми, поэтому в языке программирования может быть: типизация - сильная, связывание - статическое (Ada), типизация - сильная, связывание - динамическое (C++, Object Pascal), или и типов нет, и связывание динамическое (Smalltalk). Язык CLOS занимает промежуточное положение между C++ и Smalltalk: определения типов, сделанные программистом, могут быть либо приняты во внимание, либо не приняты.  Прокомментируем это понятие снова примером на C++. Вот "свободная", то есть не входящая в определение какого-либо класса, функция [Свободная функция - функция, не входящая ни в какой класс. В чисто объектно-ориентированных языках, типа Smalltalk, свободных процедур не бывает, каждая операция связана с каким-нибудь классом]:  **void balanceLevels(StorageTank& s1, StorageTank& s2);**  Вызов этой функции с экземплярами класса **StorageTank** или любых его подклассов в качестве параметров будет согласован по типам, поскольку тип каждого фактического параметра происходит в иерархии наследования от базового класса **StorageTank**.  При реализации этой функции мы можем иметь что-нибудь вроде:  **if (s1.level()> s2.level()) s2.fill();**  В чем особенность семантики при использовании селектора level? Он определен только в классе **StorageTank**, поэтому, независимо от классов объектов, обозначаемых переменными в момент выполнения, будет использована одна и та же унаследованная ими функция. Вызов этой функции статически связан при компиляции - мы точно знаем, какая операция будет запущена.  Иное дело fill. Этот селектор определен в **StorageTank** и переопределен в **WaterTank**, поэтому его придется связывать динамически. Если при выполнении переменная s2 будет класса **WaterTank**, то функция будет взята из этого класса, а если - **NutrientTank**, то из **StorageTank**. В C++ есть специальный синтаксис для явного указания источника; в нашем примере вызов fill будет разрешен, соответственно, как **WaterTank::fill** или **StorageTank::fill**[Так синтаксис C++ определяет явную квалификацию имени].  Это особенность называется *полиморфизмом:* одно и то же имя может означать объекты разных типов, но, имея общего предка, все они имеют и общее подмножество операций, которые можно над ними выполнять [[74](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.74)]. Противоположность полиморфизму называется *мономорфизмом;* он характерен для языков с сильной типизацией и статическим связыванием (Ada).  Полиморфизм возникает там, где взаимодействуют наследование и динамическое связывание. Это одно из самых привлекательных свойств объектно-ориентированных языков (после поддержки абстракции), отличающее их от традиционных языков с абстрактными типами данных. И, как мы увидим в следующих главах, полиморфизм играет очень важную роль в объектно-ориентированном проектировании.  **Параллелизм**  **Что такое параллелизм?** Есть задачи, в которых автоматические системы должны обрабатывать много событий одновременно. В других случаях потребность в вычислительной мощности превышает ресурсы одного процессора. В каждой из таких ситуаций естественно использовать несколько компьютеров для решения задачи или задействовать многозадачность на многопроцессорном компьютере. Процесс (*поток управления*) - это фундаментальная единица действия в системе. Каждая программа имеет по крайней мере один поток управления, параллельная система имеет много таких потоков: век одних недолог, а другие живут в течении всего сеанса работы системы. Реальная параллельность достигается только на многопроцессорных системах, а системы с одним процессором имитируют параллельность за счет алгоритмов разделения времени.  Кроме этого "аппаратного" различия, мы будем различать "тяжелую" и "легкую" параллельность по потребности в ресурсах. "Тяжелые" процессы управляются операционной системой независимо от других, и под них выделяется отдельное защищенное адресное пространство. "Легкие" сосуществуют в одном адресном пространстве. "Тяжелые" процессы общаются друг с другом через операционную систему, что обычно медленно и накладно. Связь "легких" процессов осуществляется гораздо проще, часто они используют одни и те же данные.  Многие современные операционные системы предусматривают прямую поддержку параллелизма, и это обстоятельство очень благоприятно сказывается на возможности обеспечения параллелизма в объектно-ориентированных системах. Например, системы UNIX предусматривают системный вызов *fork,* который порождает новый процесс. Системы Windows NT и OS/2 - многопоточные; кроме того они обеспечивают программные интерфейсы для создания процессов и манипулирования с ними.  Лим и Джонсон отмечают, что "возможности проектирования параллельности в объектно-ориентированных языках не сильно отличаются от любых других, - на нижних уровнях абстракции параллелизм и OOP развиваются совершенно независимо. С OOP или без, все традиционные проблемы параллельного программирования сохраняются" [[75](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.75)]. Действительно, создавать большие программы и так непросто, а если они еще и параллельные, то надо думать о возможном простое одного из потоков, неполучении данных, взаимной блокировке и т.д.  К счастью, как отмечают те же авторы далее: "на верхних уровнях OOP упрощает параллельное программирование для рядовых разработчиков, пряча его в повторно-используемые абстракции" [[76](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.76)]. Блэк и др. сделали следующий вывод: "объектная модель хороша для распределенных систем, поскольку она неявно разбивает программу на (1) распределенные единицы и (2) сообщающиеся субъекты" [[77](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.77)].  В то время, как объектно-ориентированное программирование основано на абстракции, инкапсуляции и наследовании, параллелизм главное внимание уделяет абстрагированию и синхронизации процессов [[78](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.78)]. Объект есть понятие, на котором эти две точки зрения сходятся: каждый объект (полученный из абстракции реального мира) может представлять собой отдельный поток управления (абстракцию процесса). Такой объект называется *активным.* Для систем, построенных на основе OOD, мир может быть представлен, как совокупность взаимодействующих объектов, часть из которых является активной и выступает в роли независимых вычислительных центров. На этой основе дадим следующее определение параллелизма:   http://www.helloworld.ru/texts/comp/other/oop/pg084.gif  *Параллелизм позволяет различным объектам действовать одновременно.*  *Параллелизм - это свойство, отличающее активные объекты от пассивных.*  **Примеры параллелизма.** Ранее мы обзавелись классом ActiveTemperatureSensor, поведение которого предписывает ему периодически измерять температуру и обращаться к известной ему функции вызова, когда температура отклоняется на некоторую величину от установленного значения. Как он будет это делать, мы в тот момент не объяснили. При всех секретах реализации понятно, что это - активный объект и, следовательно, без параллелизма тут не обойтись. В объектно-ориентированном проектировании есть три подхода к параллелизму.  Во-первых, параллелизм - это внутреннее свойство некоторых языков программирования. Так, для языка Ada механизм параллельных процессов реализуется как *задача.* В Smalltalk есть класс process, которому наследуют все активные объекты. Есть много других языков со встроенными механизмами для параллельного выполнения и синхронизации процессов - Actors, Orient 84/K, ABCL/1, которые предусматривают сходные механизмы параллелизма и синхронизации. Во всех этих языках можно создавать активные объекты, код которых постоянно выполняется параллельно с другими активными объектами.  Во-вторых, можно использовать библиотеку классов, реализующих какую-нибудь разновидность "легкого" параллелизма. Например, библиотека AT&T для C++ содержит классы Shed, Timer, Task и т.д. Ее реализация, естественно, зависит от платформы, хотя интерфейс достаточно хорошо переносим. При этом подходе механизмы параллельного выполнения не встраиваются в язык (и, значит, не влияют на системы без параллельности), но в то же время практически воспринимаются как встроенные.  Наконец, в-третьих, можно создать иллюзию многозадачности с помощью прерываний. Для этого надо кое-что знать об аппаратуре. Например, в нашей реализации класса **ActiveTemperatureSensor** мы могли бы иметь аппаратный таймер, периодически прерывающий приложение, после чего все датчики измеряли бы температуру и обращались бы, если нужно, к своим функциям вызова.  Как только в систему введен параллелизм, сразу возникает вопрос о том, как синхронизировать отношения активных объектов друг с другом, а также с остальными объектами, действующими последовательно. Например, если два объекта посылают сообщения третьему, должен быть какой-то механизм, гарантирующий, что объект, на который направлено действие, не разрушится при одновременной попытке двух активных объектов изменить его состояние. В этом вопросе соединяются абстракция, инкапсуляция и параллелизм. В параллельных системах недостаточно определить поведение объекта, надо еще принять меры, гарантирующие, что он не будет растерзан на части несколькими независимыми процессами.  **Сохраняемость**  Любой программный объект существует в памяти и живет во времени. Аткинсон и др. предположили, что есть непрерывное множество продолжительности существования объектов: существуют объекты, которые присутствуют лишь во время вычисления выражения, но есть и такие, как базы данных, которые существуют независимо от программы. Этот спектр сохраняемости объектов охватывает:  "Промежуточные результаты вычисления выражений.  Локальные переменные в вызове процедур.  Собственные переменные (как в ALGOL-60), глобальные переменные и динамически создаваемые данные.  Данные, сохраняющиеся между сеансами выполнения программы.  Данные, сохраняемые при переходе на новую версию программы.  Данные, которые вообще переживают программу" [[79](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.79)].  Традиционно, первыми тремя уровнями занимаются языки программирования, а последними - базы данных. Этот конфликт культур приводит к неожиданным решениям: программисты разрабатывают специальные схемы для сохранения объектов в период между запусками программы, а конструкторы баз данных переиначивают свою технологию под короткоживущие объекты [[80](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.80)].  Унификация принципов параллелизма для объектов позволила создать параллельные языки программирования. Аналогичным образом, введение сохраняемости, как нормальной составной части объектного подхода приводит нас к объектно-ориентированным базам данных (OODB, object-oriented databases). На практике подобные базы данных строятся на основе проверенных временем моделей - последовательных, индексированных, иерархических, сетевых или реляционных, но программист может ввести абстракцию объектно-ориентированного интерфейса, через который запросы к базе данных и другие операции выполняются в терминах объектов, время жизни которых превосходит время жизни отдельной программы. Как мы увидим в главе 10, эта унификация значительно упрощает разработку отдельных видов приложений, позволяя, в частности, применить единый подход к разным сегментам программы, одни из которых связаны с базами данных, а другие не имеют такой связи.  Языки программирования, как правило, не поддерживают понятия сохраняемости; примечательным исключением является Smalltalk, в котором есть протоколы для сохранения объектов на диске и загрузки с диска. Однако, записывать объекты в неструктурированные файлы - это все-таки наивный подход, пригодный только для небольших систем. Как правило, сохраняемость достигается применением (немногочисленных) коммерческих OODB [[81](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.81)]. Другой вариант - создать объектно-ориентированную оболочку для реляционных СУБД; это лучше, в частности, для тех, кто уже вложил средства в реляционную систему. Мы рассмотрим такую ситуацию в главе 10.  Сохраняемость - это не только проблема сохранения *данных.* В OODB имеет смысл сохранять и *классы,* так, чтобы программы могли правильно интерпретировать данные. Это создает большие трудности по мере увеличения объема данных, особенно, если класс объекта вдруг потребовалось изменить.  До сих пор мы говорили о сохранении объектов во времени. В большинстве систем объектам при их создании отводится место в памяти, которое не изменяется и в котором объект находится всю свою жизнь. Однако для распределенных систем желательно обеспечивать возможность перенесения объектов в пространстве, так, чтобы их можно было переносить с машины на машину и даже при необходимости изменять форму представления объекта в памяти. Этими вопросами мы займемся в главе 12.  В заключение определим сохраняемость следующим образом:  *Сохраняемость - способность объекта существовать во времени, переживая породивший его процесс, и (или) в пространстве, перемещаясь из своего первоначального адресного пространства.*  2.3. Применение объектной модели  **Преимущества объектной модели**  Как уже говорилось выше, объектная модель принципиально отличается от моделей, которые связаны с более традиционными методами структурного анализа, проектирования и программирования. Это не означает, что объектная модель требует отказа от всех ранее найденных и испытанных временем методов и приемов. Скорее, она вносит некоторые новые элементы, которые добавляются к предшествующему опыту. Объектный подход обеспечивает ряд существенных удобств, которые другими моделями не предусматривались. Наиболее важно, что объектный подход позволяет создавать системы, которые удовлетворяют пяти признакам хорошо структурированных сложных систем. Согласно нашему опыту, есть еще пять преимуществ, которые дает объектная модель.  Во-первых, объектная модель позволяет в полной мере использовать выразительные возможности объектных и объектно-ориентированных языков программирования. Страуструп отмечает: "Не всегда очевидно, как в полной мере использовать преимущества такого языка, как C++. Существенно повысить эффективность и качество кода можно просто за счет использования C++ в качестве "улучшенного C" с элементами абстракции данных. Однако гораздо более значительным достижением является введение иерархии классов в процессе проектирования. Именно это называется OOD и именно здесь преимущества C++ демонстрируются наилучшим образом" [[82](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.82)]. Опыт показал, что при использовании таких языков, как Smalltalk, Object Pascal, C++, CLOS и Ada вне объектной модели, их наиболее сильные стороны либо игнорируются, либо применяются неправильно.   http://www.helloworld.ru/texts/comp/other/oop/pg087.gif  *Сохраняемость поддерживает состояние и класс объекта в пространстве и во времени.*  Во-вторых, использование объектного подхода существенно повышает уровень унификации разработки и пригодность для повторного использования не только программ, но и проектов, что в конце концов ведет к созданию среды разработки [[83](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.83)]. Объектно-ориентированные системы часто получаются более компактными, чем их не объектно-ориентированные эквиваленты. А это означает не только уменьшение объема кода программ, но и удешевление проекта за счет использования предыдущих разработок, что дает выигрыш в стоимости и времени.  В-третьих, использование объектной модели приводит к построению систем на основе стабильных промежуточных описаний, что упрощает процесс внесения изменений. Это дает системе возможность развиваться постепенно и не приводит к полной ее переработке даже в случае существенных изменений исходных требований.  В-четвертых, в главе 7 показано, как объектная модель уменьшает риск разработки сложных систем, прежде всего потому, что процесс интеграции растягивается на все время разработки, а не превращается в единовременное событие. Объектный подход состоит из ряда хорошо продуманных этапов проектирования, что также уменьшает степень риска и повышает уверенность в правильности принимаемых решений.  Наконец, объектная модель ориентирована на человеческое восприятие мира, или, по словам Робсона, "многие люди, не имеющие понятия о том, как работает компьютер, находят вполне естественным объектно-ориентированный подход к системам" [[84](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#2.84)].  **Использование объектного подхода**  Возможность применения объектного подхода доказана для задач самого разного характера. На рис. 2-6 приведен перечень областей, для которых реализованы объектно-ориентированные системы. Более подробные сведения об этих и других проектах можно найти в приведенной библиографии.  В настоящее время объектно-ориентированное проектирование - единственная методология, позволяющая справиться со сложностью, присущей очень большим системам. Однако, следует заметить, что иногда применение OOD может оказаться нецелесообразным, например, из-за неподготовленности персонала или отсутствия подходящих средств разработки. К этой теме мы вернемся в главе 7.  **Открытые вопросы**  Чтобы успешно использовать объектный подход, нам предстоит ответить на следующие вопросы:  Что такое классы и объекты?  Как идентифицировать классы и объекты в конкретных приложениях?  Как описать схему объектно-ориентированной системы?  Как создавать хорошо структурированные объектно-ориентированные системы?  Как организовать управление процессом разработки согласно OOD? Этим вопросам посвящены следующие пять глав.  Выводы  Развитие программной индустрии привело к созданию методов объектно-ориентированного анализа, проектирования и программирования, которые служат для программирования "в большом".  В программировании существует несколько парадигм, ориентированных на процедуры, объекты, логику, правила и ограничения.  Абстракция определяет существенные характеристики некоторого объекта, которые отличают его от всех других видов объектов и, таким образом, абстракция четко очерчивает концептуальную границу объекта с точки зрения наблюдателя.  Инкапсуляция - это процесс разделения устройства и поведения объекта; инкапсуляция служит для того, чтобы изолировать контрактные обязательства абстракции от их реализации.   |  |  | | --- | --- | | Авиационное оборудование | Обработка коммерческой информации | | Автоматизация учреждений | Операционные системы | | Автоматизированное проектирование | Планирование инвестиций | | Автоматизированное обучение | Повторно используемые компоненты | | Автоматизированное производство программного обеспечения | Подготовка документов | | Анимация | Программные средства космических станций | | Базы данных | Проектирование интерфейса пользователя | | Банковское дело | Проектирование СБИС | | Гипермедиа | Распознавание образов | | Кинопроизводство | Робототехника | | Контроль программного обеспечения | Системы телеметрии | | Математический анализ | Системы управления и регулирования | | Медицинская электроника | Средства разработки программ | | Моделирование авиационной и космической техники | Телекоммуникации | | Музыкальная композиция | Управление воздушным движением | | Написание сценариев | Управление химическими процессами | | Нефтяная промышленность | Экспертные системы |   *Рис. 2-6. Применения объектной модели.*  *Модульность - это состояние системы, разложенной на внутренне связные и слабо связанные между собой модули.*  *Иерархия - это ранжирование или упорядочение абстракций.*  *Типизация - это способ защититься от использования объектов одного класса вместо другого, или по крайней мере способ управлять такой подменой.*  *Параллелизм - это свойство, отличающее активные объекты от пассивных.*  *Сохраняемость - способность объекта существовать во времени и (или) в пространстве.* |
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|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| И инженер, и художник должны хорошо чувствовать материал, с которым они работают. В объектно-ориентированной методологии анализа и создания сложных программных систем основными строительными блоками являются классы и объекты. Выше было дано всего лишь неформальное определение этих двух элементов. В этой главе мы рассмотрим природу классов и объектов, взаимоотношения между ними, а также сообщим несколько полезных правил проектирования хороших абстракций.  3.1. Природа объекта  **Что является и что не является объектом?**  Способностью к распознанию объектов физического мира человек обладает с самого раннего возраста. Ярко окрашенный мяч привлекает внимание младенца, но, если спрятать мяч, младенец, как правило, не пытается его искать: как только предмет покидает поле зрения, он перестает существовать для младенца. Только в возрасте около года у ребенка появляется представление о предмете: навык, который незаменим для распознавания. Покажите мяч годовалому ребенку и спрячьте его: скорее всего, ребенок начнет искать спрятанный предмет. Ребенок связывает понятие предмета с постоянством и индивидуальностью формы независимо от действий, выполняемых над этим предметом [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.1)].  В предыдущей главе объект был неформально определен как осязаемая реальность, проявляющая четко выделяемое поведение. С точки зрения восприятия человеком объектом может быть:  осязаемый и (или) видимый предмет;  нечто, воспринимаемое мышлением;  нечто, на что направлена мысль или действие.  Таким образом, мы расширили неформальное определение объекта новой идеей: объект моделирует часть окружающей действительности и таким образом существует во времени и пространстве. Термин *объект* в программном обеспечении впервые был введен в языке Simula и применялся для моделирования реальности [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.2)].  Объектами реального мира не исчерпываются типы объектов, интересные при проектировании программных систем. Другие важные типы объектов вводятся на этапе проектирования, и их взаимодействие друг с другом служит механизмом отображения поведения более высокого уровня [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.3)]. Это приводит нас к более четкому определению, данному Смитом и Токи: "Объект представляет собой конкретный опознаваемый предмет, единицу или сущность (реальную или абстрактную), имеющую четко определенное функциональное назначение в данной предметной области" [[4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.4)]. В еще более общем плане объект может быть определен как нечто, имеющее четко очерченные границы [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.5)].  Представим себе завод, на котором создаются композитные материалы для таких различных изделий как, скажем, велосипедные рамы и крылья самолетов. Заводы часто разделяются на цеха: механический, химический, электрический и т.д. Цеха подразделяются на участки, на каждом из которых установлено несколько единиц оборудования: штампы, прессы, станки. На производственных линиях можно увидеть множество емкостей с исходными материалами, из которых с помощью химических процессов создаются блоки композитных материалов. Затем из них делается конечный продукт - рамы или крылья. Каждый осязаемый предмет может рассматриваться как объект. Токарный станок имеет четко очерченные границы, которые отделяют его от обрабатываемого на этом станке композитного блока; рама велосипеда в свою очередь имеет четкие границы по отношению к участку с оборудованием.  Существуют такие объекты, для которых определены явные концептуальные границы, но сами объекты представляют собой неосязаемые события или процессы. Например, химический процесс на заводе можно трактовать как объект, так как он имеет четкую концептуальную границу, взаимодействует с другими объектами посредством упорядоченного и распределенного во времени набора операций и проявляет хорошо определенное поведение. Рассмотрим систему пространственного проектирования CAD/CAM. Два тела, например, сфера и куб, имеют как правило нерегулярное пересечение. Хотя эта линия пересечения не существует отдельно от сферы и куба, она все же является самостоятельным объектом с четко определенными концептуальными границами.  Объекты могут быть осязаемыми, но иметь размытые физические границы: реки, туман или толпы людей [Это верно только на достаточно высоком уровне абстракции. Для человека, идущего через полосу тумана, бессмысленно отличать "мой туман" от "твоего тумана". Однако, рассмотрим карту погоды: полосы тумана в Сан-Франциско и в Лондоне представляют собой совершенно разные объекты]. Подобно тому, как взявший в руки молоток начинает видеть во всем окружающем только гвозди, проектировщик с объектно-ориентированным мышлением начинает воспринимать весь мир в виде объектов. Разумеется, такой взгляд несколько упрощен, так как существуют понятия, явно не являющиеся объектами. К их числу относятся атрибуты, такие, как время, красота, цвет, эмоции (например, любовь или гнев). Однако, потенциально все перечисленное - это свойства, присущие объектам. Можно, например, утверждать, что некоторый человек (объект) любит свою жену (другой объект), или что конкретный кот (еще один объект) - серый.   http://www.helloworld.ru/texts/comp/other/oop/pg093.gif  *Объект имеет состояние, обладает некоторым хорошо определенным поведением и уникальной идентичностью.*  Полезно понимать, что объект - это нечто, имеющее четко определенные границы, но этого недостаточно, чтобы отделить один объект от другого или дать оценку качества абстракции. На основе имеющегося опыта можно дать следующее определение:  *Объект обладает состоянием, поведением и идентичностью; структура и поведение схожих объектов определяет общий для них класс; термины "экземпляр класса" и "объект" взаимозаменяемы.*  **Состояние**  **Семантика.** Рассмотрим торговый автомат, продающий напитки. Поведение такого объекта состоит в том, что после опускания в него монеты и нажатия кнопки автомат выдает выбранный напиток. Что произойдет, если сначала будет нажата кнопка выбора напитка, а потом уже опущена монета? Большинство автоматов при этом просто ничего не сделают, так как пользователь нарушил их основные правила.  Другими словами, автомат играл роль (ожидание монеты), которую пользователь игнорировал, нажав сначала кнопку. Или предположим, что пользователь автомата не обратил внимание на предупреждающий сигнал "Бросьте столько мелочи, сколько стоит напиток" и опустил в автомат лишнюю монету. В большинстве случаев автоматы не дружественны к пользователю и радостно заглатывают все деньги.  В каждой из таких ситуаций мы видим, что поведение объекта определяется его историей: важна последовательность совершаемых над объектом действий. Такая зависимость поведения от событий и от времени объясняется тем, что у объекта есть внутреннее состояние. Для торгового автомата, например, состояние определяется суммой денег, опущенных до нажатия кнопки выбора. Другая важная информация - это набор воспринимаемых монет и запас напитков.  На основе этого примера дадим следующее низкоуровневое определение:  *Состояние объекта характеризуется перечнем (обычно статическим) всех свойств данного объекта и текущими (обычно динамическими) значениями каждого из этих свойств.*  Одним из свойств торгового автомата является способность принимать монеты. Это статическое (фиксированное) свойство, в том смысле, что оно - существенная характеристика торгового автомата. С другой стороны, этому свойству соответствует динамическое значение, характеризующее количество принятых монет. Сумма увеличивается по мере опускания монет в автомат и уменьшается, когда продавец забирает деньги из автомата. В некоторых случаях значения свойств объекта могут быть статическими (например, заводской номер автомата), поэтому в данном определении использован термин "обычно динамическими".  К числу свойств объекта относятся присущие ему или приобретаемые им характеристики, черты, качества или способности, делающие данный объект самим собой. Например, для лифта характерным является то, что он сконструирован для поездок вверх и вниз, а не горизонтально. Перечень свойств объекта является, как правило, статическим, поскольку эти свойства составляют неизменяемую основу объекта. Мы говорим "как правило", потому что в ряде случаев состав свойств объекта может изменяться. Примером может служить робот с возможностью самообучения. Робот первоначально может рассматривать некоторое препятствие как статическое, а затем обнаруживает, что это дверь, которую можно открыть. В такой ситуации по мере получения новых знаний изменяется создаваемая роботом концептуальная модель мира.  Все свойства имеют некоторые значения. Эти значения могут быть простыми количественными характеристиками, а могут ссылаться на другой объект. Состояние лифта может описываться числом 3, означающим номер этажа, на котором лифт в данный момент находится. Состояние торгового автомата описывается в терминах других объектов, например, имеющихся в наличии напитков. Конкретные напитки - это самостоятельные объекты, отличные от торгового автомата (их можно пить, а автомат нет, и совершать с ними иные действия).  Таким образом, мы установили различие между объектами и простыми величинами: простые количественные характеристики (например, число 3) являются "постоянными, неизменными и непреходящими", тогда как объекты "существуют во времени, изменяются, имеют внутреннее состояние, преходящи и могут создаваться, уничтожаться и разделяться" [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.6)].  Тот факт, что всякий объект имеет состояние, означает, что всякий объект занимает определенное пространство (физически или в памяти компьютера).  **Примеры.** Предположим, что на языке C++ нам нужно создать регистрационные записи о сотрудниках. Можно сделать это следующим образом:  **struct PersonnelRecord {**  **char name[100];  int socialSecurityNumber;  char department[10];  float salary;**  **};**  Каждый компонент в приведенной структуре обозначает конкретное свойство нашей абстракции регистрационной записи. Описание определяет не объект, а класс, поскольку оно не вводит какой-либо конкретный экземпляр [Точнее, это описание определяет структуру в C++, семантика которой соответствует классу, у которого все поля открыты. Таким образом, структуры - это неинкапсулированные абстракции]. Для того чтобы создать объекты данного класса, необходимо написать следующее:  **PersonnelRecord deb, dave, karen, jim, torn, denise, kaitlyn, krista, elyse;**  В данном случае объявлено девять различных объектов, каждый из которых занимает определенный участок в памяти. Хотя свойства этих объектов являются общими (их состояние представляется единообразно), в памяти объекты не пересекаются и занимают каждый свое место. На практике принято ограничивать доступ к состоянию объекта, а не делать его общедоступным, как в предыдущем определении класса. С учетом сказанного, изменим данное определение следующим образом:  **class PersonnelRecord {  public:**  **char\* employeeName() const;  int employeeSocialSecurityNumber() const;  char\* employeeDepartment() const;**  **protected:**  **char name[100];  int socialSecurityNumber;  char department[10];  float salary;**  **};**  Новое определение несколько сложнее предыдущего, но по ряду соображений предпочтительнее [К вопросу о стилях: по критериям, которые вводятся в этой главе далее, предложенное определение класса PersonnelRecord - это далеко не шедевр. Мы хотим здесь только показать семантику состояния класса. Иметь в классе функцию, которая возвращает значение char\*, часто опасно, так как это нарушает парадигму защиты памяти: если метод отводит себе память, за которую получивший к ней доступ клиент не отвечает, результатом будет замусоривание памяти. В наших системах мы предпочитаем использовать параметризованный класс строк переменной длины, который можно найти в базовой библиотеке классов, вроде той, что описана в главе 9. И еще: классы - это больше чем структуры из С с синтаксисом классов C++; как объясняется в главе 4, классификация требует определенного согласования структуры и поведения]. В частности, в новом определении реализация класса скрыта от других объектов. Если реализация класса будет в дальнейшем изменена, код придется перекомпилировать, но семантически клиенты не будут зависеть от этих изменении (то есть их код сохранится). Кроме того, решается также проблема занимаемой объектом памяти за счет явного определения операций, которые разрешены клиентам над объектами данного класса. В частности, мы даем всем клиентам право узнать имя, код социальной защиты и место работы сотрудника, но только особым клиентам (а именно, подклассам данного класса) разрешено устанавливать значения указанных параметров. Только этим специальным клиентам разрешен доступ к сведениям о заработной плате. Другое достоинство последнего определения связано с возможностью его повторного использования. В следующем разделе мы увидим, что механизм наследования позволяет повторно использовать абстракцию, а затем уточнить и многими способами специализировать ее.  В заключение скажем, что все объекты в системе инкапсулируют некоторое состояние, и все состояние системы инкапсулировано в объекты. Однако, инкапсуляция состояния объекта - это только начало, которого недостаточно, чтобы мы могли охватить полный смысл абстракций, которые мы вводим при разработке. По этой причине нам нужно разобраться, как объекты функционируют.  **Поведение**  **Что такое поведение.** Объекты не существуют изолированно, а подвергаются воздействию или сами воздействуют на другие объекты.  *Поведение - это то, как объект действует и реагирует; поведение выражается в терминах состояния объекта и передачи сообщений.*  Иными словами, поведение объекта - это его наблюдаемая и проверяемая извне деятельность.  Операцией называется определенное воздействие одного объекта на другой с целью вызвать соответствующую реакцию. Например, клиент может активизировать операции append и pop для того, чтобы управлять объектом-очередью (добавить или изъять элемент). Существует также операция length, которая позволяет определить размер очереди, но не может изменить это значение. В чисто объектно-ориентированном языке, таком как Smalltalk, принято говорить о передаче сообщений между объектами. В языках типа C++, в которых четче ощущается процедурное прошлое, мы говорим, что один объект вызывает функцию-член другого. В основном понятие *сообщение* совпадает с понятием *операции* над объектами, хотя механизм передачи различен. Для наших целей эти два термина могут использоваться как синонимы.  В объектно-ориентированных языках операции, выполняемые над данным объектом, называются *методами* и входят в определение класса объекта. В C++ они называются *функциями-членами*. Мы будем использовать эти термины как синонимы.  Передача сообщений - это одна часть уравнения, задающего поведение. Из нашего определения следует, что состояние объекта также влияет на его поведение. Рассмотрим торговый автомат. Мы можем сделать выбор, но поведение автомата будет зависеть от его состояния. Если мы не опустили в него достаточную сумму, скорее всего ничего не произойдет. Если же денег достаточно, автомат выдаст нам желаемое (и тем самым изменит свое состояние). Итак, поведение объекта определяется выполняемыми над ним операциями и его состоянием, причем некоторые операции имеют побочное действие: они изменяют состояние. Концепция побочного действия позволяет уточнить наше определение состояния:  *Состояние объекта представляет суммарный результат его поведения.*  Наиболее интересны те объекты, состояние которых не статично: их состояние изменяется и запрашивается операциями.  Примеры. Опишем на языке C++ класс Queue (очередь):  **class Queue {  public:**  **Queue();  Queue(const Queue&);  virtual ~Queue();  virtual Queue& operator=(const Queue&);  virtual int operator==(const Queue&) const;  int operator!=(const Queue&) const;  virtual void clear();  virtual void append(const void\*);  virtual void pop();  virtual void remove(int at);  virtual int length() const;  virtual int isEmpty() const;  virtual const void\* front() const;  virtual int location(const void\*);**  **protected:  ...  };**  В определении класса используется обычная для С идиома ссылки на данные неопределенного типа с помощью void\*, благодаря чему в очередь можно вставлять объекты разных классов. Эта техника не безопасна - клиент должен ясно понимать, с каким (какого класса) объектом он имеет дело. Кроме того, при использовании void\* очередь не "владеет" объектами, которые в нее помещены. Деструктор ~Queue() уничтожает очередь, но не ее участников. В следующем разделе мы рассмотрим параметризованные типы, которые помогают справляться с такими проблемами.  Так как определение Queue задает класс, а не объект, мы должны объявить экземпляры класса, с которыми могут работать клиенты:  **Queue a, b, c, d;**  Мы можем выполнять операции над объектами:  **a.append(&deb);  a.append(&karen);  a.append (&denise);  b = a;  a.pop();**  Теперь очередь **а** содержит двух сотрудников (первой стоит karen), а очередь **b** - троих (первой стоит deb). Таким образом, очереди имеют определенное состояние, которое влияет на их будущее поведение - например, одну очередь можно безопасно продвинуть (pop) еще два раза, а вторую - три.  **Операции.** Операция - это услуга, которую класс может предоставить своим клиентам. На практике типичный клиент совершает над объектами операции пяти видов [Липпман предложил несколько иную классификацию: функции управления, функции реализации, вспомогательные функции (все виды модификаторов) и функции доступа (эквивалентные селекторам) [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.7)]]. Ниже приведены три наиболее распространенные операции:    |  |  | | --- | --- | | ® Модификатор | Операция, которая изменяет состояние объекта | | ® Селектор | Операция, считывающая состояние объекта, но не меняющая состояния | | ® Итератор | Операция, позволяющая организовать доступ ко всем частям объекта в строго определенной последовательности |   Поскольку логика этих операций весьма различна, полезно выбрать такой стиль программирования, который учитывает эти различия в коде программы. В нашей спецификации класса **Queue** мы вначале перечислили все модификаторы (функции-члены без спецификаторов const - clear, append, pop, remove), а потом все селекторы (функции со спецификаторами const - length, isEmpty, front и location). Позднее в главе 9, следуя нашему стилю, мы определим отдельный класс, который действует как агент, отвечающий за итеративный просмотр очередей.  Две операции являются универсальными; они обеспечивают инфраструктуру, необходимую для создания и уничтожения экземпляров класса:    |  |  | | --- | --- | | ® Конструктор | Операция создания объекта и/или его инициализации | | ® Деструктор | Операция, освобождающая состояние объекта и/или разрушающая сам объект |   В языке C++ конструктор и деструктор составляют часть описания класса, тогда как в Smalltalk и CLOS эти операторы определены в протоколе метакласса (то есть класса класса).  В чисто объектно-ориентированных языках, таких как Smalltalk, операции могут быть только методами, так как процедуры и функции вне классов в этом языке определять не допускается. Напротив, в языках Object Pascal, C++, CLOS и Ada допускается описывать операции как независимые от объектов подпрограммы. В C++ они называются функциями-нечленами; мы же будем здесь называть их свободными подпрограммами. Свободные подпрограммы - это процедуры и функции, которые выполняют роль операций высокого уровня над объектом или объектами одного или разных классов. Свободные процедуры группируются в соответствии с классами, для которых они создаются. Это дает основание называть такие пакеты процедур утилитами класса. Например, для определенного выше класса **Queue**можно написать следующую свободную процедуру:  **void copyUntilFound(Queue& from, Queue& to, void\* item)  {**  **while ((!from.isEmpty()) && (from.front() != item))  {**  **to.append(from.front());  from.pop();**  **}**  **}**  Смысл в том, что содержимое одной очереди переходит в другую до тех пор, пока в голове первой очереди не окажется заданный объект. Это операция высокого уровня; она строится на операциях-примитивах класса Queue.  В C++ (и Smalltalk) принято собирать все логически связанные свободные подпрограммы и объявлять их частью некоторого класса, не имеющего состояния. Все такие функции будут статическими.  Таким образом, можно утверждать, что все методы - операции, но не все операции - методы: некоторые из них представляют собой свободные подпрограммы. Мы склонны использовать только методы, хотя, как будет показано в следующем разделе, иногда трудно удержаться от искушения, особенно если операция по своей природе выполняется над несколькими объектами разных классов и нет никаких причин объявить ее операцией именно одного класса, а не другого.  **Роли и ответственности.** Совокупность всех методов и свободных процедур, относящихся к конкретному объекту, образует протокол этого объекта. Протокол, таким образом, определяет поведение объекта, охватывающее все его статические и динамические аспекты. В самых нетривиальных абстракциях полезно подразделять протокол на частные аспекты поведения, которые мы будет называть ролями. Адамс говорит, что роль - это маска, которую носит объект [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.8)]; она определяет контракт абстракции с ее клиентами.  Объединяя наши определения состояния и поведения объекта, Вирфс-Брок вводит понятие ответственности. "Ответственности объекта имеют две стороны - знания, которые объект поддерживает, и действия, которые объект может исполнить. Они выражают смысл его предназначения и место в системе. Ответственность понимается как совокупность всех услуг и всех контрактных обязательств объекта" [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.9)]. Таким образом можно сказать, что состояние и поведение объекта определяют исполняемые им роли, а те, в свою очередь, необходимы для выполнения ответственности данной абстракции.  Действительно большинство интересных объектов исполняют в своей жизни разные роли, например [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.10)]:  Банковский счет может быть в хорошем или плохом состоянии (две роли), и от этой роли зависит, что произойдет при попытке снятия с него денег.  Для фондового брокера пакет акций - это товар, который можно покупать или продавать, а для юриста это знак обладания определенными правами.  В течении дня одна и та же персона может играть роль матери, врача, садовника и кинокритика.  Роли банковского счета являются динамическими и взаимоисключающими. Роли пакета акций слегка перекрываются, но каждая из них зависит от того, что клиент с ними делает. В случае персоны роли динамически изменяются каждую минуту.  Как мы увидим в главах 4 и 6, мы часто начинаем наш анализ с перечисления разных ролей, которые может играть объект. Во время проектирования мы выделяем эти роли, вводя конкретные операции, выполняющие ответственности каждой роли.  **Объекты как автоматы.** Наличие внутреннего состояния объектов означает, что порядок выполнения операций имеет существенное значение. Это наводит на мысль представить объект в качестве маленькой независимой машины [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.11)]. Действительно, для ряда объектов такой временной порядок настолько существен, что наилучшим способом их формального описания будет конечный автомат. В главе 5 мы введем обозначения для описания иерархических конечных автоматов, которые можно использовать для выражения соответствующей семантики.  Продолжая аналогию с машинами, можно сказать, что объекты могут быть активными и пассивными. Активный объект имеет свой поток управления, а пассивный - нет. Активный объект в общем случае автономен, то есть он может проявлять свое поведение без воздействия со стороны других объектов. Пассивный объект, напротив, может изменять свое состояние только под воздействием других объектов. Таким образом, активные объекты системы - источники управляющих воздействий. Если система имеет несколько потоков управления, то и активных объектов может быть несколько. В последовательных системах обычно в каждый момент времени существует только один активный объект, например, главное окно, диспетчер которого ловит и обрабатывает все сообщения. В таком случае остальные объекты пассивны: их поведение проявляется, когда к ним обращается активный объект. В других видах последовательных архитектур (системы обработки транзакций) нет явного центра активности, и управление распределено среди пассивных объектов системы.  **Идентичность**  **Семантика.** Хошафян и Коуплэнд предложили следующее определение:  *"Идентичность - это такое свойство объекта, которое отличает его от всех других объектов" [*[*12*](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.12)*].*  Они отмечают, что "в большинстве языков программирования и управления базами данных для различения временных объектов их именуют, тем самым путая адресуемость и идентичность. Большинство баз данных различают постоянные объекты по ключевому атрибуту, тем самым смешивая идентичность и значение данных". Источником множества ошибок в объектно-ориентированном программировании является неумение отличать имя объекта от самого объекта.  **Примеры.** Начнем с определения точки на плоскости.  **struct Point {**  **int x;  int y;  Point() : x(0), y(0) {}  Point(int xValue, int yValue) : x(xValue), y(yValue) {)**  **};**  Мы определили point как структуру, а не как полноценный класс. Правило, на основании которого мы так поступили, очень просто. Если абстракция представляет собой собрание других объектов без какого-либо собственного поведения, мы делаем ее структурой. Однако, когда наша абстракция подразумевает более сложное поведение, чем простой доступ к полям структуры, то нужно определять класс. В данном случае абстракция point - это просто пара координат (x, y). Для удобства предусмотрено два конструктора: один инициализирует точку нулевыми значениями координат, а другой - некоторыми заданными значениями.  Теперь определим экранный объект (DisplayItem). Это абстракция довольно обычна для систем с графическим интерфейсом (GUI) - она является базовым классом для всех объектов, которые можно отображать в окне. Мы хотим сделать его чем-то большим, чем просто совокупностью точек. Надо, чтобы клиенты могли рисовать, выбирать объекты и перемещать их по экрану, а также запрашивать их положение и состояние. Мы записываем нашу абстракцию в виде следующего объявления на C++:  **class DisplayItem { public:**  **DisplayItem();  DisplayItem(const Point& location);  virtual ~DisplayItem();  virtual void draw();  virtual void erase();  virtual void select();  virtual void unselect();  virtual void move(const Point& location);  int isSelected() const;  Point location() const;  int isUnder(const Point& location) const;**  **protected:  ...  };**  В этом объявлении мы намеренно опустили конструкторы, а также операторы для копирования, присваивания и проверки на равенство. Их мы оставим до следующего раздела.  Мы ожидаем, что у этого класса будет много наследников, поэтому деструктор и все модификаторы объявлены виртуальными. В особенности это относится к draw. Напротив, селекторы скорее всего не будут переопределяться в подклассах. Заметьте, что один из них, isUnder, должен вычислять, накрывает ли объект данную точку, а не просто возвращать значение какого-то свойства.  Объявим экземпляры указанных классов:  **DisplayItem item1;  DisplayItem\* item2 = new DisplayItem(Point(75, 75));  DisplayItem\* item3 = new DisplayItem(Point(100, 100));  DisplayItem\* item4 = 0;**  Рис. 3-1а показывает, что при выполнении этих операторов возникают четыре имени и три разных объекта. Конкретно, в памяти будут отведены четыре места под имена **item1**, **item2**, **item3**, **item4**. При этом **item1** будет именем объекта класса **DisplayItem**, а три других будут указателями. Кроме того, лишь **item2** и **item3** будут на самом деле указывать на объекты класса **DisplayItem**. У объектов, на которые указывают **item2** и **item3**, к тому же нет имен, хотя на них можно ссылаться "разыменовывая" соответствующие указатели: например, \***item2**. Поэтому мы можем сказать, что**item2** указывает на отдельный объект класса DisplayItem, на имя которого мы можем косвенно ссылаться через \***item2**. Уникальная идентичность (но не обязательно имя) каждого объекта сохраняется на все время его существования, даже если его внутреннее состояние изменилось. Эта ситуация напоминает парадокс Зенона о реке: может ли река быть той же самый, если в ней каждый день течет разная вода?   http://www.helloworld.ru/texts/comp/other/oop/pic03_01.gif  *Рис. 3-1. Идентичность объектов.*  Рассмотрим результат выполнения следующих операторов (рис. 3-1б):  **item1.move(item2->location());  item4 = item3;  item4->move(Point(38, 100));**  Объект **item1** и объект, на который указывает **item2**, теперь относятся к одной и той же точке экрана. Указатель **item4**стал указывать на тот же объект, что и **item3**. Кстати, заметьте разницу между выражениями "объект **item2**" и "объект, на который указывает **item2**". Второе выражение более точно, хотя для краткости мы часто будем использовать их как синонимы.  Хотя объект **item1** и объект, на который указывает **item2**, имеют одинаковое состояние, они остаются разными объектами. Кроме того, мы изменили состояние объекта **\*item3**, использовав его новое косвенное имя **item4**. Эта ситуация, которую мы называем структурной зависимостью, подразумевая под этим ситуацию, когда объект именуется более чем одним способом несколькими синонимичными именами. Структурная зависимость порождает в объектно-ориентированном программировании много проблем. Трудность распознания побочных эффектов при действиях с синонимичными объектами часто приводит к "утечкам памяти", неправильному доступу к памяти, и, хуже того, непрогнозируемому изменению состояния. Например, если мы уничтожим объект через указатель **item3**, то значение указателя **item4** окажется бессмысленным; эта ситуация называется повисшей ссылкой. На рис. 3-1в иллюстрируется результат выполнения следующих действий:  **item2 = &item1;  item4->move(item2->location());**  В первой строке создается синоним: **item2** указывает на тот же объект, что и **item1**. Во второй доступ к состоянию**item1** получен через этот новый синоним. К сожалению, при этом произошла утечка памяти, - объект, на который первоначально указывала ссылка **item2**, никак не именуется ни прямо, ни косвенно, и его идентичность потеряна. В Smalltalk и CLOS память, отведенная под объекты, будет вновь возвращена системе сборщиком мусора. В языках типа C++ такая память не освобождается, пока не завершится программа, создавшая объект. Такие утечки памяти могут вызвать и просто неудобство, и крупные сбои, особенно, если программа должна непрерывно работать длительное время [Представьте себе утечку памяти в программе управления спутником или сердечным стимулятором. Перезапуск компьютера на спутнике в нескольких миллионах километров от Земли очень неудобен. Аналогично, непредсказуемая сборка мусора в программе, управляющей стимулятором, может оказаться смертельным для пациента. В таких случаях разработчики систем реального времени предпочитают воздерживаться от динамического распределения памяти].  Копирование, присваивание и равенство. Структурная зависимость имеет место, когда объект имеет несколько имен. В наиболее интересных приложениях объектно-ориентированного подхода использование синонимов просто неизбежно. Например, рассмотрим следующие две функции:  **void highLight(DisplayItem& i);  void drag(DisplayItem i); // Опасно**  Если вызвать первую функцию с параметром **item1**, будет создан псевдоним: формальный параметр **i** означает указатель на фактический параметр, и следовательно **item1** и **i** именуют один и тот же объект во время выполнения функции. При вызове второй функции с аргументом **item1** ей передается новый объект, являющийся копией **item1**: **i**обозначает совершенно другой объект, хотя и с тем же состоянием, что и **item1**. В C++ различается передача параметров по ссылке и по значению. Надо следить за этим, иначе можно нечаянно изменить копию объекта, желая изменить сам объект [В Smalltalk семантика передачи объектов методам в качестве аргументов является по своему духу эквивалентом передачи параметра по ссылке в C++]. Как мы увидим в следующем разделе, передача объектов по ссылке в C++ необходима для программирования полиморфного поведения. В общем случае, передача объектов по ссылке крайне желательна для достаточно сложных объектов, поскольку при этом копируется ссылка, а не состояние, и следовательно, достигается большая эффективность (за исключением тех случаев, когда передаваемое значение очень простое).  В некоторых обстоятельствах, однако, подразумевается именно копирование. В языках типа C++ семантику копирования можно контролировать. В частности, мы можем ввести копирующий конструктор в определение класса, как в следующем фрагменте кода, который можно было бы включить в описание класса **DisplayItem**:  **DisplayItem(const DisplayItem&);**  В C++ копирующий конструктор может быть вызван явно (как часть описания объекта) или неявно (с передачей объекта по значению). Отсутствие этого специального конструктора вызывает копирующий конструктор, действующий по умолчанию, который копирует объект поэлементно. Однако, когда объект содержит ссылки или указатели на другие объекты, такая операция приводит к созданию синонимов указателей на объекты, что делает поэлементное копирование опасным. Мы предлагаем эмпирическое правило: разрешать неявное размножение путем копирования только для объектов, содержащих исключительно примитивные значения, и делать его явным для более сложных объектов.  Это правило поясняет то, что некоторые языки называют "поверхностным" и "глубоким" копированием. Чтобы копировать объект, в языке Smalltalk введены методы **shallowCopy** (метод копирует только объект, а состояние является разделяемым) и **deepCopy** (метод копирует объект и состояние, если нужно - рекурсивно). Переопределяя эти методы для классов с агрегацией, можно добиваться эффекта "глубокого" копирования для одних частей объекта, и "поверхностного" копирования остальных частей.  Присваивание - это, вообще говоря, копирование. В C++ его смысл тоже можно изменять. Например, мы могли бы добавить в определение класса **DisplayItem** следующую строку:  **virtual DisplayItem& operator=(const DisplayItem&);**  Этот оператор намеренно сделан виртуальным, так как ожидается, что подклассы будут его переопределять. Как и в случае копирующего конструктора, копирование можно сделать "глубоким" и "поверхностным". Если оператор присваивания не переопределен явно, то по умолчанию объект копируется поэлементно.  С вопросом присваивания тесно связан вопрос равенства. Хотя вопрос кажется простым, равенство можно понимать двумя способами. Во-первых, два имени могут обозначать один и тот же объект. Во-вторых, это может быть равенство состояний у двух разных объектов. В примере на рис. 3-1в оба варианта тождественности будут справедливы для **item1**и **item2**. Однако для **item2** и **item3** истинным будет только второй вариант.  В C++ нет предопределенного оператора равенства, поэтому мы должны определить равенство и неравенство, объявив эти операторы при описании:  **virtual int operator=(const DisplayItem&) const; int operator!=(const DisplayItem&) const;**  Мы предлагаем описывать оператор равенства как виртуальный (так как ожидаем, что подклассы могут переопределять его поведение), и описывать оператор неравенства как невиртуальный (так как хотим, чтобы он всегда был логическим отрицанием равенства: подклассам не следует переопределять это).  Аналогичным образом мы можем создавать операторы сравнения объектов типа >= и <=.  **Время жизни объектов.** Началом времени существования любого объекта является момент его создания (отведение участка памяти), а окончанием - возвращение отведенного участка памяти системе.  Объекты создаются явно или неявно. Есть два способа создать их явно. Во-первых, это можно сделать при объявлении (как это было с **item1**): тогда объект размещается в стеке. Во-вторых, как в случае **item3**, можно разместить объект, то есть выделить ему память из "кучи". В C++ в любом случае при этом вызывается конструктор, который выделяет известное ему количество правильно инициализированной памяти под объект. В Smalltalk этим занимаются метаклассы, о семантике которых мы поговорим позже.  Часто объекты создаются неявно. Так, передача параметра по значению в C++ создает в стеке временную копию объекта. Более того, создание объектов транзитивно: создание объекта тянет за собой создание других объектов, входящих в него. Переопределение семантики копирующего конструктора и оператора присваивания в C++ разрешает явное управление тем, когда части объекта создаются и уничтожаются. К тому же в C++ можно переопределять и оператор **new**, тем самым изменяя политику управления памятью в "куче" для отдельных классов.  В Smalltalk и некоторых других языках при потере последней ссылки на объект его забирает сборщик мусора. В языках без сборки мусора, типа C++, объекты, созданные в стеке, уничтожаются при выходе из блока, в котором они были определены, но объекты, созданные в "куче" оператором **new**, продолжают существовать и занимать место в памяти: их необходимо явно уничтожать оператором **delete**. Если объект "забыть", не уничтожить, это вызовет, как уже было сказано выше, утечку памяти. Если же объект попробуют уничтожить повторно (например, через другой указатель), последствием будет сообщение о нарушении памяти или полный крах системы.  При явном или неявном уничтожении объекта в C++ вызывается соответствующий деструктор. Его задача не только освободить память, но и решить, что делать с другими ресурсами, например, с открытыми файлами [Деструкторы не освобождают автоматически память, размещенную оператором **new**, программисты должны явно освободить ее].  Уничтожение долгоживущих объектов имеет несколько другую семантику. Как говорилось в предыдущей главе, некоторые объекты могут быть долгоживущими; под этим понимается, что их время жизни может выходить за время жизни породивших их программ. Обычно такие объекты являются частью некой долговременной объектной структуры, поэтому вопросы их жизни и смерти относятся скорее к политике соответствующей объектно-ориентированной базы данных. В таких системах для обеспечения долгой жизни наиболее принят подход на основе постоянных "подмешиваемых классов". Все объекты, которым мы хотим обеспечить долгую жизнь, должны наследовать от этих классов.  3.2. Отношения между объектами  **Типы отношений**  Сами по себе объекты не представляют никакого интереса: только в процессе взаимодействия объектов реализуется система. По выражению Ингалса: "Вместо процессора, беззастенчиво перемалывающего структуры данных, мы получаем сообщество хорошо воспитанных объектов, которые вежливо просят друг друга об услугах" [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.13)]. Самолет, по определению, "совокупность элементов, каждый из которых по своей природе стремится упасть на землю, но за счет совместных непрерывных усилий преодолевающих эту тенденцию" [[14](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.14)]. Он летит только благодаря согласованным усилиям своих компонентов.  Отношения двух любых объектов основываются на предположениях, которыми один обладает относительно другого: об операциях, которые можно выполнять, и об ожидаемом поведении. Особый интерес для объектно-ориентированного анализа и проектирования представляют два типа иерархических соотношений объектов:  связи;  агрегация.  Зайдевиц и Старк назвали эти два типа отношений отношениями старшинства и "родитель/потомок" соответственно [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.15)].  **Связи**  **Семантика.** Мы заимствуем понятие связи у Румбаха, который определяет его как "физическое или концептуальное соединение между объектами" [[16](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.16)]. Объект сотрудничает с другими объектами через связи, соединяющие его с ними. Другими словами, связь - это специфическое сопоставление, через которое клиент запрашивает услугу у объекта-сервера или через которое один объект находит путь к другому.  На рис. 3-2 показано несколько разных связей. Они отмечены линиями и означают как бы пути прохождения сообщений. Сами сообщения показаны стрелками (соответственно их направлению) и помечены именем операции. На рисунке объект **aController** связан с двумя объектами класса **DisplayItem** (объекты **a** и **b**). В свою очередь, оба, вероятно, связаны с **aView**, но нам была интересна только одна из этих связей. Только вдоль связи один объект может послать сообщение другому.  Связь между объектами и передача сообщений обычно односторонняя (как на рисунке; хотя технически она может быть и взаимной). Как мы увидим в главе 5, подобное разделение прав и обязанностей типично для хорошо структурированных объектных систем [На самом деле организация объектов, показанная на рис. 3-2, встречается настолько часто, что ее можно считать типовым проектным решением. В Smalltalk аналогичный механизм известен как MVC, model/view/controller (модель/представление/контроллер). Как мы увидим в следующей главе, хорошо структурированные системы имеют много таких опознаваемых типовых решений]. Заметьте также, что хотя передаваемое сообщение инициализировано клиентом (в данном случае **aController**), данные передаются в обоих направлениях. Например, когда **aController**вызывает операцию move для пересылки данных объекту а, данные передаются от клиента серверу, но при выполнении операции **isUnder** над объектом **b**, результат передается от сервера клиенту.  Участвуя в связи, объект может выполнять одну из следующих трех ролей:  ® **Актер** [Actor - это деятель, исполнитель. А исполнитель ролей, это и есть актер. - Примеч. ред.]. Объект может воздействовать на другие объекты, но сам никогда не подвергается воздействию других объектов; в определенном смысле это соответствует понятию активный объект.   http://www.helloworld.ru/texts/comp/other/oop/pic03_02.gif  *Рис. 3-2. Связи.*  ® **Сервер**. Объект может только подвергаться воздействию со стороны других объектов, но он никогда не выступает в роли воздействующего объекта.  ® **Агент**. Такой объект может выступать как в активной, так и в пассивной роли; как правило, объект-агент создается для выполнения операций в интересах какого-либо объекта-актера или агента.  На рис. 3-2 объект **aController** выступает как актер, объект **a** - как агент и объект **aView** - как сервер.  **Пример.** Во многих промышленных процессах требуется непрерывное изменение температуры. Необходимо поднять температуру до заданного значения, выдержать заданное время и понизить до нормы. Профиль изменения температуры у разных процессов разный; зеркало телескопа надо охлаждать очень медленно, а закаляемую сталь очень быстро.  Абстракция нагрева имеет достаточно четкое поведение, что дает нам право на описание такого класса. Сначала определим тип, значение которого задает прошедшее время в минутах.  **// Число прошедших минут typedef unsigned int Minute;**  Теперь опишем сам класс **TemperatureRamp**, который по смыслу задает функцию времени от температуры:  **class TemperatureRamp {  public:**  **TemperatureRamp();  virtual ~TemperatureRamp();  virtual void clear();  virtual void bind (Temperature, Minute);  Temperature TemperatureAt (Minute);**  **protected:  ...  };**  Выдерживая наш стиль, мы описали некоторые из операций виртуальными, так как ожидаем, что этот класс будет иметь подклассы.  На самом деле в смысле поведения нам надо нечто большее, чем просто зависимость температуры от времени. Пусть, например, известно, что на 60-й минуте должна быть достигнута температура 250ЂF, а на 180-й - 150ЂF. Спрашивается, какой она должна быть на 120-й минуте? Это требует линейной интерполяции, так что требуемое от абстракции поведение усложняется.  Вместе с тем, управления нагревателем, поддерживающего требуемый профиль, мы от этой абстракции не требуем. Мы предпочитаем разделение понятий, при котором нужное поведение достигается взаимодействием трех объектов: экземпляра **TemperatureRamp**, нагревателя и контроллера. Класс **TemperatureController** можно определить так:  **class TemperatureController {  public:**  **TemperatureController(Location);  ~TemperatureController();  void process(const TemperatureRamp&);  Minute schedule(const TemperatureRamp&) const;**  **private:  ...  };**  Тип **Location** был определен в главе 2. Заметьте, что мы не ожидаем наследования от этого класса и поэтому не объявляем в нем никаких виртуальных функций.  Операция **process** обеспечивает основное поведение этой абстракции; ее назначение - передать график изменения температуры нагревателю, установленному в конкретном месте. Например, объявим:  **TemperatureRamp growingRamp;  TemperatureController rampController(7);**  Теперь зададим пару точек и загрузим план в контроллер::  **growingRamp.bind (250, 60);  growingRamp.bind(150, 180);  rampController.process(growingRamp);**  В этом примере **rampController** - агент, ответственный за выполнение температурного плана, он использует объект**growingRamp** как сервер. Эта связь проявляется хотя бы в том, что **rampController** явно получает **growingRamp** в качестве параметра одной из своих операций.  Одно замечание по поводу нашего стиля. На первый взгляд может показаться, что наши абстракции - лишь объектные оболочки для элементов, полученных в результате обычной функциональной декомпозиции. Пример операции **schedule**показывает, что это не так. Объекты класса **TemperatureController** имеют достаточно интеллекта, чтобы определять расписание для конкретных профилей, и мы включаем эту операцию как дополнительное поведение нашей абстракции. В некоторых энергоемких технологиях (например, плавка металлов) можно существенно выиграть, если учитывать остывание установки и тепло, остающееся после предыдущей плавки. Поскольку существует операция **schedule**, клиент может запросить объект **TemperatureController**, чтобы тот рекомендовал оптимальный момент запуска следующего нагрева.  Видимость. Пусть есть два объекта А и в и связь между ними. Чтобы А мог послать сообщение в, надо, чтобы в был в каком-то смысле видим для А. Мы можем не заботиться об этом на стадии анализа, но когда дело доходит до реализации системы, мы должны обеспечить видимость связанных объектов.  В предыдущем примере объект **rampController** видит объект **growingRamp**, поскольку оба они объявлены в одной области видимости и потому, что **growingRamp** передается объекту **rampController** в качестве параметра. В принципе есть следующие четыре способа обеспечить видимость.  Сервер глобален по отношению к клиенту.  Сервер (или указатель на него) передан клиенту в качестве параметра операции.  Сервер является частью клиента.  Сервер локально порождается клиентом в ходе выполнения какой-либо операции.  Какой именно из этих способов выбрать - зависит от тактики проектирования.  **Синхронизация.** Когда один объект посылает по связи сообщение другому, связанному с ним, они, как говорят, синхронизируются. В строго последовательном приложении синхронизация объектов и состоит в запуске метода (см. врезку ниже). Однако в многопоточной системе объекты требуют более изощренной схемы передачи сообщений, чтобы разрешить проблемы взаимного исключения, типичные для параллельных систем. Активные объекты сами по себе выполняются как потоки, поэтому присутствие других активных объектов на них обычно не влияет. Если же активный объект имеет связь с пассивным, возможны следующие три подхода к синхронизации:  Последовательный - семантика пассивного объекта обеспечивается в присутствии только одного активного процесса.  Защищенный - семантика пассивного объекта обеспечивается в присутствии многих потоков управления, но активные клиенты должны договориться и обеспечить взаимное исключение.  Синхронный - семантика пассивного объекта обеспечивается в присутствии многих потоков управления; взаимное исключение обеспечивает сервер.  Все объекты, описанные в этой главе, были последовательными. В главе 9 мы рассмотрим остальные варианты более подробно.  **Агрегация**  **Семантика.** В то время, как связи обозначают равноправные или "клиент-серверные" отношения между объектами, агрегация описывает отношения целого и части, приводящие к соответствующей иерархии объектов, причем, идя от целого (агрегата), мы можем придти к его частям (атрибутам). В этом смысле агрегация - специализированный частный случай ассоциации. На рис. 3-3 объект rampController имеет связь с объектом **growingRamp** и атрибут **h** класса **Heater**(нагреватель). В данном случае **rampController** - целое, a **h** - его часть. Другими словами, **h** - часть состояния**rampController**. Исходя из **rampController**, можно найти соответствующий нагреватель. Однако по **h** нельзя найти содержащий его объект (называемый также его контейнером), если только сведения о нем не являются случайно частью состояния **h**.   http://www.helloworld.ru/texts/comp/other/oop/pic03_03.gif  *Рис. 3-3. Агрегация.*  Агрегация может означать физическое вхождение одного объекта в другой, но не обязательно. Самолет состоит из крыльев, двигателей, шасси и прочих частей. С другой стороны, отношения акционера с его акциями - это агрегация, которая не предусматривает физического включения. Акционер монопольно владеет своими акциями, но они в него не входят физически. Это, несомненно, отношение агрегации, но скорее концептуальное, чем физическое по своей природе.  Выбирая одно из двух - связь или агрегацию - надо иметь в виду следующее. Агрегация иногда предпочтительнее, поскольку позволяет скрыть части в целом. Иногда наоборот предпочтительнее связи, поскольку они слабее и менее ограничительны. Принимая решение, надо взвесить все.  Объект, являющийся атрибутом другого объекта (агрегата), имеет связь со своим агрегатом. Через эту связь агрегат может посылать ему сообщения.  **Пример.** Добавим в спецификацию класса **TemperatureController** описание нагревателя:  **Heater h;**  После этого каждый объект **TemperatureController** будет иметь свой нагреватель. В соответствии с нашим определением класса Heater в предыдущей главе мы должны инициализировать нагреватель при создании нового контроллера, так как сам этот класс не предусматривает конструктора по умолчанию. Мы могли бы определить конструктор класса **TemperatureController** следующим образом:  **TemperatureController::TemperatureController(Location 1) : h(1) {}**  3.3. Природа классов  **Что такое класс?**  Понятия класса и объекта настолько тесно связаны, что невозможно говорить об объекте безотносительно к его классу. Однако существует важное различие этих двух понятий. В то время как объект обозначает конкретную сущность, определенную во времени и в пространстве, класс определяет лишь абстракцию существенного в объекте. Таким образом, можно говорить о классе "Млекопитающие", который включает характеристики, общие для всех млекопитающих. Для указания на конкретного представителя млекопитающих необходимо сказать "это - млекопитающее" или "то - млекопитающее".   http://www.helloworld.ru/texts/comp/other/oop/pg111.gif  *Класс представляет набор объектов, которые обладают общей структурой и одинаковым поведением.*  В общепонятных терминах можно дать следующее определение класса: "группа, множество или вид с общими свойствами или общим свойством, разновидностями, отличиями по качеству, возможностями или условиями" [[17](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.17)]. В контексте объектно-ориентированного анализа дадим следующее определение класса:  *Класс - это некое множество объектов, имеющих общую структуру и общее поведение.*  Любой конкретный объект является просто экземпляром класса. Что же не является классом? Объект не является классом, хотя в дальнейшем мы увидим, что класс может быть объектом. Объекты, не связанные общностью структуры и поведения, нельзя объединить в класс, так как по определению они не связаны между собой ничем, кроме того, что все они объекты.  Важно отметить, что классы, как их понимают в большинстве существующих языков программирования, необходимы, но не достаточны для декомпозиции сложных систем. Некоторые абстракции так сложны, что не могут быть выражены в терминах простого описания класса. Например, на достаточно высоком уровне абстракции графический интерфейс пользователя, база данных или система учета как целое, это явные объекты, но не классы [Можно попытаться выразить такие абстракции одним классом, но повторной используемости и возможности наследования не получится. Иметь громоздкий интерфейс - плохая практика, так как большинство клиентов использует только малую его часть. Более того, изменение одной части этого гигантского интерфейса требует обновления каждого из клиентов, независимо от того, затронуло ли его это изменение по сути. Вложенность классов не устраняет этих проблем, а только откладывает их]. Лучше считать их некими совокупностями (кластерами) сотрудничающих классов. Страуструп называет такие кластеры компонентами [[18](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.18)]. Мы же, по причинам, которые будут объяснены в главе 5, называем такие кластеры категориями классов.  **Интерфейс и реализация**  Мейер [[19](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.19)] и Снайдерс [[20](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.20)] высказали идею контрактного программирования:  большие задачи надо разделить на много маленьких и перепоручить их мелким субподрядчикам. Нигде эта идея не проявляет себя так ярко, как в проектировании классов.  По своей природе, класс - это генеральный контракт между абстракцией и всеми ее клиентами. Выразителем обязательств класса служит его интерфейс, причем в языках с сильной типизацией потенциальные нарушения контракта можно обнаружить уже на стадии компиляции.  Идея контрактного программирования приводит нас к разграничению внешнего облика, то есть интерфейса, и внутреннего устройства класса, реализации. Главное в интерфейсе - объявление операций, поддерживаемых экземплярами класса. К нему можно добавить объявления других классов, переменных, констант и исключительных ситуаций, уточняющих абстракцию, которую класс должен выражать. Напротив, реализация класса никому, кроме него самого, не интересна. По большей части реализация состоит в определении операций, объявленных в интерфейсе класса.  Мы можем разделить интерфейс класса на три части:  открытую (public) - видимую всем клиентам;  защищенную (protected) - видимую самому классу, его подклассам и друзьям (friends);  закрытую (private) - видимую только самому классу и его друзьям.  Разные языки программирования предусматривают различные комбинации этих частей. Разработчик может задать права доступа к той или иной части класса, определив тем самым зону видимости клиента.  В частности, в C++ все три перечисленных уровня доступа определяются явно. В дополнение к этому есть еще и механизм друзей, с помощью которого посторонним классам можно предоставить привилегию видеть закрытую и защищенную области класса. Тем самым нарушается инкапсуляция, поэтому, как и в жизни, друзей надо выбирать осторожно. В Ada объявления могут быть сделаны закрытыми или открытыми. В Smalltalk все переменные - закрыты, а методы - открыты. В Object Pascal все поля и операции открыты, то есть никакой инкапсуляции нет [Речь идет о старых версиях Object Pascal - Прим. редактора-2]. В CLOS обобщенные функции открыты, а слоты могут быть закрытыми, хотя узнать их значения все равно можно.  Состояние объекта задается в его классе через определения констант или переменных, помещаемые в его защищенной или закрытой части. Тем самым они инкапсулированы, и их изменения не влияют на клиентов.  Внимательный читатель может спросить, почему же представление объекта определяется в интерфейсной части класса, а не в его реализации. Причины чисто практические: в противном случае понадобились бы объектно-ориентированные процессоры или очень хитроумные компиляторы. Когда компилятор обрабатывает объявление объекта, например, такое:  **DisplayItem item1;**  он должен знать, сколько отвести под него памяти. Если бы эта информация содержалась в реализации класса, нам пришлось бы написать ее полностью, прежде, чем мы смогли бы задействовать его клиентов. То есть, весь смысл отделения интерфейса от реализации был бы потерян.  Константы и переменные, составляющие представление класса, известны под разными именами. В Smalltalk их называют переменные экземпляра, в Object Pascal - поля, в C++ - члены класса, а в CLOS - слоты. Мы часто будем использовать эти термины как синонимы.  **Жизненный цикл класса**  В поведении простых классов можно разобраться, изучая операции их открытой части. Однако поведение более интересных классов (такое как перемещение объекта класса **DisplayItem** или составление расписания для экземпляра класса **TemperatureController**) включает взаимодействие разных операций, входящих в класс. Как уже говорилось выше, объекты таких классов действуют как маленькие машины, части которых взаимодействуют друг с другом, и так как все такие объекты имеют одно и то же поведение, можно использовать класс для описания их общей семантики, упорядоченной по времени и событиям. Как будет показано в главе 5, мы можем описывать динамику поведения объектов, используя модель конечного автомата.  3.4. Отношения между классами  **Типы отношений**  Рассмотрим сходства и различия между следующими классами: цветы, маргаритки, красные розы, желтые розы, лепестки и божьи коровки. Мы можем заметить следующее:  Маргаритка - цветок.  Роза - (другой) цветок.  Красная и желтая розы - розы.  Лепесток является частью обоих видов цветов.  Божьи коровки питаются вредителями, поражающими некоторые цветы.  Из этого простого примера следует, что классы, как и объекты, не существуют изолированно. В каждой проблемной области ключевые абстракции взаимодействуют многими интересными способами, что мы и должны отразить в проекте [[21](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.21)].  Отношения между классами могут означать одно из двух. Во-первых, у них может быть что-то общее. Например, и маргаритки, и розы - это разновидности цветов: и те, и другие имеют ярко окрашенные лепестки, испускают аромат и так далее. Во-вторых, может быть какая-то семантическая связь. Например, красные розы больше похожи на желтые розы, чем на маргаритки. Но между розами и маргаритками больше общего, чем между цветами и лепестками. Также существует симбиотическая связь между цветами и божьими коровками: божьи коровки защищают цветы от вредителей, которые, в свою очередь, служат пищей божьим коровкам.  Известны три основных типа отношений между классами [[22](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.22)]. Во-первых, это отношение "обобщение/специализация" (общее и частное), известное как "is-a". Розы суть цветы, что значит: розы являются специализированным частным случаем, подклассом более общего класса "цветы". Во вторых, это отношение "целое/ часть", известное как "part of". Так, лепестки являются частью цветов. В-третьих, это семантические, смысловые отношения, ассоциации. Например, божьи коровки ассоциируются с цветами - хотя, казалось бы, что у них общего. Или вот: розы и свечи - и то, и другое можно использовать для украшения стола.  Языки программирования выработали несколько общих подходов к выражению отношений этих трех типов. В частности, большинство объектно-ориентированных языков непосредственно поддерживают разные комбинации следующих видов отношений:  ассоциация  наследование  агрегация  использование  инстанцирование  метакласс.  Альтернативой наследованию является делегирование, при этом объекты рассматриваются как прототипы, которые делегируют свое поведение родственным им объектам. Таким образом, классы становятся не нужны [[23](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.23)].  Из шести перечисленных видов отношений наиболее общим и неопределенным является ассоциация. Как мы увидим в главе 6, обычно аналитик констатирует наличие ассоциации и, постепенно уточняя проект, превращает ее в какую-то более специализированную связь.  Наследование, вероятно, следует считать самым интересным семантически. Оно выражает отношение общего и частного. Однако, по нашему опыту, одного наследования недостаточно, чтобы выразить все многообразие явлений и отношений жизни. Полезна также агрегация, отражающая отношения целого и части между экземплярами классов. Нелишне добавить отношение использования, означающее наличие связи между экземплярами классов. Имея дело с языками Ada, Eiffel и C++, нам не обойтись без инстанцирования, которое, подобно наследованию, является специфической разновидностью обобщения. "Метаклассовые" отношения - это нечто совершенно иное, в явном виде встречающееся только в языках Smalltalk и CLOS. Метакласс - это класс классов, что позволяет нам трактовать классы как объекты.   http://www.helloworld.ru/texts/comp/other/oop/pic03_04.gif  *Рис. 3-4. Ассоциация.*  **Ассоциация**  **Пример.** Желая автоматизировать розничную торговую точку, мы обнаруживаем две абстракции - товары и продажи. На рис. 3-4 показана ассоциация, которую мы при этом усматриваем. Класс **Product** - это то, что мы продали в некоторой сделке, а класс **Sale** - сама сделка, в которой продано несколько товаров. Надо полагать, ассоциация работает в обе стороны: задавшись товаром, можно выйти на сделку, в которой он был продан, а пойдя от сделки, найти, что было продано.  В C++ это можно выразить с помощью того, что Румбах называет погребенными указателями [[24](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.24)]. Вот две выдержки из объявления соответствующих классов:  **class Product;**  **class Sale;**  **class Product {  public:  ...  protected:**  **Sale\* lastSale;**  **};**  **class Sale {  public:  ...  protected:**  **Product\*\* productSold;**  **};**  Это ассоциация вида "один-ко-многим": каждый экземпляр товара относится только к одной последней продаже, в то время как каждый экземпляр **Sale** может указывать на совокупность проданных товаров.  **Семантические зависимости.** Как показывает этот пример, ассоциация - смысловая связь. По умолчанию, она не имеет направления (если не оговорено противное, ассоциация, как в данном примере, подразумевает двухстороннюю связь) и не объясняет, как классы общаются друг с другом (мы можем только отметить семантическую зависимость, указав, какие роли классы играют друг для друга). Однако именно это нам требуется на ранней стадии анализа. Итак, мы фиксируем участников, их роли и (как будет сказано далее) мощность отношения.  **Мощность.** В предыдущем примере мы имели ассоциацию "один ко многим". Тем самым мы обозначили ее мощность (то есть, грубо говоря, количество участников). На практике важно различать три случая мощности ассоциации:  "один-к-одному"  "один-ко-многим"  "многие-ко-многим".  Отношение "один-к-одному" обозначает очень узкую ассоциацию. Например, в розничной системе продаж примером могла бы быть связь между классом **Sale** и классом **CreditCardTransaction**: каждая продажа соответствует ровно одному снятию денег с данной кредитной карточки. Отношение "многие-ко-многим" тоже нередки. Например, каждый объект класса **Customer** (покупатель) может инициировать транзакцию с несколькими объектами класса **Saleperson**(торговый агент), и каждый торговый агент может взаимодействовать с несколькими покупателями. Как мы увидим в главе 5, все три вида мощности имеют разного рода вариации.  **Наследование**  **Примеры.** Находящиеся в полете космические зонды посылают на наземные станции информацию о состоянии своих основных систем (например, источников энергоснабжения и двигателей) и измерения датчиков (таких как датчики радиации, масс-спектрометры, телекамеры, фиксаторы столкновений с микрометеоритами и т.д.). Вся совокупность передаваемой информации называется телеметрическими данными. Как правило, они передаются в виде потока данных, состоящего из заголовка (включающего временные метки и ключи для идентификации последующих данных) и нескольких пакетов данных от подсистем и датчиков. Все это выглядит как простой набор разнотипных данных, поэтому для описания каждого типа данных телеметрии сами собой напрашиваются структуры:  **class Time...**  **struct ElectricalData {**  **Time timeStamp;  int id;  float fuelCell1Voltage, fuelCell2Voltage;  float fuelCell1Amperes, fuelCell2Amperes;  float currentPower;**  **};**  Однако такое описание имеет ряд недостатков. Во-первых, структура класса **ElectricalData** не защищена, то есть клиент может вызвать изменение такой важной информации, как **timeStamp** или **currentPower** (мощность, развиваемая обеими электробатареями, которую можно вычислить из тока и напряжения). Во-вторых, эта структура является полностью открытой, то есть ее модификации (добавление новых элементов в структуру или изменение типа существующих элементов) влияют на клиентов. Как минимум, приходится заново компилировать все описания, связанные каким-либо образом с этой структурой. Еще важнее, что внесение в структуру изменений может нарушить логику отношений с клиентами, а следовательно, логику всей программы. Кроме того, приведенное описание структуры очень трудно для восприятия. По отношению к такой структуре можно выполнить множество различных действий (пересылка данных, вычисление контрольной суммы для определения ошибок и т.д.), но все они не будут связаны с приведенной структурой логически. Наконец, предположим, что анализ требований к системе обусловил наличие нескольких сотен разновидностей телеметрических данных, включающих показанную выше структуру и другие электрические параметры в разных контрольных точках системы. Очевидно, что описание такого количества дополнительных структур будет избыточным как из-за повторяемости структур, так и из-за наличия общих функций обработки.   http://www.helloworld.ru/texts/comp/other/oop/pg117.gif  *Дочерний класс может унаследовать структуру и поведение родительских классов.*  Лучше было бы создать для каждого вида телеметрических данных отдельный класс, что позволит защитить данные в каждом классе и увязать их с выполняемыми операциями. Но этот подход не решает проблему избыточности.  Значительно лучше построить иерархию классов, в которой от общих классов с помощью наследования образуются более специализированные; например, следующим образом:  **class TelemetryData {**  **public:**  **TelemetryData();**  **virtual ~TelemetryData();**  **virtual void transmit();**  **Time currentTime() const;**  **protected:**  **int id;**  **Time timeStamp;**  **};**  В этом примере введен класс, имеющий конструктор, деструктор (который иаследники могут переопределить) и функции**transmit** и **currentTime**, видимые для всех клиентов. Защищенные элементы **id** и **timeStamp** несколько лучше инкапсулированы - они доступны только классу и его подклассам. Заметьте, что функция currentTlrne сделана открытой, благодаря чему значение **timeStamp** можно читать (но не изменять).  Теперь разберемся с **ElectricalData**:  **class ElectricalData : public TelemetryData {**  **public:**  **ElectricalData(float v1, float v2, float a1, float a2);**  **virtual ~ElectricalData();**  **virtual void.transmit();**  **float currentPower() const;**  **protected:**  **float fuelCell1Voltage, fuelCell2Voltage;**  **float fuelCell1Amperes, fuelCell2Amperes;**  **};**  Этот класс - наследник класса **TelemetryData**, но исходная структура дополнена (четырьмя новыми элементами), а поведение - переопределено (изменена функция **transmit**). Кроме того, добавлена функция **currentPower**.  **Одиночное наследование.** Попросту говоря, наследование - это такое отношение между классами, когда один класс повторяет структуру и поведение другого класса (одиночное наследование) или других (множественное наследование) классов. Класс, структура и поведение которого наследуются, называется суперклассом. Так, **TelemetryData**. является суперклассом для **ElectricalData**. Производный от суперкласса класс называется подклассом. Это означает, что наследование устанавливает между классами иерархию общего и частного. В этом смысле **ElectricalData** является более специализированным классом более общего **TelemetryData**. Мы уже видели, что в подклассе структура и поведение исходного суперкласса дополняются и переопределяются. Наличие механизма наследования отличает объектно-ориентированные языки от объектных.  Подкласс обычно расширяет или ограничивает существующую структуру и поведение своего суперкласса. Например, подкласс **GuardedQueue** может добавлять к поведению суперкласса **Queue** операции, которые защищают состояние очереди от одновременного изменения несколькими независимыми потоками. Обратный пример: подкласс**UnselectableDisplayItem** может ограничить поведение своего суперкласса **DisplayItem**, запретив выделение объекта на экране. Часто подклассы делают и то, и другое.  Отношения одиночного наследования от суперкласса **TelemetryData** показаны на рис. 3-5. Стрелки обозначают отношения общего к частному. В частности, **Cameradata** - это разновидность класса **SensorData**, который в свою очередь является разновидностью класса **TelemetryData**. Такой же тип иерархии характерен для семантических сетей, которые часто используются специалистами по распознаванию образов и искусственному интеллекту для организации баз знаний [[25](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.25)]. В главе 4 мы покажем, что правильная организация иерархии абстракций - это вопрос логической классификации.   http://www.helloworld.ru/texts/comp/other/oop/pic03_05.gif  *Рис. 3-5. Одиночное наследование.*  Можно ожидать, что для некоторых классов на рис. 3-5 будут созданы экземпляры, а для других - нет. Наиболее вероятно образование объектов самых *специализированных классов***ElectricalData** и **SpectrometerData** (такие классы называют конкретными классами, или листьями иерархического дерева). Образование объектов из классов, занимающих промежуточное положение (**SensorData** или тем более **TelemetryData**), менее вероятно. Классы, экземпляры которых не создаются, называются абстрактными. Ожидается, что подклассы абстрактных классов доопределят их до жизнеспособной абстракции, наполняя класс содержанием. В языке Smalltalk разработчик может заставить подкласс переопределить метод, помещая в реализацию метода суперкласса вызов метода**SubclassResponsibility**. Если метод не переопределен, то при попытке выполнить его генерируется ошибка. Аналогично, в C++ существует возможность объявлять функции чисто виртуальными. Если они не переопределены, экземпляр такого класса невозможно создать.  Самый общий класс в иерархии классов называется базовым. В большинстве приложений базовых классов бывает несколько, и они отражают наиболее общие абстракции предметной области. На самом деле, особенно в C++, хорошо сделанная структура классов - это скорее лес из деревьев наследования, чем одна многоэтажная структура наследования с одним корнем. Но в некоторых языках программирования определен базовый класс самого верхнего уровня, который является единым суперклассом для всех остальных классов. В языке Smalltalk эту роль играет класс object.  У класса обычно бывает два вида клиентов [[26](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.26)]:  экземпляры;  подклассы.  Часто полезно иметь для них разные интерфейсы [[27](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.27)]. В частности, мы хотим показать только внешне видимое поведение для клиентов-экземпляров, но нам нужно открыть служебные функции и представления клиентам-подклассам. Этим объясняется наличие открытой, защищенной и закрытой частей описания класса в языке C++: разработчик может четко разделить, какие элементы класса доступны Для экземпляров, а какие для подклассов. В языке Smalltalk степень такого разделения меньше: данные видимы для подклассов, но не для экземпляров, а методы общедоступны (можно ввести закрытые методы, но язык не обеспечивает их защиту).  Есть серьезные противоречия между потребностями наследования и инкапсуляции. В значительной мере наследование открывает наследующему классу некоторые секреты. На практике, чтобы понять, как работает какой-то класс, часто надо изучить все его суперклассы в их внутренних деталях.  Наследование подразумевает, что подклассы повторяют структуры их суперклассов. В предыдущем примере экземпляры класса **ElectricalData** содержат элементы структуры суперкласса (**id** и **timeStamp**) и более специализированные элементы (**fuelCell1Voltage, fuelCell2Voltage, fuelCell1Amperes, fuelCell2Amperes**) [Некоторые языки объектно-ориентированного программирования, главным образом экспериментальные, позволяют подклассу сокращать структуру его суперкласса].  Поведение суперклассов также наследуется. Применительно к объектам класса **ElectricalData** можно использовать операции **currentTime** (унаследована от суперкласса), **currentPower** (определена в классе) и **transmit**(переопределена в подклассе). В большинстве языков допускается не только наследование методов суперкласса, но также добавление новых и переопределение существующих методов. В Smalltalk любой метод суперкласса можно переопределить в подклассе.  В C++ степень контроля за этим несколько выше. Функция, объявленная виртуальной (функция **transmit** в предыдущем примере), может быть в подклассе переопределена, а остальные (**currentTime**) - нет.  **Одиночный полиморфизм.** Пусть функция **transmit** класса **TelemetryData** реализована следующим образом:  **void TelemetryData::transmit()**  **{**  **// передать id**  **// передать timeStamp**  **};**  В классе **ElectricalData** та же функция переопределена:  **void ElectricalData::transmit()**  **{**  **TelemetryData::transmit();**  **// передать напряжение**  **// передать силу тока**  **};**  Эта функция сначала вызывает одноименную функцию суперкласса с помощью ее явно квалифицированного имени**TelemetryData::transmit**(). Та передаст заголовок пакета (**id** и **timeStamp**), после чего в подклассе передаются его собственные данные.  Определим теперь экземпляры двух описанных выше классов:  **TelemetryData telemetry;**  **ElectricalData electrical(5.0, -5.0, 3.0, 7.0);**  Теперь определим свободную процедуру:  **void transmitFreshData (TelemetryData& d, const Time& t)**  **{**  **if (d.currentTime() >= t)**  **d.transmit();**  **);**  Что произойдет, если выполнить следующие два оператора?  **transmitFreshData(telemetry, Time(60));**  **transmitFreshData(electrical, Time(120));**  В первом операторе будет передан уже известный нам заголовок. Во втором будет передан он же, плюс четыре числа в формате с плавающей точкой, содержащие результаты измерений электрических параметров. Почему это так? Ведь функция **transmitFreshData** ничего не знает о классе объекта, она просто выполняет **d.transmit**()! Это был пример полиморфизма. Переменная d может обозначать объекты разных классов. У этих классов есть общий суперкласс и они, хотя и по разному, могут реагировать на одно и то же сообщение, одинаково понимая его смысл.  Карделли и Вегнер заметили, что "традиционные типизированные языки типа Pascal основаны на той идее, что функции и процедуры, а следовательно, и операнды должны иметь определенный тип. Это свойство называется мономорфизмом, то есть каждая переменная и каждое значение относятся к одному определенному типу. В противоположность мономорфизму полиморфизм допускает отнесение значений и переменных к нескольким типам" [[28](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.28)]. Впервые идею полиморфизма ad hoc описал Страчи [[29](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.29)], имея в виду возможность переопределять смысл символов, таких, как "+", сообразно потребности. В современном программировании мы называем это перегрузкой. Например, в C++ можно определить несколько функций с одним и тем же именем, и они будут автоматически различаться по количеству и типам своих аргументов. Совокупность этих признаков называется сигнатурой функции; в языке Ada к этому списку добавляется тип возвращаемого значения. Страчи говорил также о параметрическом полиморфизме, который мы сейчас называем просто полиморфизмом.  При отсутствии полиморфизма код программы вынуждено содержит множество операторов выбора case или sw**i**tch. Например, на языке Pascal невозможно образовать иерархию классов телеметрических данных; вместо этого придется определить одну большую запись с вариантами, включающую все разновидности данных. Для выбора варианта нужно проверить метку, определяющую тип записи. На языке Pascal процедура **TransmitFreshData** может быть написана следующим образом:  **const**  **Electrical = 1;**  **Propulsion = 2;**  **Spectrometer = 3;**  **Procedure Transmit\_Presh\_Data(TheData: Data; The\_Time: Time);**  **begin**  **if (The\_Data.Current\_Time >= The\_Time)**  **then**  **case TheData.Kind of**  **Electrical: Transmit\_Electrical\_Data(The\_Data);**  **Propulsion: Transmit\_Propulsion\_Data(The\_Data);**  **end;**  **end;**  Чтобы ввести новый тип телеметрических данных, нужно модифицировать эту вариантную запись, добавив новый тип в каждый оператор case. В такой ситуации увеличивается вероятность ошибок, и проект становится нестабильным.  Наследование позволяет различать разновидности абстракций, и монолитные типы становятся не нужны. Каплан и Джонсон отметили, что "полиморфизм наиболее целесообразен в тех случаях, когда несколько классов имеют одинаковые протоколы" [[30](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.30)]. Полиморфизм позволяет обойтись без операторов выбора, поскольку объекты сами знают свой тип.  Наследование без полиморфизма возможно, но не очень полезно. Это видно на примере Ada, где можно объявлять производные типы, но из-за мономорфизма языка операции жестко задаются на стадии компиляции.  Полиморфизм тесно связан с механизмом позднего связывания. При полиморфизме связь метода и имени определяется только в процессе выполнения программ. В C++ программист имеет возможность выбирать между ранним и поздним связыванием имени с операцией. Если функция виртуальная, связывание будет поздним и, следовательно, функция полиморфна. Если нет, то связывание происходит при компиляции и ничего изменить потом нельзя. Этому вопросу посвящена следующая врезка.  **Наследование и типизация.** Рассмотрим еще раз переопределение функции **transmit**:  **void ElectricalData::transmit()**  **{**  **TelemetryData::transmit();**  **// передать напряжение**  **// передать силу тока**  **};**  В большинстве объектно-ориентированных языков программирования при реализации метода подкласса разрешается вызывать напрямую метод какого-либо суперкласса. Как видно из примера, это допускается и в том случае, если метод подкласса имеет такое же имя и фактически переопределяет метод суперкласса. В Smalltalk метод вышестоящего класса вызывают с помощью ключевого слова super, при этом вызывающий может указывать на самого себя с помощью ключевого слова self. В C++ метод любого достижимого вышестоящего класса можно вызывать, добавляя имя класса в качестве префикса, формируя квалифицированное имя метода (как **TelemetryData::transmit**() в нашем примере). Вызывающий объект может ссылаться на себя с помощью предопределенного указателя **this**.  На практике метод суперкласса вызывается до или после дополнительных действий. Метод подкласса уточняет или дополняет поведение суперкласса [В CLOS эти различные роли метода выражаются явно с помощью дополнительных квалификаторов **:before**, **:after** или **:around**. Метод без дополнительного квалификатора считается первичным и выполняет основную работу, обеспечивающую требуемое поведение. Before-метод вызывается до первичного, after-метод - после первичного, around-метод действует как оболочка вокруг первичного метода, которая вызывается изнутри этого метода функцией call-next-method].  Все подклассы на рис. 3-5 являются также подтипами вышестоящего класса. В частности, **ElectricalData** является подтипом **TelemetryData**. Система типов, развивающаяся параллельно наследованию, обычна для объектно-ориентированных языков с сильной типизацией, включая C++. Для Smalltalk, который едва ли вообще можно считать типизированным, типы не имеют значения.    |  | | --- | | Поиск метода  Рассмотрим иерархию (рис. 3-6), в которой имеется базовый класс и три подкласса с именами **circle**, **Triangle** и**Rectangle**. Для класса **Rectangle** определен в свою очередь подкласс **SolidRectangle**. Предположим, что в классе**DisplayItem** определена переменная экземпляра **theCenter** (задающая координаты центра изображения), а также следующие операции:  **draw** - нарисовать изображение;  **move** - передвинуть изображение;  **location** - вернуть координаты изображения.  Операция **location** является общей для всех подклассов и не требует обязательного переопределения. Однако, поскольку только подклассы могут знать, как их изображать и передвигать, операции **draw** и **move** должны быть переопределены.   http://www.helloworld.ru/texts/comp/other/oop/pic03_06.gif  *Рис. 3-6. Диаграмма класса****DisplayItem***.  Класс **Circle** имеет переменную **theRadius** и соответственно операции для установки (set) и чтения значения этой переменной. Для этого класса операция **draw** формирует изображение окружности заданного радиуса с центром в точке **theCenter**. В классе **Rectangle** есть переменные **theHeight** и **theWidth** и соответствующие операции установки и чтения их значений. Операция draw в данном случае формирует изображение прямоугольника заданной высоты и ширины с центром в заданной точке **theCenter**. Подкласс **SolidRectangle** наследует все особенности класса **Rectangle**, но операция draw в этом подклассе переопределена. Сначала вызывается draw вышестоящего класса, а затем полученный контур заполняется цветом.  Теперь рассмотрим следующий фрагмент программы:  **DisplayItem\* items[10];** **for (unsigned index = 0; index < 10; index++) items[index]->draw();**  Вызов draw требует полиморфного поведения. У нас есть разнородный массив объектов, содержащий указатели на любые разновидности **DisplayItem**. Пусть некоторый клиент хочет, чтобы они все изобразили себя на экране. Наш подход - перебрать элементы массива и послать каждому указываемому объекту сообщение draw. Компилятор не может определить, какую функцию и откуда надо при этом вызвать, так как невозможно предсказать, на что будут указывать элементы массива во время выполнения программы. Посмотрим, как эта задача будет решаться в разных объектно-ориентированных языках.  Поскольку в Smalltalk нет типов, методы вызываются строго динамически. Когда клиент посылает сообщение draw очередному получателю, происходит следующее:  получатель ищет селектор сообщения в словаре методов своего класса;  если метод найден, то запускается его код;  если нет, поиск производится в словаре методов суперкласса.  Таким образом, поиск распространяется вверх по иерархии и заканчивается на классе **object**, который является "предком" всех классов. Если метод не найден и там, посылается сообщение **doesNotUnderstand**, то есть, генерируется ошибка.  Главным действующим лицом в этом алгоритме является словарь методов. Он формируется при создании класса и, являясь частью его реализации, скрыт от клиентов. Вызов метода в Smalltalk требует примерно в 1.5 раза больше времени, чем вызов простой подпрограммы. В коммерческих версиях Smalltalk вызов методов ускорен на 20-30% за счет кеширования доступа к словарю [[31](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.31)].  Операция **draw** в подклассе **solidRectangle** представляет собой особый случай. Мы уже отмечали, что вначале вызывается одноименный метод суперкласса **Rectangle**. В Smalltalk для вызова метода суперкласса используется ключевое слово super. Поиск метода super draw начинается сразу с суперкласса.  Исследования Дейча дают основание полагать, что полиморфизм в 85% случаев не нужен, так что вызов метода часто можно свести к обычному вызову процедуры [[32](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.32)]. Дафф замечает, что в таких ситуациях программист часто делает неявные предположения, которые бы позволили раннее связывание [[33](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.33)]. К сожалению, в нетипизированных языках у него нет способа сообщить об этом компилятору.  В более строго типизированных языках, таких как C++, такой способ есть. В этих языках алгоритм вызова методов несколько отличается от описанного выше и позволяет сократить во многих случаях время поиска, сохранив при этом свойства полиморфизма.  В C++ операции для позднего связывания объявляются виртуальными (virtual), а все остальные обрабатываются компилятором как обычные вызовы подпрограмм. В нашем примере **draw** - виртуальная функция, a **location** - обычная. Есть еще одно средство, используя которое можно выиграть в скорости. Невиртуальные методы могут быть объявлены подставляемыми (inline), при этом соответствующая подпрограмма не вызывается, а явно включается в код на манер макроподстановки.  Для управления виртуальными функциями в C++ используется концепция vtable (виртуальных таблиц), которые формируются для каждого объекта при его создании (то есть когда класс объекта уже известен). Такая таблица содержит список указателей на виртуальные функции. Например, при создании объекта класса **Rectangle**виртуальная таблица будет содержать запись для виртуальной функции **draw**, содержащую указатель на ближайшую в иерархии реализацию функции **draw**. Если в классе **DisplayItem** есть виртуальная функция **rotate**, которая в классе **Rectangle** не переопределена, то соответствующий указатель для **rotate** останется связан с классом**DisplayItem**. Во время исполнения программы происходит косвенное обращение через соответствующий указатель и сразу выполняется нужный код без всякого поиска [[34](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.34)].  Операция **draw** в классе **SolidRectangle** представляет собой особый случай и в языке C++. Чтобы вызвать метод draw из суперкласса, применяется специальный префикс, указывающий на место определения функции. Это выглядит следующим образом:  **Rectangle::Draw();**  Исследование Страуструпа показало, что вызов виртуальной функции по эффективности мало уступает вызову обычной функции [[35](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.35)]. Для одиночного наследования вызов виртуальной функции требует дополнительно выполнения трех-четырех операций доступа к памяти по отношению к обычному вызову; при множественном наследовании число таких дополнительных операций составляет пять или шесть.  Существенно сложнее выполняется поиск нужных функций в языке CLOS, здесь используются дополнительные квалификаторы: : before, : after, : around. Наличие множественного полиморфизма еще более усложняет проблему. При вызове метода в языке CLOS, как правило, реализуется следующий алгоритм:  Определяется тип аргументов.  Вычисляется множество допустимых методов.  Методы сортируются в направлении от наиболее специализированных к более общим.  Выполняются вызовы всех методов с квалификатором : before.  Выполняется вызов наиболее специализированного первичного метода.  Выполняются вызовы всех методов с квалификаторами : after.  Возвращается значение первичного метода [[36](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.36)].  В CLOS есть протокол для метаобъектов, который позволяет переопределять в том числе и этот алгоритм. На практике, однако, мало кто заходит так далеко. Как справедливо отметили Винстон и Хорн: "Алгоритмы, используемые в языке CLOS, сложны, и даже кудесники программирования стараются не вникать в их детали, так же как физики предпочитают иметь дело с механикой Ньютона, а не с квантовой механикой" [[37](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.37)]. |   Параллелей между типизацией и наследованием следует ожидать там, где иерархия общего и частного предназначена для выражения смысловых связей между абстракциями. Рассмотрим снова объявления в C++:  **TelenetryData telemetry;**  **ElectrycalData electrical(5.0, -5.0, 3.0, 7.0);**  Следующий оператор присваивания правомочен:  **telemetry = electrical; //electrical - это подтип telemetry**  Хотя он формально правилен, он опасен: любые дополнения в состоянии подкласса по сравнению с состоянием суперкласса просто срезаются. Таким образом, дополнительные четыре параметра, определенные в подклассе**electrical**, будут потеряны при копировании, поскольку их просто некуда записать в объекте **telemetry** клacca**TelemetryData**.  Следующий оператор неправилен:  **electrical = telemetry; //неправильно: telemetry - это не подтип electrical**  Можно сделать заключение, что присвоение объекту y значения объекта x допустимо, если тип объекта x совпадает с типом объекта y или является его подтипом.  В большинстве строго типизированных языков программирования допускается преобразование значений из одного типа в другой, но только в тех случаях, когда между двумя типами существует отношение класс/подкласс. В языке C++ есть оператор явного преобразования, называемый приведением типов. Как правило, такие преобразования используются по отношению к объекту специализированного класса, чтобы присвоить его значение объекту более общего класса. Такое приведение типов считается безопасным, поскольку во время компиляции осуществляется семантический контроль. Иногда необходимы операции приведения объектов более общего класса к специализированным классам. Эти операции не являются надежными с точки зрения строгой типизации, так как во время выполнения программы может возникнуть несоответствие (несовместимость) приводимого объекта с новым типом [Новейшие усовершенствования C++, направленные на динамическое определение типа, смягчили эту проблему]. Однако такие преобразования достаточно часто используются в тех случаях, когда программист хорошо представляет себе все типы объектов. Например, если нет параметризованных типов, часто создаются классы **set** или **bag**, представляющие собой наборы произвольных объектов. Их определяют для некоторого базового класса (это гораздо безопаснее, чем использовать идиому void\*, как мы делали, определяя класс **Queue**). Итерационные операции, определенные для такого класса, умеют возвращать только объекты этого базового класса. Внутри конкретного приложения разработчик может использовать этот класс, создавая объекты только какого-то специализированного подкласса, и, зная, что именно он собирается помещать в этот класс, может написать соответствующий преобразователь. Но вся эта стройная конструкция рухнет во время выполнения, если в наборе встретится какой-либо объект неожиданного типа.  Большинство сильно типизированных языков позволяют приложениям оптимизировать технику вызова методов, зачастую сводя пересылку сообщения к простому вызову процедуры. Если, как в C++, иерархия типов совпадает с иерархией классов, такая оптимизация очевидна. Но у нее есть недостатки. Изменение структуры или поведения какого-нибудь суперкласса может поставить вне закона его подклассы. Вот что об этом пишет Микаллеф: "Если правила образования типов основаны на наследовании и мы переделываем какой-нибудь класс так, что меняется его положение в иерархии наследования, клиенты этого класса могут оказаться вне закона с точки зрения типов, несмотря на то, что внешний интерфейс класса остается прежним" [[38](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.38)].  Тем самым мы подходим к фундаментальным вопросам наследования. Как было сказано выше, наследование используется в связи с тем, что у объектов есть что-то общее или между ними есть смысловая ассоциация. Выражая ту же мысль иными словами, Снайдерс пишет: "наследование можно рассматривать, как способ управления повторным использованием программ, то есть, как простое решение разработчика о заимствовании полезного кода. В этом случае механика наследования должна быть гибкой и легко перестраиваемой. Другая точка зрения: наследование отражает принципиальную родственность абстракций, которую невозможно отменить" [[39](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.39)]. В Smalltalk и CLOS эти два аспекта неразделимы. C++ более гибок. В частности, при определении класса его суперкласс можно объявить **public** (как**ElectricalData** в нашем примере). В этом случае подкласс считается также и подтипом, то есть обязуется выполнять все обязательства суперкласса, в частности обеспечивая совместимое с суперклассом подмножество интерфейса и обладая неразличимым с точки зрения клиентов суперкласса поведением. Но если при определении класса объявить его суперкласс как **private**, это будет означать, что, наследуя структуру и поведение суперкласса, подкласс уже не будет его подтипом [Мы можем также объявить суперкласс защищенным, что даст ту же семантику, что и в случае закрытого суперкласса, но открытые и защищенные элементы такого суперкласса будут доступны подклассам]. Это означает, что открытые и защищенные члены суперкласса станут закрытыми членами подкласса, и следовательно они будут недоступны подклассам более низкого уровня. Кроме того, тот факт, что подкласс не будет подтипом, означает, что класс и суперкласс обладают несовместимыми (вообще говоря) интерфейсами с точки зрения клиента. Определим новый класс:  **class InternalElectricalData: private ElectricalData {**  **public:**  **InternalElectricalData(float v1, float v2, float a1, float a2);**  **virtual ~InternalElectricalData();**  **ElectricalData::currentPower;**  **};**  Здесь суперкласс **ElectricalData** объявлен закрытым. Следовательно, его методы, такие, например, как **transmit**, недоступны клиентам. Поскольку класс **InternalElectricalData** не является подтипом **ElectricalData**, мы уже не сможем присваивать экземпляры подкласса объектам суперкласса, как в случае объявления суперкласса в качестве открытого. Отметим, что функция **currentPower** сделана видимой путем ее явной квалификации. Иначе она осталась бы закрытой. Как можно было ожидать, правила C++ запрещают делать унаследованный элемент в подклассе "более открытым", чем в суперклассе. Так, член **timeStamp**, объявленный в классе **TelemetryData** защищенным, не может быть сделан в подклассе открытым путем явного упоминания (как это было сделано для функции **currentpower**).  В языке Ada для достижения аналогичного эффекта вместо подтипов используется механизм производных типов. Определение подтипа означает не появление нового типа, а лишь ограничение существующего. А вот определение производного типа создает самостоятельный новый тип, который имеет структуру, заимствованную у исходного типа.  В следующем разделе мы покажем, что наследование с целью повторного использования и агрегация до некоторой степени противоречат друг другу.  **Множественное наследование.** Мы рассмотрели вопросы, связанные с одиночным наследованием, то есть, когда подкласс имеет ровно один суперкласс. Однако, как указали Влиссидес и Линтон: "одиночное наследование при всей своей полезности часто заставляет программиста выбирать между двумя равно привлекательными классами. Это ограничивает возможность повторного использования предопределенных классов и заставляет дублировать уже имеющиеся коды. Например, нельзя унаследовать графический элемент, который был бы одновременно окружностью и картинкой; приходится наследовать что-то одно и добавлять необходимое от второго" [[40](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.40)].  Множественное наследование прямо поддерживается в языках C++ и CLOS, а также, до некоторой степени, в Smalltalk. Необходимость множественного наследования в OOP остается предметом горячих споров. По нашему опыту, множественное наследование - как парашют: как правило, он не нужен, но, когда вдруг он понадобится, будет жаль, если его не окажется под рукой.  Представьте себе, что нам надо организовать учет различных видов материального и нематериального имущества - банковских счетов, недвижимости, акций и облигаций. Банковские счета бывают текущие и сберегательные. Акции и облигации можно отнести к ценным бумагам, управление ими совершенно отлично от банковских счетов, но и счета и ценные бумаги - это разновидности имущества.  Однако есть много других полезных классификаций тех же видов имущества. В каком-то контексте может потребоваться отличать то, что можно застраховать (недвижимость и, до некоторой степени, сберегательные вклады). Другой аспект - способность имущества приносить дивиденды; это общее свойство банковских счетов и ценных бумаг.  Очевидно, одиночное наследование в данном случае не отражает реальности, так что придется прибегнуть к множественному [В действительности, это - "лакмусовая бумажка" для множественного наследования. Если мы составим структуру классов, в которой конечные классы (листья) могут быть сгруппированы в множества по разным ортогональным признакам (как в нашем примере, где такими признаками были способность приносить дивиденды и возможность страховки) и эти множества перекрываются, то это служит признаком невозможности обойтись одной структурой наследования, в которой бы существовали какие-то промежуточные классы с нужным поведением. Мы можем исправить ситуацию, используя множественное наследование, чтобы соединить два нужных поведения там, где это необходимо]. Получившаяся структура классов показана на рис. 3-7. На нем класс **Security** (ценные бумаги) наследует одновременно от классов **InterestBearingItem** (источник дивидендов) и **Asset** (имущество). Сходным образом, **BankAccount** (банковский счет) наследует сразу от трех классов: **InsurableItem** (страхуемое) и уже известным **Asset** и **InterestBearingItem**.  Вот как это выражается на C++. Сначала базовые классы:  **class Asset ...  class InsurableItem ...  class InterestBearingItem ...**  Теперь промежуточные классы; каждый наследует от нескольких суперклассов:  **class BankAccount: public Asset, public InsurableItem, public InterestBearingItem ...  class RealEstate: public Asset, public InsurableItem ...  class Security: public Asset, public InterestBearingItem ...**  Наконец, листья:  **class SavingsAccount: public BankAccount ...  class CheckingAccount: public BankAccount ...  class Stock: public Security ...  class Bond: public Security ...**  http://www.helloworld.ru/texts/comp/other/oop/pic03_07.gif  *Рис. 3-7. Множественное наследование.*  Проектирование структур классов со множественным наследованием - трудная задача, решаемая путем последовательных приближений. Есть две специфические для множественного наследования проблемы - как разрешить конфликты имен между суперклассами и что делать с повторным наследованием.  Конфликт имен происходит, когда в двух или более суперклассах случайно оказывается элемент (переменная или метод) с одинаковым именем. Представьте себе, что как **Asset**, так и **InsurableItem** содержат атрибут **presentValue**, обозначающий текущую стоимость. Так как класс **RealEstate** наследует обоим этим классам, как понимать наследование двух операций с одним и тем же именем? Это, на самом деле, главная беда множественного наследования: конфликт имен может ввести двусмысленность в поведение класса с несколькими предками.  Борются с этим конфликтом тремя способами. Во-первых, можно считать конфликт имен ошибкой и отвергать его при компиляции (так делают Smalltalk и Eiffel, хотя в Eiffel конфликт можно разрешить, исправив имя). Во-вторых, можно считать, что одинаковые имена означают одинаковый атрибут (так делает CLOS). В третьих, для устранения конфликта разрешается добавить к именам префиксы, указывающие имена классов, откуда они пришли. Такой подход принят в C++ [В C++ конфликт имен элементов подкласса может быть разрешен полной квалификацией имени члена класса. Функции-члены с одинаковыми именами и сигнатурами семантическими считаются идентичными].  О второй проблеме, повторном наследовании, Мейер пишет следующее: "Одно тонкое затруднение при использовании множественного наследования встречается, когда один класс является наследником другого по нескольким линиям. Если в языке разрешено множественное наследование, рано или поздно кто-нибудь напишет класс D, который наследует от B и C, которые, в свою очередь, наследуют от A. Эта ситуация называется повторным наследованием, и с ней нужно корректно обращаться" [[41](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.41)]. Рассмотрим следующий класс:  **class MutualFund: public Stock,** **public Bond ...**  который дважды наследует от класса **security**.  Проблема повторного наследования решается тремя способами. Во-первых, можно его запретить, отслеживая при компиляции. Так сделано в языках Smalltalk и Eiffel (но в Eiffel, опять-таки допускается переименование для устранения неопределенности). Во-вторых, можно явно развести две копии унаследованного элемента, добавляя к именам префиксы в виде имени класса-источника (это один из подходов, принятых в C++). В-третьих, можно рассматривать множественные ссылки на один и тот же класс, как обозначающие один и тот же класс. Так поступают в C++, где повторяющийся суперкласс определяется как виртуальный базовый класс. Виртуальный базовый класс появляется, когда какой-либо подкласс именует другой класс своим суперклассом и отмечает этот суперкласс как виртуальный, чтобы показать, что это - общий (shared) класс. Аналогично, в языке CLOS повторно наследуемые классы "обобществляются" с использованием механизма, называемого список следования классов. Этот список заводят для каждого нового класса, помещая в него сам этот класс и все его суперклассы без повторений на основе следующих правил:  класс всегда предшествует своему суперклассу;  каждый класс сам определяет порядок следования своих непосредственных родителей.  В результате граф наследования оказывается плоским, дублирование устраняется, и появляется возможность рассматривать результирующую иерархию как иерархию с одиночным наследованием [[43](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.43)]. Это весьма напоминает топологическую сортировку классов. Если она возможна, то повторное наследование допускается. При этом теоретически могут существовать несколько равноправных результатов сортировки, но алгоритм так или иначе выдает какой-то один из них. Если же сортировка невозможна (например, в структуре возникают циклы), то класс отвергается.  При множественном наследовании часто используется прием создания примесей (**mixin**). Идея примесей происходит из языка Flavors: можно комбинировать (смешивать) небольшие классы, чтобы строить классы с более сложным поведением. Хендлер пишет об этом так: "примесь синтаксически ничем не отличается от класса, но назначение их разное. Примесь не предназначена для порождения самостоятельно используемых экземпляров - она смешивается с другими классами" [[44](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.44)]. На рис. 3-7 классы **InsurableItem** и **interestBearingItem** - это примеси. Ни один из них не может существовать сам по себе, они используются для придания смысла другим классам [Для языка CLOS при обогащении поведения существующих первичных методов обычной практикой является строить примесь, используя только **:before-** и **:after**-методы]. Таким образом, примесь - это класс, выражающий не поведение, а одну какую-то хорошо определенную повадку, которую можно привить другим классам через наследование. При этом повадка эта обычно ортогональна собственному поведению наследующего ее класса. Классы, сконструированные целиком из примесей, называют агрегатными.  **Множественный полиморфизм.** Вернемся к одной из функций-членов класса **DisplayItem**:  **virtual void draw();**  Эта операция изображает объект на экране в некотором контексте. Она объявлена виртуальной, то есть полиморфной, переопределяемой подклассами. Когда эту операцию вызывают для какого-то объекта, программа определяет, что, собственно, выполнять (см. врезку выше). Это одиночный полиморфизм в том смысле, что смысл сообщения зависит только от одного параметра, а именно, объекта, для которого вызывается операция.  На самом деле операция **draw** должна бы зависеть от характеристик используемой системы отображения, в частности от графического режима. Например, в одном случае мы хотим получить изображение с высоким разрешением, а в другом - быстро получить черновое изображение. Можно ввести две различных операции, скажем, **drawGraphic** и**drawText**, но это не совсем то, что хотелось бы. Дело в том, что каждый раз, когда требуется учесть новый вид устройства, его надо проводить по всей иерархии надклассов для класса **DisplayItem**.  В CLOS есть так называемые мультиметоды. Они полиморфны, то есть их смысл зависит от множества параметров (например, от графического режима и от объекта). В C++ мультиметодов нет, поэтому там используется идиома так называемый двойной диспетчеризации.  Например, мы могли бы вести иерархию устройств отображения информации от базового класса **DisplayDevice**, а атем определить метод класса **DisplayItem** так:  **virtual void draw(DisplayDevice&);**  При реализации этого метода мы вызываем графические операции, которые полиморфны относительно переданного параметра типа **DisplayItem**, таким образом происходит двойная диспетчеризация: **draw** сначала демонстрирует полиморфное поведение в зависимости от того, к какому подклассу класса **DisplayItem** принадлежит объект, а затем полиморфизм проявляется в зависимости от того, к какому подклассу класса **DisplayDevice** принадлежит аргумент. Эту идиому можно продолжить до множественной диспетчеризации.  **Агрегация**  **Пример.** Отношение агрегации между классами имеет непосредственное отношение к агрегации между их экземплярами. Рассмотрим вновь класс **TemperatureController**:  **class TemperatureController {**  **public:**  **TemperatureController(Location);**  **~TemratureController();**  **void process(const TemperatureRamp&);**  **Minute schedule(const TemperatureRamp&) const;**  **private:**  **Heater h;**  **};**   http://www.helloworld.ru/texts/comp/other/oop/pic03_08.gif  *Рис. 3-8. Агрегация.*  Как явствует из рис. 3-8, класс **TemperatureController** это, несомненно, целое, а экземпляр класса **Heater** - одна из его частей. Совершенно такое же отношение агрегации между экземплярами этих классов показано на рис. 3-3.  **Физическое включение.** В случае класса **TemperatureController** мы имеем агрегацию по значению; эта разновидность физического включения означает, что объект класса **Heater** не существует отдельно от объемлющего экземпляра класса **TemperatureController**.  Менее обязывающим является включение по ссылке. Мы могли бы изменить закрытую часть **TemperatureController**так [В качестве альтернативы мы могли бы описать **h** как ссылку на нагреватель (**Heater&** в C++), в этом случае семантика инициализации и модификации этого объекта будет совершенно отличной от семантики указателей]:  **Heater\* h;**  В этом случае класс **TemperatureController** по-прежнему означает целое, но его часть, экземпляр класса **Heater**, содержится в целом косвенно. Теперь эти объекты живут отдельно друг от друга: мы можем создавать и уничтожать экземпляры классов независимо. Чтобы избежать структурной зависимости через ссылки важно придерживаться какой-то договоренности относительно создания и уничтожения объектов, ссылки на которые могут содержаться в разных местах. Нужно, чтобы это делал кто-то один.  Агрегация является направленной, как и всякое отношение "целое/часть". Объект **Heater** входит в объект**TemperatureController**, и не наоборот. Физическое вхождение одного в другое нельзя "зациклить", а вот указатели - можно (каждый из двух объектов может содержать указатель на другой).  Конечно, как уже говорилось, агрегация не требует обязательного физического включения, ни по значению, ни по ссылке. Например, акционер владеет акциями, но они не являются его физической частью. Более того, время жизни этих объектов может быть совершенно различным, хотя концептуально отношение целого и части сохраняется и каждая акция входит в имущество своего акционера. Поэтому агрегация может быть очень косвенной. Например, объект класса**Shareholder** (акционер) может содержать ключ записи об этом акционере в базе данных акций. Это тоже агрегация без физического включения. "Лакмусовая бумажка" для выявления агрегации такова: если (и только если) налицо отношение "целое/часть" между объектами, их классы должны находиться в отношении агрегации друг с другом.   http://www.helloworld.ru/texts/comp/other/oop/pic03_09.gif  *Рис. 3-9. Отношение использования.*  Часто агрегацию путают с множественным наследованием. Действительно, в C++ скрытое (защищенное или закрытое) наследование почти всегда можно заменить скрытой агрегацией экземпляра суперкласса. Решая, с чем вы имеете дело - с наследованием или агрегацией - будьте осторожны. Если вы не уверены, что налицо отношение общего и частного (is а), вместо наследования лучше применить агрегацию или что-нибудь еще.  **Использование**  **Пример.** В недавнем примере объекты **rampController** и **growingRamp** иллюстрировали связь между объектами, которую мы представляли в виде отношения использования между их классами **TemperatureController** и**TemperatureRamp**.  **class TemperatureController {**  **public:**  **TemperatureController(Location);**  **~TemperatureController();**  **void process(const TemperatureRamp&);**  **Minute schedule(const TemperatureRamp&) const;**  **private:**  **Heater h;**  **};**  Класс **TemperatureRamp** упомянут как часть сигнатуры функции-члена process; это дает нам основания сказать, что класс **TemperatureController** пользуется услугами класса **TemperatureRamp**.  Клиенты и серверы. Отношение использования между классами соответствует равноправной связи между их экземплярами. Это то, во что превращается ассоциация, если оказывается, что одна из ее сторон (клиент) пользуется услугами другой (сервера). Пример клиент-серверных отношений показан на рис. 3-9.  На самом деле, один класс может использовать другой по-разному. В нашем примере это происходит в сигнатуре интерфейсной функции. Можно представить, что **TemperatureController** внутри реализации функции **schedule**использует, например, экземпляр класса **Predictor** (предсказатель). Отношения целого и части тут ни при чем, поскольку этот объект не входит в объект **TemperatureController**, а только используется. В типичном случае такое отношение использования проявляет себя, если в реализации какой-либо операции происходит объявление локального объекта используемого класса.  Строгое отношение использования иногда несколько ограничительно, поскольку клиент имеет доступ только к открытой части интерфейса сервера. Иногда по тактическим соображениям мы должны нарушить инкапсуляцию, для чего, собственно, и служат "дружеские" отношения классов в C++.  **Инстанцирование**  **Примеры.** Наша первая попытка сконструировать класс **Queue** (очередь) была не особенно успешной, поскольку нам не удалось сделать его безопасным в отношении типов. Мы можем значительно усовершенствовать нашу абстракцию, если прибегнем к конструкции параметризованных классов, которая поддерживается языками C++ и Eiffel.  **Template<class Item>**  **class Queue {**  **public:**  **Queue();**  **Queue(const Queue<Item>&);**  **virtual ~Queue();**  **virtual Queue<Item>& operator=(const Queue<Item>&);**  **virtual int operator==(const Queue<Item>&) const;**  **int operator!=(const Queue<Item>&) const;**  **virtual void clear();**  **virtual void append(const Item&);**  **virtual void pop();**  **virtual void remove(int at);**  **virtual int length() const;**  **virtual int isEmpty() const;**  **virtual const Item& front() const;**  **virtual int location(const void\*);**  **protected:**  **...**  **};**  В этом новом варианте не используется идиома void\*, вместо этого объекты помещаются в очередь и достаются из нее через класс **item**, объявленный как аргумент шаблона.  Параметризованный класс не может иметь экземпляров, пока он не будет инстанцирован. Объявим две конкретных очереди - очередь целых чисел и очередь экранных объектов:  **Queue<int> intQueue;**  **Queue<DisplayItem\*> itemQueue;**  Объекты **intQueue** и **itemQueue** - это экземпляры совершенно различных классов, которые даже не имеют общего суперкласса. Тем не менее, они получены из одного параметризованного класса **Queue**. По причинам, которые мы объясним позже в главе 9, во втором случае мы поместили в очередь указатели. Благодаря этому, любые объекты подклассов **DisplayItem**, помещенные в очередь, не будут "срезаться", но сохранят свое полиморфное поведение.   http://www.helloworld.ru/texts/comp/other/oop/pic03_10.gif  *Рис. 3-10. Инстанцирование.*  Это инстанцирование безопасно с точки зрения типов. По правилам C++ будет отвергнута любая попытка поместить в очередь или извлечь из нее что-либо кроме, соответственно, целых чисел и разновидностей **DisplayItem**.  Отношения между параметризованным классом **Queue**, его инстанцированием для класса **DisplayItem** и экземпляром**itemQueue** показаны на рис. 3-10.  **Обобщенные классы.** Существует четыре основных способа создавать такие классы, как параметризованный класс**Queue**. Во-первых, мы можем использовать макроопределения. Именно так это было в раннем C++, но, как пишет Страуструп, "данный подход годился только для небольших проектов" [[45](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.45)], так как макросы неуклюжи и находятся вне семантики языка, более того, при каждом инстанцировании создается новая копия программного кода. Во-вторых, можно положиться на позднее связывание и наследование, как это делается в Smalltalk [[46](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.46)]. При таком подходе мы можем строить только неоднородные контейнерные классы, так как в языке нет средства ввести нужный класс элементов контейнера; каждый элемент в контейнере трактуется как экземпляр некоторого удаленного базового класса. Третий способ реализован в языках семейства Object Pascal, которые имеют и сильные типы, и наследование, но не поддерживают никакой разновидности параметризованных классов. В этом случае приходится создавать обобщенные контейнеры, как в Smalltalk, но использовать явную проверку типа объекта, прежде чем помещать его в контейнер. Наконец, есть собственно параметризованные классы, впервые появившиеся в CLU. Параметризованный класс представляет собой что-то вроде шаблона для построения других классов; шаблон может быть параметризован другими классами, объектами или операциями. Параметризованный класс должен быть инстанцирован перед созданием экземпляров. Механизм обобщенных классов есть в C++ и Eiffel.  Как можно заметить из рис. 3-10, чтобы инстанцировать параметризованный класс Queue мы должны использовать другой класс, например, **DisplayItem**. Благодаря этому отношение инстанцирования почти всегда подразумевает отношение использования.  Мейер указывает, что наследование - более мощный механизм, чем обобщенные классы и что через наследование можно получить большинство преимуществ обобщенных классов, но не наоборот [[47](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.47)]. Нам кажется, что лучше, когда языки поддерживают и то, и другое.  Параметризованные классы полезны далеко не только для создания контейнеров. Например, Страуструп отмечает их значение для обобщенной арифметики [[48](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.48)].  При проектировании обобщенные классы позволяют выразить некоторые свойства протоколов классов. Класс экспортирует операции, которые можно выполнять над его экземплярами. Наоборот, параметризующий аргумент класса служит для импорта классов и значений, предоставляющих некоторый протокол. C++ проверяет их взаимное соответствие при компиляции, когда фактически и происходит инстанцирование. Например, мы могли бы определить упорядоченную очередь объектов, отсортированных по некоторому критерию. Этот параметризованный класс должен иметь аргумент (класс **Item**), и требовать от этого аргумента определенное поведение (наличие операции вычисления порядка). При инстанцировании в качестве класса **Item** годится любой класс, который имеет соответствующий протокол. Таким образом, поведение классов в семействе, происходящем от одного параметризованного класса, может изменяться в весьма широких пределах.  **Метаклассы**  Как было сказано, любой объект является экземпляром какого-либо класса. Что будет, если мы попробуем и с самими классами обращаться как с объектами? Для этого нам надо ответить на вопрос, что же такое класс класса? Ответ - это метакласс. Иными словами, метакласс - это класс, экземпляры которого суть классы. Метаклассы венчают объектную модель в чисто объектно-ориентированных языках. Соответственно, они есть в Smalltalk и CLOS, но не в C++.  Вот как Робсон мотивирует потребность в метаклассах: "классы доставляют программисту интерфейс для определения объектов. Если так, то желательно, чтобы и сами классы были объектами, так, чтобы ими можно было манипулировать, как всеми остальными описаниями" [[49](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.49)].  В языках типа Smalltalk первичное назначение метакласса - поддержка переменных класса (которые являются общими для всех экземпляров этого класса), операции инициализации переменных класса и создания единичного экземпляра метакласса [[50](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.50)]. По соглашению, метакласс Smalltalk обычно содержит примеры использования его классов. Например, как показано на рис. 3-11, мы могли бы задать переменную класса **nextId** для метакласса **TelemetryData**, чтобы вырабатывать идентифицирующие метки при создании каждого экземпляра **TelemetryData**. Аналогично, мы могли бы определить оператор порождения новых экземпляров класса, который изготавливал бы их, скажем, в некотором предварительно выделенном пуле памяти.  Хотя в C++ метаклассов нет, семантика его конструкторов и деструкторов служит целям, аналогичным тем, что вызвали к жизни метаклассы. C++ имеет средства поддержки и переменных класса, и операций метакласса. Конкретно, в C++ можно описать члены данных или функции класса как статические (**static**), что будет означать: этот элемент является общим для всех экземпляров класса. Статические члены класса в C++ эквивалентны переменным класса в Smalltalk. Статическая функция-член класса играет роль операций метакласса в Smalltalk.  Как мы уже отмечали, в CLOS аппарат метаклассов еще сильнее чем в Smalltalk. Через него можно изменять саму семантику элементов: следование классов, обобщенные функции и методы. Главное преимущество - возможность экспериментировать с другими объектно-ориентированными парадигмами и создавать такие инструменты для разработчика, как броузеры классов и объектов.   http://www.helloworld.ru/texts/comp/other/oop/pic03_11.gif  *Рис. 3-11. Метаклассы.*  В CLOS есть предопределенный класс с именем standard-class, который является метаклассом для всех нетипизированных классов, определенных с помощью defclass. В этом метаклассе есть метод make-instance, который создает экземпляры. Кроме того, в нем определена вся техника работы со списком следования классов. Все это можно изменить.  Методы и обобщенные функции в CLOS тоже можно рассматривать как объекты. Так как они несколько отличаются от обычных объектов, то в совокупности объекты, соответствующие классам, методам и обобщенным функциям, называются *метаобьектами*. Каждый метод является экземпляром предопределенного класса **standard-method**, а каждая функция является экземпляром предопределенного класса **standard-generic-function.** Поскольку поведение этих предопределенных классов можно изменить, удается влиять на трактовку методов и обобщенных функций.  3.5. Взаимосвязь классов и объектов.  **Отношения между классами и объектами**  Классы и объекты - это отдельные, но тесно связанные понятия. В частности, каждый объект является экземпляром какого-либо класса; класс может порождать любое число объектов. В большинстве практических случаев классы статичны, то есть все их особенности и содержание определены в процессе компиляции программы. Из этого следует, что любой созданный объект относится к строго фиксированному классу. Сами объекты, напротив, в процессе выполнения программы создаются и уничтожаются.  В качестве примера рассмотрим классы и объекты для задачи управления воздушным движением. Наиболее важные абстракции в этой сфере - самолеты, графики полетов, маршрут и коридоры в воздушном пространстве. Трактовка этих классов объектов по самому их определению достаточно статична. Иначе невозможно было бы построить никакого приложения, использующего такие общепонятные факты, как то, что самолеты могут взлетать, летать и приземляться, а также что никакие два самолета не должны находиться одновременно в одной и той же точке.  Объекты же этих классов, напротив, динамичны. Набор маршрутов полетов сменяется не очень часто. Существенно быстрее изменяется множество самолетов, находящихся в полете. Частота, с которой самолеты занимают и покидают воздушные коридоры, еще выше.  **Роль классов и объектов в анализе и проектировании**  На этапе анализа и ранних стадиях проектирования решаются две основные задачи:  Выявление классов и объектов, составляющих словарь предметной области.  Построение структур, обеспечивающих взаимодействие объектов, при котором выполняются требования задачи.  В первом случае говорят о ключевых абстракциях задачи (совокупность классов и объектов), во втором - о механизмах реализации (совокупность структур).  На ранних стадиях внимание проектировщика сосредоточивается на внешних проявлениях ключевых абстракций и механизмов. Такой подход создает логический каркас системы: структуры классов и объектов. На последующих фазах проекта, включая реализацию, внимание переключается на внутреннее поведение ключевых абстракций и механизмов, а также их физическое представление. Принимаемые в процессе проектирования решения задают архитектуру системы: и архитектуру процессов, и архитектуру модулей.  3.6. Качество классов и объектов  **Измерение качества абстракции**  По мнению Ингалса "для построения системы должен использоваться минимальный набор неизменяемых компонент; сами компоненты должны быть по возможности стандартизованы и рассматриваться в рамках единой модели" [[51](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.51)]. Применительно к объектно-ориентированному проектированию такими компонентами являются классы и объекты, отражающие ключевые абстракции системы, а единство обеспечивается соответствующими механизмами реализации.  Опыт показывает, что процесс выделения классов и объектов является последовательным, итеративным. За исключением самых простых задач с первого раза не удается окончательно выделить и описать классы. В главах 4 и 7 показано, как в процессе работы сглаживаются противоречия, возникающие при начальном определении абстракций. Очевидно, такой процесс связан с дополнительными затратами на перекомпиляцию, согласование и внесение изменений в проект системы. Очень важно, следовательно, с самого начала по возможности приблизиться к правильным решениям, чтобы сократить число последующих шагов приближения к истине. Для оценки качества классов и объектов, выделяемых в системе, можно предложить следующие пять критериев:  зацепление;  связность;  достаточность;  полнота;  примитивность.  Термин *зацепление* взят из структурного проектирования, но в более вольном толковании он используется и в объектно-ориентированном проектировании. Стивенс, Майерс и Константайн определяют зацепление как "степень глубины связей между отдельными модулями. Систему с сильной зависимостью между модулями гораздо сложнее воспринимать и модифицировать. Сложность системы может быть уменьшена путем уменьшения зацепления между отдельными модулями" [[52](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.52)]. Пример неправильного подхода к проблеме зацепления привел Пейдж-Джонс, описав модульную стереосистему, в которой источник питания размещен в одной из звуковых колонок [[53](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.53)].  Кроме зацепления между модулями в объектно-ориентированном анализе, существенно зацепление между классами и объектами. Существует определенное противоречие между явлениями зацепления и наследования. С одной стороны, желательно избегать сильного зацепления классов; с другой стороны, механизм наследования, тесно связывающий подклассы с суперклассами, помогает выгодно использовать сходство абстракций.  Понятие связности также заимствовано из структурного проектирования. Связность - это степень взаимодействия между элементами отдельного модуля (а для OOD еще и отдельного класса или объекта), характеристика его насыщенности. Наименее желательной является связность по случайному принципу, когда в одном классе или модуле собираются совершенно независимые абстракции. Для примера можно вообразить класс, соединяющий абстракции собак и космических аппаратов. Наиболее желательной является функциональная связность, при которой все элементы класса или модуля тесно взаимодействуют в достижении определенной цели. Так, например, класс **Dog** будет функционально связным, если он описывает поведение собаки, всей собаки, и ничего, кроме собаки.  К идеям зацепления и связности тесно примыкают понятия достаточности, полноты и примитивности. Под достаточностью подразумевается наличие в классе или модуле всего необходимого для реализации логичного и эффективного поведения. Иначе говоря, компоненты должны быть полностью пригодны к использованию. Для примера рассмотрим класс **set** (множество). Операция удаления элемента из множества в этом классе, очевидно, необходима, но будет ошибкой не включить в этот класс и операцию добавления элемента. Нарушение требования достаточности обнаруживается очень быстро, как только создается клиент, использующий абстракцию. Под полнотой подразумевается наличие в интерфейсной части класса всех характеристик абстракции. Идея достаточности предъявляет к интерфейсу минимальные требования, а идея полноты охватывает все аспекты абстракции. Полнотой характеризуется такой класс или модуль, интерфейс которого гарантирует все для взаимодействия с пользователями. Полнота является субъективным фактором, и разработчики часто ею злоупотребляют, вынося на верх такие операции, которые можно реализовать на более низком уровне. Из этого вытекает требование примитивности. Примитивными являются только такие операции, которые требуют доступа к внутренней реализации абстракции. Так, в примере с классом **set** операция Add (добавление к множеству элемента) примитивна, а операция добавления четырех элементов не будет примитивной, так как вполне эффективно реализуется через операцию добавления одного элемента. Конечно, эффективность тоже вещь субъективная. Операция, которая требует прямого доступа к структуре данных, примитивна по определению. Операция, которая может быть описана в терминах существующих примитивных операций, но ценой значительно больших вычислительных затрат, также является кандидатом на включение в разряд примитивных [Примером может служить операция добавления к множеству произвольного числа элементов (а не обязательно четырех). - Примеч. ред.].  **Как выбрать операции?**  **Функциональность.** Описание интерфейса класса или модуля - трудная работа. Обычно первое приближение делается, исходя из структурного смысла класса, а затем, когда появляются клиенты класса, интерфейс уточняется, модифицируется и дополняется. В частности может возникнуть потребность в создании новых классов или в изменении взаимодействия существующих.  В пределах каждого класса принято иметь только примитивные операции, отражающие отдельные аспекты поведения. Такие методы называются точными. Принято также отделять методы, не связанные между собой. Это облегчает образование подклассов с переопределением поведения. Решение о количестве методов может быть обусловлено двумя причинами: описание поведения в одном методе упрощает интерфейс, но усложняет и увеличивает размеры самого метода; расщепление метода усложняет интерфейс, но делает каждый из методов проще. По наблюдению Мейера "хороший проектировщик умеет найти компромисс между большим числом связей (дробление системы на фрагменты) и большим размером модулей (что может привести к потере управляемости)" [[54](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.54)].  В объектно-ориентированном проектировании принято рассматривать методы класса как единое целое, поскольку все они взаимодействуют друг с другом для реализации протокола абстракции. Таким образом, определив поведение, нужно решить, в каком из классов это поведение реализуется. Халберт и O'Брайен предложили следующие критерии для принятия такого решения:    |  |  | | --- | --- | | ® Повторная используемость | Будет ли это поведение полезно более чем в одном контексте? | | ® Сложность | Насколько трудно реализовать такое поведение? | | ® Применимость | Насколько данное поведение характерно для класса, в который мы хотим включить поведение? | | ® Знание реализации | Надо ли для реализации данного поведения знать секреты класса? |   Обычно операции объявляются, как методы класса, к объектам которого относятся данные действия. Однако в языках Object Pascal, C++, CLOS и Ada допускается описание операций в виде свободных подпрограмм (утилит класса). Свободная подпрограмма, в терминологии C++, - это функция, не являющаяся элементом класса. Свободные подпрограммы не могут переопределяться подобно обычным методам, в них нет такой общности. Наличие утилит позволяет выполнить требование примитивности и уменьшить зацепление между классами, особенно если эти операции высокого уровня задействуют объекты многих различных классов.  **Аспекты расхода памяти и времени.** После того, как мы приняли решение о необходимости конкретной функции и определили ее семантику, следует принять решение об использовании ею времени и памяти. Для выражения таких решений принято использовать понятие лучшего, среднего и худшего вариантов, где худший - это верхний допустимый предел расходов.  Раньше мы уже отмечали, что поскольку один объект посылает другому сообщение, эти два объекта должны быть каким-то образом синхронизированы. В случае многих потоков управления это означает, что передача сообщений сложнее, чем управление вызовами подпрограмм. Для большинства языков программирования синхронизация просто не нужна, поскольку в них программы однопотоковые, и все объекты действуют последовательно. Мы говорим в таких случаях о простой передаче сообщений, так как ее семантика больше похожа на простой вызов подпрограмм. Однако в языках, поддерживающих параллелизм [Ada и Smalltalk имеют прямую поддержку параллельности. Языки типа C++ такой поддержкой не обладают, но в них часто можно обеспечить семантику параллельности за счет расширения классами (зависящими от платформы): примером служит библиотека AT&T для C++], нужно побеспокоиться о более изощренных системах передачи сообщений, чтобы избежать случаев, когда два потока работают одновременно и несогласованно с одним и тем же объектом. Объекты, семантика которых сохраняется при многопоточности, являются или синхронизированными, или защищенными.  В некоторых обстоятельствах полезно отмечать параллельность как для отдельных операций, так и для объекта в целом, так как разные операции могут потребовать разных форм синхронизации. Выделяют следующие формы передачи сообщений:    |  |  | | --- | --- | | ® Синхронная | Операция активизируется только при готовности передающего и принимающего сообщения объектов; ожидание взаимной готовности может быть неопределенно долгим. | | ® С учетом задержки | То же, что и синхронная, однако, в случае, если принимающий не готов, передающий не выполняет операцию. | | ® С ограничением времени | То же, что и синхронная, однако, посылающий будет ждать готовности принимающего не дольше некоторого времени. | | ® Асинхронная | Операция выполняется вне зависимости от готовности принимающего. |   Нужная форма выбирается для каждой операции отдельно, но только после того, как ее функциональная семантика определена.  **Как выбирать отношения**  **Сотрудничество.** Отношения между классами и объектами связаны с конкретными действиями. Если мы хотим, чтобы объект X послал объекту Y сообщение M, то прямо или косвенно класс X должен иметь доступ к классу Y, иначе невозможно вызвать в классе X операцию M. Под доступностью мы понимаем способность одной абстракции видеть другую и обращаться к ее открытым ресурсам. Абстракции доступны одна другой только тогда, когда перекрываются их области видимости и даны необходимые права доступа (так, закрытая часть класса доступна только ему самому и его друзьям). Таким образом, зацепление связано с видимостью.  Одним из полезных правил является закон Деметера, который утверждает, что "методы любого класса не должны зависеть от структуры других классов, а только от структуры (верхнего уровня) самого класса. В каждом методе посылаются сообщения только объектам из предельно ограниченного множества классов" [[56](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.56)]. Следование этому закону позволяет создавать слабо зацепленные классы, реализация которых скрыта. Такие классы достаточно автономны и для понимания их логики нет необходимости знать строение других классов.  При анализе структуры классов системы в целом можно обнаружить, что иерархия наследования либо широкая и мелкая, либо узкая и глубокая, либо сбалансированная. В первом случае структура классов выглядит как лес из свободно стоящих деревьев. Классы могут свободно смешиваться и вступать во взаимоотношения [[57](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.57)]. Во втором случае структура классов напоминает одно дерево с ветвями классов, имеющих общего предка [[58](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.58)]. Каждый из вариантов имеет свои достоинства и недостатки. Классы, составляющие лес, независимы друг от друга, но, вероятно, не лучшим образом используют возможности специализации и обобществления кода. В случае дерева классов эта "коммунальность" используется максимально, поэтому каждый из классов имеет меньший размер. Однако в последнем случае классы невозможно понять без контекста всех их предков.  Иногда требуется выбирать между отношениями наследования, агрегации и использования. Например, должен ли класс**Car** (автомобиль) наследовать, содержать или использовать классы **Engine** (двигатель) и **wheel** (колесо)? В данном случае более целесообразны отношения использования. По мнению Мейера, между классами A и B "отношения наследования более пригодны тогда, когда любой объект класса B может одновременно рассматриваться и как объект A" [[59](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.59)]. С другой стороны, если объект является чем-то большим, чем сумма его частей, то отношение агрегации не совсем уместно.  **Механизмы и видимость.** Отношения между объектами определяется в основном механизмами их взаимодействия. Вопрос состоит только в том, кто о чем должен знать. Например, на ткацкой фабрике материалы (партии) поступают на участки для обработки. Как только они попадают на участок, об этом надо известить управляющего. Является ли поступление материала на участок операцией над участком, над материалом, или тем и другим сразу? Если это операция над участком, то класс участка должен быть видим для материала. Если это операция над материалом, то класс материала должен быть видим для участка, так как партия материала должна различать участки. В случае операции над помещением и участком нужно обеспечить взаимную видимость. Аналогично следует определить отношение между управляющим и участком (но не материалом и управляющим): либо управляющий должен знать об участке, либо участок об управляющем.  Иногда в процессе проектирования полезно явно определить видимость объектов. Существуют четыре основных способа сделать так, чтобы объект X (клиент) видел объект Y (сервер):  сервер является глобальным;  сервер передается клиенту в качестве параметра операции;  сервер является частью клиента в смысле классов;  сервер локально объявляется в области видимости клиента.  Эти варианты можно комбинировать. Y может быть частью X и при этом быть видимым другим объектам. В языке Smalltalk такой способ обычно означает зависимость между двумя объектами. Общая зона видимости приводит к структурной зависимости, то есть один объект не имеет исключительных прав доступа к другому: состояние этого другого объекта может быть изменено несколькими способами.  **Выбор реализации**  Внутреннее строение (реализация) классов и объектов разрабатывается только после завершения проектирования их внешнего поведения. При этом необходимо принять два проектных решения: выбрать способ представления класса или объекта и способ размещения их в модуле.  **Представление.** Представление классов и объектов почти всегда должно быть инкапсулировано (скрыто). Это позволяет вносить изменения (например, перераспределение памяти и временных ресурсов) без нарушения функциональных связей с другими классами и объектами. Как мудро отметил Вирт: "выбор способа представления является нелегкой задачей и не определяется одними лишь техническими средствами. Он всегда должен рассматриваться с точки зрения операций над данными" [[60](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.60)]. Рассмотрим, например, класс, соответствующий расписаниям полетов самолетов. Как его нужно оптимизировать - по эффективности поиска или по скорости добавления/удаления рейса? Поскольку невозможно реализовать и то, и другое одновременно, нужно сделать выбор, исходя из целей системы. Иногда такой выбор сделать непросто, и тогда создается семейство классов с одинаковым интерфейсом, но с принципиально разной реализацией для обеспечения вариативности поведения.  Одним из наиболее трудных решений является выбор между вычислением элементов состояния объекта и хранением их в виде полей данных. Рассмотрим, например, класс **Cone** (конус) с соответствующим ему методом **volume** (объем). Этот метод возвращает значение объема объекта. В структуре конуса в виде отдельных полей хранятся данные о его высоте и радиусе основания. Следует ли еще создать поле данных для объема или следует вычислять его по мере необходимости внутри метода **volume** [[60](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.60)]? Если мы хотим получать значение объема максимально быстро, нужно создавать соответствующее поле данных. Если важнее экономия памяти, лучше вычислить это значение. Оптимальный способ представления объекта всегда определяется характером решаемой задачи. В любом случае этот выбор не должен влиять на интерфейс класса.  **Модульная структура.** Аналогичные вопросы возникают при распределении деклараций классов и объектов по модулям. В языке Smalltalk эта проблема отсутствует, здесь модульный механизм не реализован. В языках Object Pascal, C++, CLOS и Ada существует понятие модуля как отдельной языковой конструкции. Решение о месте декларирования классов и объектов в этих языках является компромиссом между требованиями видимости и скрытия информации. В общем случае модули должны быть функционально связными внутри и слабо связанными друг с другом. При этом следует учитывать ряд нетехнических факторов, таких, как повторное использование, безопасность, документирование. Проектирование модулей - не более простой процесс, чем проектирование классов и объектов. О скрытии информации Парнас, Клеменс и Вейс говорят следующее: "Применение этого принципа не всегда очевидно. Принцип нацелен на минимизацию стоимости программных средств (в целом за время эксплуатации), для чего от проектировщика требуется способность оценивать вероятность изменений. Такие оценки основываются на практическом опыте и знаниях предметной области, включая понимание технологии программирования и аппаратных особенностей" [[61](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#3.61)].  Выводы  Объект характеризуется состоянием, поведением и идентичностью.  Структура и поведение одинаковых объектов описывается в общем для них классе.  Состояние объекта определяет его статические и динамические свойства.  Поведение объекта характеризуется изменением его состояния в процессе взаимодействия (посредством передачи сообщений) с другими объектами.  Идентичность объекта - это его отличия от всех других объектов.  Иерархия объектов может строиться на принципах связи или агрегации.  Множество объектов с одинаковой структурой и поведением является классом.  Шесть типов иерархий классов включают: ассоциирование, наследование, агрегация, использование, инстанцирование и метаклассирование.  Классы и объекты, образующие словарь предметной области, называются ключевыми абстракциями.  Структура, объединяющая множество объектов и обеспечивающая их совместное целенаправленное функционирование, называется механизмом.  Качество абстракций измеряется их зацеплением, связностью, достаточностью, полнотой и примитивностью. |
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| Классификация - средство упорядочения знаний. В объектно-ориентированном анализе определение общих свойств объектов помогает найти общие ключевые абстракции и механизмы, что в свою очередь приводит нас к более простой архитектуре системы. К сожалению, пока не разработаны строгие методы классификации и нет правила, позволяющего выделять классы и объекты. Нет таких понятий, как "совершенная структура классов", "правильный выбор объектов". Как и во многих технических дисциплинах, выбор классов является компромиссным решением.  На одной из конференций программистам был задан вопрос: "Какими правилами вы руководствуетесь при определении классов и объектов?" Страуструп, разработчик языка C++, ответил: "Это как поиск святого Грааля. Не существует панацеи". Габриель, один из разработчиков CLOS, сказал: "Это вопрос, на который нет простого ответа. Я просто пробую" [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.1)]. К счастью, имеется богатый опыт классификации в других науках, на основе которого разработаны методики объектно-ориентированного анализа. Каждая такая методика предлагает свои правила (эвристики) идентификации классов и объектов. Они и будут предметом этой главы.  **4.1. Важность правильной классификации**  **Классификация и объектно-ориентированное проектирование**  Определение классов и объектов - одна из самых сложных задач объектно-ориентированного проектирования. Наш опыт показывает, что эта работа обычно содержит в себе элементы открытия и изобретения. С помощью открытий мы распознаем ключевые понятия и механизмы, которые образуют словарь предметной области. С помощью изобретения мы конструируем обобщенные понятия, а также новые механизмы, которые определяют правила взаимодействия объектов. Поэтому открытие и изобретение - неотъемлемые части успешной классификации. Целью классификации является нахождение общих свойств объектов. Классифицируя, мы объединяем в одну группу объекты, имеющие одинаковое строение или одинаковое поведение.   http://www.helloworld.ru/texts/comp/other/oop/pg148.gif  *Классификация есть средство упорядочение знаний.*  Разумная классификация, несомненно, - часть любой науки. Михальски и Степп утверждают: "неотъемлемой задачей науки является построение содержательной классификации наблюдаемых объектов или ситуаций. Такая классификация существенно облегчает понимание основной проблемы и дальнейшее развитие научной теории" [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.2)]. Та же философия относится и к инженерному делу. В области строительной архитектуры и городского планирования, как отмечает Александер, для архитектора "его проектная деятельность, и скромная, и гигантская по размеру, управляется целиком образами, которые он держит в своем сознании в данный момент, и его способностью комбинировать эти образы при создании нового проекта" [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.3)].  Неудивительно, что классификация затрагивает многие аспекты объектно-ориентированного проектирования. Она помогает определить иерархии обобщения, специализации и агрегации. Найдя общие формы взаимодействия объектов, мы вводим механизмы, которые станут фундаментом реализации нашего проекта. Классификация помогает правильно определить модульную структуру. Мы можем расположить объекты в одном или разных модулях, в зависимости от степени схожести объектов; зацепление и связность - всего лишь меры этой схожести.  Классификация играет большую роль при распределении процессов между процессорами. Мы направляем процессы на один процессор или на разные в зависимости от того, как эти процессы связаны друг с другом.  **Трудности классификации**  **Примеры классификации.** В главе 3 мы определили объект как нечто, имеющее четкие границы. На самом деле это не вполне так. Границы предметов часто неопределенны. Например, посмотрите на вашу ногу. Попытайтесь определить, где начинается и кончается колено. В разговорной речи трудно понять, почему именно эти звуки определяют слово, а не являются частью какого-то более длинного слова. Представьте себе, что вы проектируете текстовый редактор. Что считать классом - буквы или слова? Как понимать отдельные фразы, предложения, параграфы, документы? Как обращаться с произвольными, не обязательно осмысленными, блоками текста? Что делать с предложениями, абзацами и целыми документами - соответствуют ли такие классы нашей задаче?  То, что разумная классификация - трудная проблема, новостью не назовешь. И поскольку есть параллели с аналогичными трудностями в объектно-ориентированном проектировании, рассмотрим примеры классификации в двух других научных дисциплинах: биологии и химии.  Вплоть до XVIII века идея о возможности классификации живых организмов по степени сложности была господствующей. Мера сложности была субъективной, поэтому неудивительно, что человек оказался в списке на первом месте. В середине XVIII века шведский ботаник Карл Линней предложил более подробную таксономию для классификации организмов: он ввел понятия рода и вида. Век спустя Дарвин выдвинул теорию, по которой механизмом эволюции является естественный отбор и ныне существующие виды животных - продукт эволюции древних организмов. Теория Дарвина основывалась на разумной классификации видов. Как утверждает Дарвин, "натуралисты пытаются расположить виды, роды, семейства в каждом классе в то, что называется натуральной системой. Что подразумевается под этой системой? Некоторые авторы понимают некоторую простую схему, позволяющую расположить наиболее похожие живые организмы в один класс и различные - в разные классы" [[4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.4)]. В современной биологии термин "классификация" обозначает "установление иерархической системы категорий на основе предположительно существующих естественных связей между организмами" [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.5)]. Наиболее общее понятие в биологической таксономии - царство, затем, в порядке убывания общности: тип (отдел), класс, отряд (порядок), семейство, род и, наконец, вид. Исторически сложилось так, что место каждого организма в иерархической системе определяется на основании внешнего и внутреннего строения тела и эволюционных связей. В современной классификации живых существ выделяются группы организмов, имеющих общую генетическую историю, то есть организмы, имеющие сходные ДНК, включаются в одну группу. Классификация по ДНК полезна, чтобы различить организмы, которые похожи внешне, но генетически сильно отличаются. По современным воззрениям дельфины ближе к коровам, чем к форели [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.6)].  Возможно, для программиста биология представляется зрелой, вполне сформировавшейся наукой с определенными критериями классификации организмов. Но это не так. Биолог Мэй сказал: "На сегодняшний день мы даже не знаем порядок числа видов растений и животных, населяющих нашу планету: классифицировано менее, чем 2 млн. видов, в то время как возможное число видов оценивается от 5 до 50 млн." [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.7)]. Более того, различные критерии классификации одних и тех же животных приводят к разным результатам. Мартин утверждает, что "все зависит от того, что вы хотите получить. Если вы хотите, чтобы классификация говорила о кровном родстве видов, вы получите один ответ, если вы желаете отразить уровень приспособления, ответ будет другой" [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.8)]. Можно заключить, что даже в строгих научных дисциплинах методы и критерии классификации сильно зависят от цели классификации.  Аналогичная ситуация сложилась и в химии [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.9)]. В древние времена считалось, что все вещества суть комбинации земли, воздуха, огня и воды. В настоящее время такая классификация не может считаться сколько-нибудь удовлетворительной. В середине XVII в. Роберт Бойль предложил элементы как примитивные химические абстракции, из которых составляются более сложные вещества. Век спустя, в 1789 г., Лавуазье опубликовал первый список, содержащий 23 элемента, хотя впоследствии было открыто, что некоторые из них таковыми не являются. Но открытие новых элементов продолжалось, список увеличивался. Наконец, в 1869 г. Менделеев предложил периодический закон, который давал точные критерии для классификации известных элементов и даже мог предсказывать свойства еще не открытых элементов. Но даже периодический закон не был концом истории о классификации элементов. В начале XX в. были открыты элементы с одинаковыми химическими свойствами, но с разными атомными весами - изотопы.  Вывод прост. Как утверждал Декарт: "Открытие порядка - нелегкая задача, но если он найден, понять его совсем не трудно" [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.10)]. Лучшие программистские решения выглядят просто, но, как показывает опыт, добиться простой архитектуры очень трудно.  **Итеративная суть классификации.** Все эти сведения мы привели здесь не для того, чтобы оправдать "долгострой" в программном обеспечении, хотя на самом деле многим менеджерам и пользователям кажется, что необходимы века, чтобы закончить начатую работу. Мы просто хотели подчеркнуть, что разумная классификация - работа интеллектуальная и лучший способ ее ведения - последовательный, итеративный процесс. Это становится очевидным при анализе разработки таких программных продуктов, как графический интерфейс, стандарты баз данных и языки программирования четвертого поколения. Шоу утверждает, что в разработке программного обеспечения "развитие какой-либо абстракции часто следует общей схеме. В начале проблема решается *ad hoc*, то есть как-нибудь, для каждого частного случая. По мере накопления опыта некоторые решения оказываются более удачными, чем другие, и возникает род фольклора, переходящего от человека к человеку. Удачные решения изучаются более систематически, они программируются и анализируются. Это позволяет развить модели, осуществить их автоматическую реализацию, и разработать теорию, обобщающую найденное решение. Это в свою очередь поднимает практику на более высокий уровень и позволяет взяться за еще более сложную задачу, к которой, в свою очередь, мы подходим *ad hoc*, тем самым начиная новый виток спирали" [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.11)].  Итеративный подход к классификации накладывает соответствующий отпечаток и на процедуру конструирования иерархии классов и объектов при разработке сложного программного обеспечения. На практике обычно за основу берется какая-то определенная структура классов, которую постепенно совершенствуют.   http://www.helloworld.ru/texts/comp/other/oop/pg151.gif  *Разные наблюдатели классифицируют один и тот же объект по-разному.*  И только на поздней стадии разработки, когда уже получен некоторый опыт использования такой структуры, мы можем критически оценить качество получившейся классификации. Основываясь на полученном опыте, мы можем создать новый подкласс из уже существующих (вывод), или разделить большой класс на много маленьких (факторизация), или, наконец, слить несколько существующих в один (композиция). Возможно, в процессе разработки будут найдены новые общие свойства, ранее не замеченные, и мы сможем определить новые классы (абстракция) [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.12)].  Почему же классификация так сложна? Мы объясняем это двумя причинами. Во-первых, отсутствием "совершенной" классификации, хотя, естественно, одни классификации лучше других. Кумбс, Раффья и Трал утверждают, что "существует столько способов деления мира на объектные системы, сколько ученых принимается за эту задачу" [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.13)]. Любая классификация зависит от точки зрения субъекта. Флуд и Кэрсон приводят пример: "Соединенное Королевство... экономисты могут рассматривать как экономический институт, социологи - как общество, защитники окружающей среды - как гибнущий уголок природы, американские туристы - как достопримечательность, советские руководители - как военную угрозу, наконец, наиболее романтичные из нас, британцев - как зеленые луга родины" [[14](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.14)]. Во-вторых, разумная классификация требует изрядной доли творческого озарения. Бертвистл, Даль, Мюрхауг и Нюгард заключают, что "иногда ответ очевиден, иногда он - дело вкуса, а бывает, что все зависит от умения заметить главное" [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.15)]. Все это напоминает загадку: "Почему лазерный луч похож на золотую рыбку?.. Потому, что ни тот, ни другой не умеют свистеть" [[16](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.16)]. Надо быть очень творческим мыслителем, чтобы найти общее в настолько несвязанных предметах.  4.2. Идентификация классов и объектов  **Классический и современный подходы**  Со времен Платона проблема классификации занимала умы бесчисленных философов, лингвистов, когнитивистов, математиков. Поэтому было бы разумно изучить накопленный опыт и применить его в объектно-ориентированном проектировании. Исторически известны только три подхода:  классическая категоризация;  концептуальная кластеризация;  теория прототипов [[17](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.17)].  **Классическая категоризация.** В классическом подходе "все вещи, обладающие данным свойством или совокупностью свойств, формируют некоторую категорию. Причем наличие этих свойств является необходимым и достаточным условием, определяющим категорию" [[18](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.18)]. Например, холостые люди - это категория: каждый человек или холост, или женат, и этот признак достаточен для решения вопроса, к какой категории принадлежит тот или иной индивидуум. С другой стороны, высокие люди не определяют категории, если, конечно, мы специально не уточним критерий, позволяющий четко отличать высоких людей от невысоких.  Классическая категоризация пришла к нам от Платона и Аристотеля. Последний в своей классификации растений и животных пользовался техникой рассуждений, напоминающей современную детскую игру в 20 вопросов (Это минерал, животное или растение? Это покрыто мехом или перьями? Может ли оно летать? Пахнет ли оно?) [[20](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.20)]. Такой подход нашел последователей, наиболее выдающимися из которых были: Фома Аквинский, Декарт, Локк. По утверждению Фомы Аквинского: "Мы можем именовать вещи согласно нашим знаниям об их природе, получаемым через познание их свойств и действий" [[21](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.21)].  Принципы классической категоризации отражены в современной теории развития ребенка. Пьяже утверждает, что после первого года жизни ребенок осознает существование объектов и затем начинает приобретать навыки их классификации, вначале пользуясь базовыми категориями, такими, как собаки, кошки и игрушки [[22](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.22)]. Позднее ребенок осознает, с одной стороны более общие (животные), а с другой стороны, более частные категории (колли, доги, овчарки) [[23](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.23)].  Таким образом, классический подход в качестве критерия похожести объектов использует родственность их свойств. В частности, объекты можно разбивать на непересекающиеся множества в зависимости от наличия или отсутствия некоторого признака. Мински предположил, что "лучшими являются такие наборы свойств, элементы которых мало взаимодействуют между собой. Этим объясняется всеобщая любовь к таким критериям как размер, цвет, форма и материал. Так как эти критерии не пересекаются, про какой-нибудь предмет можно утверждать, что он большой, серый, круглый и деревянный" [[24](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.24)]. Вообще говоря, свойства не обязательно должны быть измеряемыми, в качестве их можно использовать наблюдаемое поведение. То обстоятельство, что птицы летают, а рыбы нет, позволяет отличить орла от форели.    |  | | --- | | Проблема классификации  На рис. 4-1 показаны 10 поездов, обозначенных буквами от А до J. Каждое изображение состоит из паровоза и нескольких вагонов. Прежде чем продолжать чтение, попытайтесь за 10 минут определить несколько групп изображений, составленных по какому-то логическому признаку. Например, изображения можно разбить на три группы: в одной группе поезда имеют черные колеса, в другой группе - белые, а в третьей - и белые, и черные.  Этот пример взят из работы Степпа и Михальски о концептуальном объединении [[19](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.19)]. Очевидно, "правильного" разбиения на группы не существует. Наши изображения были классифицированы 93 различными способами. Наиболее распространенный способ классификаций по длине состава: были выделены три группы: составы с двумя, тремя и четырьмя вагонами. Второй по популярности вид классификации - по цвету колес поезда. Сорок из девяносто трех видов классификации были уникальными (то есть вид содержал только один экземпляр).  Экспериментируя с этим рисунком, мы убедились в правоте Степпа и Михальски. Большинство опрошенных нами предлагали один из двух наиболее популярных видов классификации (по длине состава и цвету колес поезда). Один опрошенный предложил следующее: в одной группе составы помечены буквами, нарисованными с помощью только прямых линий (A, Е, F, H и I), в другой - буквами с кривыми линиями. Вот уж, действительно, пример нетривиального мышления.  Если вы уже справились с заданием, давайте изменим условия. Представим, что круги обозначают груз с токсичными веществами, прямоугольники - лесоматериалы, все остальные знаки обозначают пассажиров. Попытайтесь теперь классифицировать изображения и заметьте, как дополнительная информация влияет на вашу точку зрения.  В наших опытах большинство опрошенных классифицировало поезда по тому, содержит состав токсичный груз или нет. Мы заключили, что новые сведения о реальной ситуации облегчают и улучшают классификацию. |   Какие конкретно свойства надо принимать во внимание? Это зависит от обстановки. Например, цвет автомобиля надо зафиксировать в задаче учета продукции автомобилестроительного завода, но он не интересен программе, управляющей уличным светофором. Вот почему мы говорим, что нет абсолютного критерия классификации, одна и та же структура классов может подходить для одной задачи и не годиться для другой. Джеймс пишет: "Нельзя утверждать, что некоторая схема классификации лучше других отражает структуру и порядок вещей в природе. Природе безразличны наши попытки в ней разобраться. Некоторые классификации действительно важнее других, но только в связи с нашими интересами, а не потому, что они вернее или полнее отражают реальность" [[25](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.25)].  Современное западное мышление по большей части насквозь пропитано классической категоризацией, однако, как показывает пример с высокими и низкими людьми, этот подход не всегда работает. Косок отмечает, что "естественные категории не четко отграничены друг от друга. Большинство птиц летает, но не все. Стул может быть деревянным, металлическим или пластмассовым, а количество ног у него целиком зависит от прихоти конструктора. Практически невозможно перечислить определяющие свойства естественной категории, так, чтобы не было исключений" [[26](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.26)]. Это, действительно, коренные пороки классической категоризации, которые и попытались исправить в современных подходах. Ими мы сейчас займемся.   http://www.helloworld.ru/texts/comp/other/oop/pic04_01.gif  *Рис. 4-1. Проблема классификации.*  **Концептуальная кластеризация.** Это более современный вариант классического подхода. Он возник из попыток формального представления знаний. Степп и Михальски пишут: "При таком подходе сначала формируются концептуальные описания классов (кластеров объектов), а затем мы классифицируем сущности в соответствии с этими описаниями" [[27](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.27)]. Например, возьмем понятие "любовная песня". Это именно понятие, а не признак или свойство, поскольку степень любовности песни едва ли можно измерить. Но если можно утверждать, что песня скорее про любовь, чем про что-то другое, то мы помещаем ее в эту категорию.  Концептуальную кластеризацию можно связать с теорией нечетких (многозначных) множеств, в которой объект может принадлежать к нескольким категориям одновременно с разной степенью точности. Концептуальная кластеризация делает в классификации абсолютные суждения, основываясь на наилучшем согласии.  **Теория прототипов.** Классическая категоризация и концептуальная кластеризация - достаточно выразительные методы, вполне пригодные для проектирования сложных программных систем. Но все же есть ситуации, в которых эти методы не работают. Рассмотрим более современный метод классификации, теорию прототипов, предпосылки которой можно найти в книге по психологии восприятия Рош и ее коллег [[28](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.28)].  Существуют некоторые абстракции, которые не имеют ни четких свойств, ни четкого определения. Лакофф объясняет эту проблему так: "По утверждению Виттгенстейна (Wittgenstein), существуют категории (например, игры), которые не соответствуют классически образцам, так как нет признаков, свойственных всем играм... По этой причине их можно объединить так называемой семейной схожестью... Виттгенстейн утверждает, что у категории игр нет четкой границы. Категорию можно расширить и включить новые виды игр при условии, что они напоминают уже известные игры" [[29](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.29)]. Вот почему этот подход называется теорией прототипов: класс определяется одним объектом-прототипом, и новый объект можно отнести к классу при условии, что он наделен существенным сходством с прототипом.  Лаков и Джонсон применяют классификацию на основе прототипов к упомянутой выше проблеме стульев. Они замечают, что "мы считаем мягкий пуф, парикмахерское кресло и складной стул стульями не потому, что они удовлетворяют некоторому фиксированному набору признаков прототипа, но потому, что они имеют достаточное фамильное сходство с прототипом... Не требуется никакого общего набора свойств прототипа, которое годилось бы и для пуфика и для парикмахерского кресла, но они оба - стулья, так как каждый из них в отдельности похож на прототипный стул, пусть даже каждый по-своему. Свойства, определяемые при взаимодействии с объектом (свойства взаимодействия), являются главными при определении семейного сходства" [[30](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.30)].  Понятие свойств взаимодействия - центральное для теории прототипов. В концептуальной кластеризации мы группируем в соответствии с различными концепциями. В теории прототипов классификация объектов производится по степени их сходства с конкретным прототипом.  **Применение классических и новых теорий.** Разработчику, озабоченному постоянно меняющимися требованиями к системе и вечно сражающемуся с напряженным планом при ограниченных ресурсах, предмет нашего обсуждения может показаться далеким от реальности. В действительности, три рассмотренных подхода к классификации имеют непосредственное отношение к объектно-ориентированному проектированию.  На практике мы идентифицируем классы и объекты сначала по свойствам, важным в данной ситуации, то есть стараемся выделить и отобрать структуры и типы поведения с помощью словаря предметной области. "Потенциально возможных абстракций, как правило, очень много" [[31](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.31)]. Если таким путем не удалось построить удобоваримой структуры классов, мы пробуем концептуальный подход. В этом случае в центре внимания уделяется поведение объектов, когда они взаимодействуют друг с другом. Наконец, мы пробуем выделить прототипы и ассоциировать с ними объекты.  Эти три способа классификации составляют теоретическую основу объектно-ориентированного подхода к анализу, предлагающего много практических советов и правил, которые можно применить для идентификации классов и объектов при проектировании сложной программной системы.  **Объектно-ориентированный анализ**  Границы между стадиями анализа и проектирования размыты, но решаемые ими задачи определяются достаточно четко. В процессе анализа мы моделируем проблему, *обнаруживая*классы и объекты, которые составляют словарь проблемной области. При объектно-ориентированном проектировании мы *изобретаем* абстракции и механизмы, обеспечивающие поведение, требуемое моделью [Обозначения и процессы, описанные в этой книге, в равной степени относятся к фазам и анализа и проектирования (в традиционном понимании), как мы увидим в главе 6. Именно по этой причине мы сменили во втором издании название книги на "Объектно-ориентированный анализ и проектирование"].  Теперь мы рассмотрим несколько проверенных практикой подходов к анализу объектно-ориентированных систем.  **Классические подходы.** Разные ученые находят различные источники классов и объектов, согласующихся с требованиями предметной области. Мы называем эти подходы классическими, поскольку они опираются на классическую категоризацию.  Например, Шлаер и Меллор предлагают следующих кандидатов в классы и объекты [[32](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.32)]:    |  |  | | --- | --- | | ® Осязаемые предметы | Автомобили, телеметрические данные, датчики давления | | ® Роли | Мать, учитель, политик | | ® События | Посадка, прерывание, запрос | | ® Взаимодействие | Заем, встреча, пересечение |   Что-то в этом роде предлагает Росс, исходя из перспектив моделирования баз данных [[33](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.33)]:    |  |  | | --- | --- | | ® Люди | Человеческие существа, выполняющие некоторые функции | | ® Места | Области, связанные с людьми или предметами | | ® Предметы | Осязаемый материальный объект или группа объектов | | ® Организации | Формально организованная совокупность людей, ресурсов, оборудования, которая имеет определенную цель и существование которой в целом не зависит от индивидуумов | | ® Концепции | Принципы и идеи, сами по себе неосязаемые, но предназначенные для организации деятельности и/или общения, или же для наблюдения за ними | | ® События | Нечто случающееся с чем-то в заданное время или последовательно |   Коад и Иордан предложили свой список [[34](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.34)]:    |  |  | | --- | --- | | ® Структуры | Отношения "целое-часть" и "общее-частное" | | ® Другие системы | Внешние системы, с которыми взаимодействует приложение | | ® Устройства | Устройства, с которыми взаимодействует приложение | | ® События | Происшествия, которые должны быть запомнены | | ® Разыгрываемые роли | Роли, которые исполняют пользователи, работающие с приложением | | ® Места | Здания, офисы и другие места, существенные для работы приложения | | ® Организационные единицы | Группы, к которым принадлежат пользователи |   На более высоком уровне абстракции Коад вводит понятие предметной области, которая в сущности является логически связанной группой классов, относящейся к высокоуровневым функциям системы.  **Анализ поведения.** В то время как классические подходы концентрируют внимание на осязаемых элементах предметной области, другая школа мысли объектно-ориентированного анализа сосредотачивается на динамическом поведении как на первоисточнике объектов и классов [Шлаер и Меллор дополнили свою более раннюю работу, обратив внимание также и на поведение. В частности, они изучали жизненный цикл объекта как средство понимания границ]. Это напоминает концептуальную кластеризацию, рассмотренную выше: мы формируем классы, основываясь на группах объектов, демонстрирующих сходное поведение.  Вирфс-Брок предлагает понятие ответственности объекта, под которыми следует понимать "его знания и умения. Ответственность - это способ выразить цель объекта и его место в системе. Ответственность объекта есть совокупность всех услуг, которые он может предоставлять по всем его контрактам" [[36](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.36)]. То есть, мы объединяем вместе те объекты, которые имеют сходные ответственности и строим иерархию классов, в которой каждый подкласс, выполняя обязательства суперкласса, привносит свои дополнительные услуги.  Рубин и Гольдберг предлагают идентифицировать классы и объекты, анализируя функционирование системы: "Наш подход основан на изучении поведения системы. Мы сопоставляем формы поведения с частями системы и пытаемся понять, какая часть инициирует поведение и какие части в нем участвуют... Инициаторы и участники, играющие существенные роли, опознаются как объекты и делаются ответственными за эти роли" [[37](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.37)].  Идеи Рубина тесно связаны с предложенным в 1979 году Альбрехтом подходом с точки зрения функций. По его определению, функция "определяется как отдельное бизнес-действие конечного пользователя" [[38](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.38)], то есть: ввод/вывод, запрос, файл или интерфейс. Очевидно, что эта концепция происходит из области информационных систем. Однако, она может быть применена к любой автоматизированной системе. По существу, функция - это любое достоверно видимое извне и имеющее отношение к делу поведение системы.  **Анализ предметной области.** До сих пор мы неявно имели в виду единственное разрабатываемое нами приложение. Но иногда в поисках полезных и уже доказавших свою работоспособность идей полезно обратиться сразу ко всем приложениям в рамках данной предметной области, как, например, ведение историй болезни пациентов, торговля ценными бумагами, разработка компиляторов или системы управления ракетами. Если вы находитесь в середине разработки и застряли, анализ какой-нибудь узкой предметной области может помочь, указав вам на ключевые абстракции, оказавшиеся полезными в сходных системах. Анализ предметной области работает очень хорошо, исключая разве что лишь очень специальные ситуации, так как уникальные программные системы встречаются крайне редко.  Идею анализа предметной области впервые предложил Нейборс. Мы определим такой анализ как "попытку выделить те объекты, операции и связи, которые эксперты данной области считают наиболее важными" [[39](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.39)]. Мур и Байлин определяют следующие этапы в анализе области:  "Построение скелетной модели предметной области при консультациях с экспертами в этой области.  Изучение существующих в данной области систем и представление результатов в стандартном виде.  Определение сходства и различий между системами при участии экспертов.  Уточнение общей модели для приспособления к нуждам конкретной системы" [[40](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.40)].  Анализ области можно вести относительно аналогичных приложений (вертикально) или относительно аналогичных частей одного и того же приложения (горизонтально). Например, начиная проектировать систему учета пациентов, имеет смысл рассмотреть уже имеющиеся подобные системы, чтобы понять, какие ключевые абстракции и механизмы, использованные в них, будут вам полезны, а какие нет. Аналогично система бухгалтерского учета должна представлять различные виды отчетов. Если считать отчеты некой предметной областью, ее анализ может привести разработчика к пониманию ключевых абстракций и механизмов, которые обслуживают все виды отчетов. Полученные таким образом классы и объекты представляют собой множество ключевых абстракций и механизмов, отобранных с учетом цели исходной задачи: создания системы отчетов. Поэтому окончательный проект будет проще.  Определим теперь, кто такой эксперт? В роли эксперта часто выступает просто пользователь системы, например, инженер или диспетчер. Он не обязательно должен быть программистом, но должен быть близко знаком с исследуемой проблемой и разговаривать на языке этой проблемы.  Менеджеры проектов заинтересованы в непосредственном сотрудничестве пользователей и разработчиков системы. Но для очень сложных систем прикладной анализ является формальным процессом, для которого требуется большое число экспертов и разработчиков на длительный период времени. На практике такой формальный анализ требуется редко. Обычно для начального уяснения проблемы достаточно короткой встречи экспертов и разработчиков. Удивительно, как мало информации требуется для продуктивной работы разработчика. Однако мы считаем чрезвычайно полезными такие встречи в течение всей разработки. Анализ прикладной области лучше всего вести шаг за шагом - немного поанализировать, потом немного попроектировать и т.д.  **Анализ вариантов.** По отдельности классический подход, поведенческий подход и изучение предметной области, рассмотренные выше, сильно зависят от индивидуальных способностей и опыта аналитика. Для большинства реальных проектов одновременное применение всех трех подходов неприемлемо, так как процесс анализа становится недетерминированным и непредсказуемым.  Анализ вариантов - это подход, который можно успешно сочетать с первыми тремя, делая их применение более упорядоченным. Впервые его формализовал Джекобсон, определивший вариант применения, как "частный пример или образец использования, сценарий, начинающийся с того, что пользователь системы инициирует операцию или последовательность взаимосвязанных событий" [[41](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.41)].  Коротко говоря, этот вид анализа можно начинать вместе с анализом требований. В этот момент пользователи, эксперты и разработчики перечисляют сценарии, наиболее существенные для работы системы (пока не углубляясь в детали). Затем они тщательно прорабатывают сценарии, раскладывая их по кадрам, как делают телевизионщики и кинематографисты [[42](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.42)]. При этом они устанавливают, какие объекты участвуют в сценарии, каковы обязанности каждого объекта и как они взаимодействуют в терминах операций. Тем самым группа разработчиков вынуждена четко распределить области влияния абстракций. Далее набор сценариев расширяется, чтобы учесть исключительные ситуации и вторичное поведение (Гольдстейн и Алджер называют это периферийными аспектами [[43](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.43)]). В результате появляются новые или уточняются существующие абстракции. Позже, в главе 6, мы покажем, как сценарии используются для тестирования.     **CRC-карточки.** CRC обозначает Class-Responsibilities-Collaborators (Класс/Ответственности/Участники). Это простой и замечательно эффективный способ анализа сценариев. Карты CRC впервые предложили Бек и Каннингхэм для обучения объектно-ориентированному программированию, но такие карточки оказались отличным инструментом для мозговых атак и общения разработчиков между собой.  Собственно, это обычные библиографические карточки 3х5 дюйма (если позволяет бюджет вашего проекта, купите 5х7; очень хорошо, если карточки будут линованными, а разноцветные - просто мечта). На карточках вы пишите (обязательно карандашом) сверху - название класса, снизу в левой половине - за что он отвечает, а в правой половине - с кем он сотрудничает. Проходя по сценарию, заводите по карточке на каждый обнаруженный класс и дописывайте в нее новые пункты. При этом каждый раз обдумывайте, что из этого получается, и "выделяйте излишек ответственности" в новый класс или, что случается чаще всего, перенесите ответственности с одного большого класса на несколько более детальных классов, или, возможно, передайте часть обязанностей другому классу.  Карточки можно раскладывать так, чтобы представить формы сотрудничества объектов. С точки зрения динамики сценария, их расположение может показать поток сообщений между объектами, с точки зрения статики они представляют иерархии классов.  **Неформальное описание.** Радикальная альтернатива классическому анализу была предложена в чрезвычайно простом методе Аббота. Согласно этому методу надо описать задачу или ее часть на простом английском языке, а потом подчеркнуть существительные и глаголы [[45](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.45)]. Существительные - кандидаты на роль классов, а глаголы могут стать именами операций. Метод можно автоматизировать, и такая система была построена в Токийском технологическом институте и в Fujitsu [[46](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.46)].  Подход Аббота полезен, так как он прост и заставляет разработчика заниматься словарем предметной области. Однако он весьма приблизителен и непригоден для сколько-нибудь сложных проблем. Человеческий язык - ужасно неточное средство выражения, потому список объектов и операций зависит от умения разработчика записывать свои мысли. Тем более, что для многих существительных можно найти соответствующую глагольную форму и наоборот.  **Структурный анализ.** Вторая альтернатива классической технике объектно-ориентированного анализа использует структурный анализ как основу для объектно-ориентированного проектирования. Такой подход привлекателен потому, что много аналитиков применяют этот подход и имеется большое число программных CASE-средств, поддерживающих автоматизацию этих методов. Нам лично не нравится использовать структурный анализ как основу для объектно-ориентированного проектирования, но для некоторых организаций такой прагматический подход не имеет альтернативы.  После проведения структурного анализа мы уже имеем модель системы, описанную диаграммами потоков данных и другими продуктами структурного анализа. Эти диаграммы дают нам формальную модель проблемы. Исходя из модели, мы можем приступить к определению осмысленных классов и объектов тремя различными способами.  МакМенамин и Палмер предлагают сначала приступить к формированию словаря данных и затем к анализу контекстных диаграмм модели. Они говорят:  "рассматривая список основных структур данных, следует подумать, о чем они говорят или что описывают. Например, если они прилагательные, то какие существительные они описывают? Ответы на такие вопросы могут пополнить ваш список объектов" [[47](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.47)]. Эти кандидаты в объекты происходят из окружающей среды, из существенных входных и выходных данных, а также продуктов, услуг и других ресурсов, которыми она управляет.  Следующие два способа основаны на анализе отдельных диаграмм потоков данных. Если взять какую-нибудь диаграмму потоков (в терминологии Барда и Меллора [[48](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.48)]), то кандидаты в объекты это:  внешние сущности;  хранилища данных;  хранилища управляющих сущностей;  управляющие преобразования.  Кандидаты в классы:  потоки данных;  потоки управления.  Остается преобразование данных, которое мы можем рассматривать как операции над существующими объектами или как поведение некоторого объекта, который мы создали специально для выполнения нужного преобразования.  Зайдевиц и Старк предлагают еще один метод, который они называют анализом абстракций. Метод базируется на идентификации основных сущностей, которые по своей природе аналогичны основным преобразованиям в структурном проектировании. Как они говорят, "в структурном анализе входные и выходные данные изучаются до тех пор, пока не достигнут высшего уровня абстракции. Процесс преобразования входных данных в выходные есть основное преобразование. В абстрактном анализе разработчик делает то же самое, а также изучает основное преобразование для того, чтобы определить, какие процессы и состояния представляют наилучшую абстрактную модель системы" [[49](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.49)]. После определения основной сущности в диаграмме потоков данных аналитик приступает к изучению всей инфраструктуры, прослеживая входящие и исходящие потоки данных из центра, группируя процессы и состояния, встречающиеся по пути. Для практического использования авторы нашли анализ абстракций слишком сложным и в качестве альтернативы предлагают объектно-ориентированный анализ [[50](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.50)].  Необходимо отметить, что принципы структурного проектирования, которое, естественно, следует за структурным анализом, полностью ортогональны принципам объектно-ориентированного проектирования. Наш опыт показывает, что использование структурного анализа в процессе объектно-ориентированного проектирования часто приводит к полному провалу, если разработчик не способен сопротивляться желанию свалиться в структурную пропасть. Другая очень серьезная опасность заключается в том, что многие аналитики любят рисовать диаграммы потоков данных, которые представляют собой скорее описание проекта, чем модель существа системы. Очень трудно построить объектно-ориентированную систему, если модель столь очевидно ориентирована на алгоритмическую декомпозицию. Поэтому мы предпочитаем объектно-ориентированный анализ и анализ проблемной области как подготовительный этап для объектно-ориентированного проектирования. При этом уменьшается риск замусорить проект элементами алгоритмического анализа.  Если же по каким-либо уважительным причинам [Политические и исторические причины в качестве уважительных не принимаются] приходится взять за основу структурный анализ, прекратите строить диаграммы, как только они начинают смахивать на проект программы, а не на модель предметной области. Помните, что материалы проектирования, такие, как диаграммы потоков данных, это не конечный продукт, а инструмент разработчиков. Обычно строятся диаграммы, а затем разрабатываются механизмы, обеспечивающие необходимое поведение системы, то есть сам акт проектирования видоизменяет начальную модель. Поддержание соответствия модели и развивающегося проекта - дело трудное, и, честно говоря, бесполезное. Имеет смысл сохранять только продукт структурного анализа высокого уровня абстракции. Он отражает существенные черты и достаточно независим от проекта системы.  4.3. Ключевые абстракции и механизмы  **Ключевые абстракции**  **Поиск и выбор ключевых абстракций.** Ключевая абстракция - это класс или объект, который входит в словарь проблемной области. Самая главная ценность ключевых абстракций заключена в том, что они определяют границы нашей проблемы: выделяют то, что входит в нашу систему и поэтому важно для нас, и устраняют лишнее. Задача выделения таких абстракций специфична для проблемной области. Как утверждает Голдберг, "правильный выбор объектов зависит от назначения приложения и степени детальности обрабатываемой информации" [[51](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.51)].  Как мы уже отмечали, определение ключевых абстракций включает в себя два процесса: открытие и изобретение. Мы открываем абстракции, слушая специалистов по предметной области: если эксперт про нее говорит, то эта абстракция обычно действительно важна [[52](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.52)]. Изобретая, мы создаем новые классы и объекты, не обязательно являющиеся частью предметной области, но полезные при проектировании или реализации системы. Например, пользователь банкомата говорит "счет, снять, положить"; эти термины - часть словаря предметной области. Разработчик системы использует их, но добавляет свои, такие, как база данных, диспетчер экрана, список, очередь и так далее. Эти ключевые абстракции созданы уже не предметной областью, а проектированием.  Наиболее мощный способ выделения ключевых абстракций - сводить задачу к уже известным классам и объектам. Как будет показано ниже в главе 6, при отсутствии таких повторно используемых абстракций мы рекомендуем пользоваться сценариями, чтобы вести процесс идентификации классов и объектов.  **Уточнение ключевых абстракций.** Определив кандидатов на роли ключевых абстракций, мы должны оценить их по критериям, описанным в предыдущих главах. По словам Страуструпа "программист должен задаваться вопросами: Как создаются объекты класса? Как можно копировать и/или уничтожать объекты данного класса? Какие операции могут быть выполнены над этим объектом? Если ответы на эти вопросы туманны, то, возможно, общая концепция не ясна и лучше сесть и подумать еще раз, чем бросаться программировать" [[53](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.53)].  Определив новые абстракции, мы должны найти их место в контексте уже существующих классов и объектов. Не стоит пытаться делать это строго сверху вниз или снизу вверх. Халберт и О'Брайен утверждают, что "нет особой необходимости строить иерархию классов, начиная с самого верхнего класса, и потом дополнять ее подклассами. Чаще вы создаете несколько независимых иерархий, осознаете их общие черты и выделяете один или несколько суперклассов. Требуется несколько проходов вверх и вниз по иерархии, чтобы создать программный проект" [[54](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.54)]. Это не карт-бланш на хакерство, а всего лишь наблюдение, основанное на опыте и подтверждающее тот факт, что объектно-ориентированное проектирование - процесс последовательных приближений. Сходное наблюдение делает Страуструп: "Наиболее частые реорганизации в иерархии классов - это сведение совпадающих частей двух классов в один и разделение класса на два новых" [[55](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.55)].   http://www.helloworld.ru/texts/comp/other/oop/pg163.gif  *Классы и объекты должны быть на надлежащем уровне абстракции: не слишком высоко и не слишком низко.*  Трудно сразу расположить классы и объекты на правильных уровнях абстракции. Иногда, найдя важный класс, мы можем передвинуть его вверх в иерархии классов, тем самым увеличивая степень повторности использования кода. Это называется продвижением класса [[56](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.56)]. Аналогично, можем прийти к выводу, что класс слишком обобщен, и это затрудняет наследование: происходит семантический разрыв или конфликт зернистости [[57](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.57)]. В обоих случаях мы пытаемся выявить зацепление или недостаточную связность абстракций и смягчить конфликт.  Программисты часто легкомысленно относятся к правильному наименованию классов и объектов, но на самом деле очень важно отразить в обозначении классов и объектов сущность описываемых ими предметов. Программы необходимо писать тщательно, как художественную литературу, дума я и о читателях, и о компьютере [[58](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.58)]. При идентификации одного только объекта вам нужно придумать имена: для него, для его класса и для модуля, в котором класс объявлен. Умножьте на тысячу объектов и сотни классов, и вы поймете, как остра проблема.  Мы предлагаем следующие правила:  Объекты следует называть существительными: **theSensor** или **shape**.  Классы следует называть обобщенными существительными: **Sensors**, **Shapes**.  Операции-модификаторы следует называть активными глаголами: **Draw**, **moveLeft**.  У операций-селекторов в имя должен включаться запрос или форма глагола "to be": **extentOf**, **isOpen**.  Подчеркивание и использование заглавных букв - на ваше усмотрение, постарайтесь лишь не противоречить сами себе.  **Идентификация механизмов**  **Как найти механизмы?** В предыдущем обсуждении мы называли механизмами структуры, посредством которых объекты взаимодействуют друг с другом и ведут себя так, как требуется. Так же как при разработке класса фактически определяется поведение отдельных объектов, так же и механизмы служат для задания поведения совокупности объектов. Таким образом, механизмы представляют шаблоны поведения.  Рассмотрим требование, предъявляемое к автомобилю: нажатие на акселератор должно приводить к увеличению оборотов двигателя, а отпускание акселератора - к их уменьшению. Как это происходит, водителю совершенно безразлично. Может быть использован любой механизм, обеспечивающий нужное поведение, и его выбор - дело вкуса разработчика. Например, допустимо любое из предложенных ниже инженерных решений:  Механическая связь между акселератором и карбюратором (обычное решение).  Под педалью ставится датчик давления, который соединяется с компьютером, управляющим карбюратором (механизм управления по проводам).  Карбюратора нет. Бак с горючим находится на крыше автомобиля и топливо свободно течет в двигатель. Поток топлива регулируется зажимом на трубке. Нажатие на педаль акселератора ослабляет зажим (очень дешево).  Какую именно реализацию выберет разработчик, зависит от таких параметров, как стоимость, надежность, технологичность и т.д.  Подобно тому, как было бы недопустимой невежливостью со стороны клиента нарушать правила пользования сервером, также и выход за пределы правил и ограничений поведения, заданных механизмом, социально неприемлем. Водитель был бы удивлен, если бы, нажав на педаль акселератора, он увидел зажегшиеся фары.  Ключевые абстракции определяют словарь проблемной области, механизмы определяют суть проекта. В процессе проектирования разработчик должен придумать не только начинку классов, но и то, как объекты этих классов будут взаимодействовать друг с другом. Но конкретный механизм взаимодействия все равно придется разложить на методы классов. В итоге протокол класса будет отражать поведение его объектов и работу механизмов, в которых они участвуют.  Механизмы, таким образом, представляют собой стратегические решения в проектировании, подобно проектированию структуры классов. С другой стороны, проектирование интерфейса какого-то одного класса - это скорее тактическое решение. Стратегические решения должны быть выполнены явно, иначе у нас получится неорганизованная толпа объектов, кидающихся выполнять работу, расталкивая друг друга. В наиболее элегантных, стройных и быстрых программах воплощены тщательно разработанные механизмы.   http://www.helloworld.ru/texts/comp/other/oop/pg165.gif  *Механизмы суть средства, с помощью которых объекты взаимодействуют друг с другом для достижения необходимого поведения более высокого уровня.*  Механизмы представляют только один из шаблонов, которые мы находим в структурированных системах. Так, на нижнем конце своеобразной биологической пирамиды находятся идиомы. Это обороты, специфические для языков программирования или программистских культур, и отражающие общепринятые способы выражаться [Определяющей характеристикой идиомы является то, что ее игнорирование или нарушение влечет немедленные социальные последствия: вы превращаетесь в йеху или, еще хуже, в чужака, не заслуживающего уважения]. Например, в CLOS не принято использовать подчеркивание в именах функций или переменных, хотя в Ada это дело обычное [[59](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.59)]. Изучая язык, приходится учить его идиомы, которые обычно передаются в форме фольклора. Однако, как отметил Коплейн, идиомы играют важную роль в кодификации шаблонов низкого уровня. Он заметил, что "многие общепрограммистские действия идиоматичны" и поэтому распознание таких идиом позволяет "использовать конструкции C++ для выражения функциональности вне самого этого языка с сохранением иллюзии, что они являются частью языка" [[60](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.60)].  Место на верху пирамиды занимают среды разработки. Среда разработки - это собрание классов, предназначенных для определенной прикладной ситуации. Среда дает готовые классы, механизмы и услуги, которыми можно сразу пользоваться или приспосабливать для своих нужд.  Если идиомы составляют часть программистской культуры, то среды разработки обычно - коммерческий продукт. Например, Apple MacApp и его преемник Bedrock - среды, написанные на C++ и предназначенные для построения приложений со стандартным интерфейсом пользователя Macintosh. Аналогичную роль для Windows играют Microsoft Foundation Classes и ObjectWindows корпорации Borland.  **Примеры механизмов.** Рассмотрим механизм рисования, применяемый обычно в графических интерфейсах пользователя. Для того, чтобы представить какой-либо рисунок на экране, необходимы несколько объектов: окно, вид, модель, которую надо показать, и, наконец, клиент, который знает, когда надо нарисовать модель, но не знает, как это сделать. Сначала клиент дает окну команду нарисовать себя. Так как окно может включать в себя ряд видов, оно в свою очередь приказывает каждому из них нарисовать себя. Каждый вид посылает сообщение своей модели нарисовать себя, в результате чего и появляется изображение на экране. В этом механизме модель полностью отделена от окна и вида, в котором она представлена: виды могут посылать сообщения моделям, но модели не могут посылать сообщения видам. Smalltalk использует вариант этого механизма, названный парадигмой Model-View-Controller, модель-вид-контроллер (MVC) [[61](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.61)].  Механизмы, таким образом, представляют уровень повторного использования в проектировании, более высокий, чем повторное использование индивидуальных классов. MVC, например, является основой интерфейса пользователя в языке Smalltalk. Эта парадигма в свою очередь строится на базе механизма зависимостей, который вложен в поведение базового класса языка Smalltalk (класса **object**) и часто используется библиотекой классов языка Smalltalk.  Примеры механизмов можно найти во многих системах. Структуру операционной системы, например, можно описать на высоком уровне абстракции по тем механизмам, которые используются для диспетчеризации программ. Система может быть монолитной (как MS-DOS), иметь ядро (UNIX) или представлять собой иерархию процессов (операционная система THE) [[62](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.62)]. В системах искусственного интеллекта использованы разнообразные механизмы принятия решений. Одним из наиболее распространенных является механизм рабочей области, в которую каждый индивидуальный источник знаний независимо заносит свои сведения. В таком механизме не существует центрального контроля, но любое изменение в рабочей области может явиться толчком для выработки системой нового пути решения поставленной задачи [[63](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.63)]. Коад похожим образом выявил ряд общих механизмов в объектно-ориентированных системах, включая шаблоны временных ассоциаций, протоколирование событий и широковещательную рассылку сообщений [[64](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#4.64)]. Во всех случаях эти механизмы проявляются не как индивидуальные классы, а как структуры сотрудничающих классов.  На этом завершается наше изучение классификации и понятий, являющихся основой объектно-ориентированного проектирования. Следующие три главы посвящены самому методу, в частности системе обозначений, процессу проектирования и рассмотрению практических примеров.  Выводы  Идентификация классов и объектов - важнейшая задача объектно-ориентированного проектирования; процесс идентификации состоит из открытия и изобретения.  Классификация есть проблема группирования (кластеризации) объектов.  Классификация - процесс последовательных приближений; трудности классификации обусловлены в основном тем, что есть много равноправных решений.  Есть три подхода к классификации: классическое распределение по категориям (классификация по свойствам), концептуальная кластеризация (классификация по понятиям) и теория прототипов (классификация по схожести с прототипом).  Метод сценариев - это мощное средство объектно-ориентированного анализа, его можно использовать для других методов: классического анализа, анализа поведения и анализа предметной области.  Ключевые абстракции отражают словарь предметной области; их находят либо в ней самой, либо изобретают в процессе проектирования.  Механизмы обозначают стратегические проектные решения относительно совместной деятельности объектов многих различных типов. |

Обозначения

Составление диаграмм - это еще не анализ и не проектирование. Диаграммы позволяют описать поведение системы (для анализа) или показать детали архитектуры (для проектирования). Если вы понаблюдаете за работой инженера (программиста, технолога, химика, архитектора), вы быстро убедитесь, что будущая система формируется в сознании разработчика и только в нем. Когда, спустя некоторое время, система будет понятна в общих чертах, она скорее всего будет представлена на таких высокотехнологичных носителях, как тетрадные листы, салфетки или старые конверты [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.1)].

Однако, хорошо продуманная и выразительная система обозначений очень важна для разработки. Во-первых, общепринятая система позволяет разработчику описать сценарий или сформулировать архитектуру и доходчиво изложить свои решения коллегам. Символ транзистора понятен всем электронщикам мира. Аналогично, над проектом жилого дома, разработанным архитекторами в Нью-Йорке, строителям из Сан-Франциско скорее всего не придется долго ломать голову, решая, как надо расположить двери, окна или электрическую проводку. Во-вторых, как подметил Уайтхед в своей основополагающей работе по математике, "Освобождая мозг от лишней работы, хорошая система обозначений позволяет ему сосредоточиться на задачах более высокого порядка" [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.2)]. В-третьих, четкая система обозначений позволяет автоматизировать большую часть утомительной проверки на полноту и правильность. Как говорится в отчете управления оборонных исследований:

"Разработка программного обеспечения всегда будет кропотливой работой... Хотя наши машины могут выполнять рутинную работу и помогать нам держать нить рассуждений, разработка концепций останется прерогативой человека... Что всегда будет в цене - это искусство построения концептуальной структуры, а заботы об ее описании уйдут в прошлое" [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.3)].

5.1. Элементы обозначений

**Необходимость разных точек зрения**

Невозможно охватить все тонкие детали сложной программной системы одним взглядом. Как отмечают Клейн и Джингрич: "Необходимо понять как функциональные, так и структурные свойства объектов. Следует уяснить также таксономическую структуру классов объектов, используемые механизмы наследования, индивидуальное поведение объектов и динамическое поведение системы в целом. Эта задача в чем-то аналогична показу футбольного или теннисного матча, когда для вразумительной передачи происходящего действия требуется несколько камер, расположенных в разных углах спортивной площадки. Каждая камера передает свой аспект игры, недоступный другим камерам" [[4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.4)].

На рис. 5-1 представлены различные типы моделей (описанные в главе 1), которые мы считаем главными в объектно-ориентированном подходе. Через них будут выражаться результаты анализа и проектирования, выполненные в рамках любого проекта. Эти модели в совокупности семантически достаточно богаты и универсальны, чтобы разработчик мог выразить все заслуживающие внимания стратегические и тактические решения, которые он должен принять при анализе системы и формировании ее архитектуры. Кроме того, эти модели достаточно полны, чтобы служить техническим проектом реализации практически на любом объектно-ориентированном языке программирования.

Наша система обозначений богата деталями, но это не означает, что в каждом проекте необходимо использовать все ее аспекты. На практике для описания большей части итогов анализа и проектирования достаточно некоторого малого подмножества этой системы; один наш коллега называет такие облегченные обозначения "нотацией *Booch Lite*" (сокращенная нотация Буча). В процессе знакомства с нашей системой обозначений мы четко выделим это подмножество. Зачем же тогда беспокоиться о деталях системы обозначений, не вошедших в минимальное подмножество? В основном они нужны, чтобы выражать некоторые важные тактические решения; а некоторые из них предназначены для создания программных инструментов CASE. Мы будем называть их *дополнениями*.

Как отмечает Вайнберг: "В некоторых областях (таких, как архитектура), в процессе проектирования графический план чаще всего представлен в виде общих набросков, а строго детализированные описания, пока не окончена творческая часть становления проекта, используются редко" [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.5)]. Следует помнить, что обозначения - только средство выразить итоги размышлений над архитектурой и поведением системы, а никак не самоцель. Надо пользоваться исключительно теми элементами обозначений, которые необходимы, и не более того. Также, как опасно ставить слишком жесткие требования, нехорошо чересчур подробно описывать решение задачи. Например, на чертеже архитектор может показать расположение выключателя света в комнате, но его точное место не будет определяться, пока заказчик и прораб не произведут осмотр уже сооруженного здания для уточнения деталей отделки. Глупо было бы заранее указывать на чертеже трехмерные координаты этого выключателя (конечно, если это не является функционально важной деталью для заказчика: может быть, все члены его семьи имеют рост намного выше или ниже среднего). Если разработчики большой программной системы - высококвалифицированные специалисты и уже сработались друг с другом, им будет достаточно и грубых набросков, хотя и в этом случае они должны оставить свое творческое наследие эксплуатационщикам в удобоваримом виде. Если же разработчики неопытны, отделены друг от друга во времени или пространстве или если так установлено контрактом, то на протяжении всего процесса проектирования необходимы более детальные эскизы проекта. Система обозначений, которую мы представляем в этой главе, учитывает эти ситуации. 

![http://www.helloworld.ru/texts/comp/other/oop/pic05_01.gif](data:image/gif;base64,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)

*Рис. 5-1. Объектные модели.*

Различные языки программирования описывают одни и те же понятия различно. Наша система обозначений не зависит от конкретного языка. Конечно, некоторые ее элементы могут не иметь аналогов в языке, на котором будет написана проектируемая система. В этом случае просто не надо ими пользоваться. Например, в Smalltalk не бывает свободных подпрограмм, следовательно, в проект нет смысла закладывать утилиты классов. Аналогично, C++ не поддерживает метаклассы, следовательно, этот элемент должен быть исключен. Но нет ничего предосудительного в подгонке обозначений под конструкции выбранного языка. Например, в CLOS операции можно снабдить специальными пометками, чтобы определить методы **:before**, **:after** и **:around**. Подобным же образом, в системе автоматического проектирования для C++ вместо спецификаций класса можно пользоваться прямо заголовочными файлами.

Цель этой главы - определить синтаксис и семантику наших обозначений для объектно-ориентированного анализа и проектирования. В качестве примера мы будем использовать гидропонную теплицу, которая рассматривалась в главе 2. В настоящей главе не обсуждается, как, собственно, были получены представленные в примерах решения: это задача главы 6. В главе 7 обсуждаются практические аспекты этого процесса, а в главах 8-12 система обозначений демонстрируется в деле на серии примеров разработки приложений.

**Модели и ракурсы**

В главе 3 мы объяснили, что такое классы и объекты, а также какова связь между ними. Как показано на рис. 5-1, при принятии решений в анализе и проектировании полезно рассмотреть взаимодействие классов и объектов в двух измерениях: логическом/физическом и статическом/динамическом. Оба этих аспекта необходимы для определения структуры и поведения объектной системы.

В каждом из двух измерений мы строим несколько диаграмм, которые дают нам вид моделей системы в различных ракурсах. Таким образом, модели системы содержат всю информацию о ее классах, связях и других сущностях, а каждая диаграмма представляет одну из проекций модели. В установившемся состоянии проекта, все такие диаграммы должны быть согласованы с моделью, а, следовательно, и друг с другом.

Рассмотрим для примера систему, включающую в себя несколько сотен классов; эти классы образуют часть модели. Невозможно, а на самом деле и не нужно представлять все классы и их связи на единственной диаграмме. Вместо этого мы можем описать модель в нескольких диаграммах классов, каждая из которых представляет только один ее ракурс. Одна диаграмма может показывать структуру наследования некоторых ключевых классов; другая - транзитивное замыкание множества всех классов, используемых конкретным классом. Когда модель "устоится" (придет в *устойчивое состояние*), все такие диаграммы становятся семантически согласованными друг с другом и с моделью. Например, если по данному сценарию (который мы описываем на диаграмме объектов), объект **A** посылает сообщение **M** объекту **B**, то**M** должно быть прямо или косвенно определено в классе **B**. В соответствующей диаграмме классов должна быть надлежащая связь между классами **A** и **B**, так, чтобы экземпляры класса **A** действительно могли посылать сообщение**M**.

Для простоты на диаграммах все сущности с одинаковыми именами в одной области видимости рассматриваются как ссылки на одинаковые персонажи системы. Исключением из этого правила могут быть только операции, имена которых могут быть перегружены.

Чтобы различать диаграммы, мы должны дать им имена, которые отражали бы их предмет и назначение. Можно снабдить диаграммы и другими комментариями или метками, которые мы вскоре опишем; эти комментарии, как правило, не имеют дополнительной семантики.

**Логическая и физическая модели**

Логическое представление описывает перечень и смысл ключевых абстракций и механизмов, которые формируют предметную область или определяют архитектуру системы. Физическая модель определяет конкретную программно-аппаратную платформу, на которой реализована система.

При анализе мы должны задать следующие вопросы:

Каково требуемое поведение системы?

Каковы роли и обязанности объектов по поддержанию этого поведения?

Как было отмечено в предыдущей главе, чтобы выразить наши решения о поведении системы мы пользуемся сценариями. В логической модели важнейшим средством для описания сценариев служат диаграммы объектов. При анализе могут быть полезны диаграммы классов, позволяющие увидеть общие роли и обязанности объектов.

При проектировании мы должны задать следующие вопросы относительно архитектуры системы:

Какие существуют классы и какие есть между ними связи?

Какие механизмы регулируют взаимодействие классов?

Где должен быть объявлен каждый класс?

Как распределить процессы по процессорам и как организовать работу каждого процессора, если требуется обработка нескольких процессов?

Чтобы ответить на эти вопросы, мы используем следующие диаграммы:

диаграммы классов

диаграммы объектов

диаграммы модулей

диаграммы процессов.

**Статическая и динамическая модели**

Четыре введенные нами типа диаграмм являются по большей части статическими. Но практически во всех системах происходят события: объекты рождаются и уничтожаются, посылают друг другу сообщения, причем в определенном порядке, внешние события вызывают операции объектов. Не удивительно, что описание динамических событий на статическом носителе, например, на листе бумаги, будет трудной задачей, но эта же трудность встречается фактически во всех областях науки. В объектно-ориентированном проектировании мы отражаем динамическую семантику двумя дополнительными диаграммами:

диаграммами переходов из одного состояния в другое

диаграммами взаимодействия.

Каждый класс может иметь собственную диаграмму переходов, которая показывает, как объект класса переходит из состояния в состояние под воздействием событий. По диаграмме объектов, имея сценарий, можно построить диаграмму взаимодействий, чтобы показать порядок передачи сообщений.

**Инструменты проектирования**

Плохой разработчик, имея систему автоматического проектирования, сможет создать своего программного монстра за более короткий срок чем раньше. Великие проекты создаются великими проектировщиками, а не инструментами. Инструменты проектирования дают возможность проявиться индивидуальности, освобождают ее, чтобы она могла сосредоточиться исключительно на творческих задачах проектирования и анализа. Существуют вещи, которые автоматизированные системы проектирования могут делать хорошо, и есть вещи, которые они вообще не умеют. Например, если мы используем диаграмму объектов, чтобы показать сценарий с сообщением, посылаемым от одного объекта другому, автоматизированная система проектирования может гарантировать, что посылаемое сообщение будет в протоколе объекта; это пример проверки совместимости. Если мы введем инвариант, например, такой: "существует не более трех экземпляров данного класса", то мы ожидаем, что наш инструмент проследит за соблюдением данного требования; это пример проверки ограничения. Кроме того, система может оповестить вас, если какие-либо объявленные классы или методы не используются в проекте (проверка на полноту). Наконец, более сложная автоматическая система проектирования может определить длительность конкретной операции или достижимость состояния на диаграмме состояний; это пример автоматического анализа. Но, с другой стороны, никакая автоматическая система не сможет выявить новый класс, чтобы упростить вашу систему классов. Мы, конечно, можем попытаться создать такой инструмент, используя экспертные системы, но для этого понадобятся, во-первых, эксперты как в области объектно-ориентированного программирования, так и в предметной области, а во-вторых, четко сформулированные правила классификации и много здравого смысла. Мы не ожидаем появления таких средств в ближайшем будущем. В то же время, у нас есть вполне реальные проекты, которыми стоит заняться.

5.2. Диаграммы классов

**Существенное: классы и отношения между ними**

Диаграмма классов показывает классы и их отношения, тем самым представляя логический аспект проекта. Отдельная диаграмма классов представляет определенный ракурс структуры классов. На стадии анализа мы используем диаграммы классов, чтобы выделить общие роли и обязанности сущностей, обеспечивающих требуемое поведение системы. На стадии проектирования мы пользуемся диаграммой классов, чтобы передать структуру классов, формирующих архитектуру системы.

Два главных элемента диаграммы классов - это классы и их основные отношения.

**Классы.** На рис. 5-2 показано обозначение для представления класса на диаграмме. Класс обычно представляют аморфным объектом, вроде облака [Выбор графических обозначении - это трудная задача. Требуется осторожно балансировать между выразительностью и простотой, так что проектирование значков - это в большой степени искусство, а не наука. Мы взяли облачко из материалов корпорации Intel, документировавшей свою оригинальную объектно-ориентированную архитектуру iAPX432 [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.6)]. Форма этого образа намекает на расплывчатость границ абстракции, от которых не ожидается гладкости и простоты. Пунктирный контур символизирует то, что клиенты оперируют обычно с экземплярами этого класса, а не с самим классом. Можно заменить эту форму прямоугольником, как сделал Румбах [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.7)]: 
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Однако, хотя прямоугольник проще рисовать, этот символ слишком часто используется в разных ситуациях и, следовательно, не вызывает ассоциаций. Кроме того, принятое Румбахом обозначение классов обычными прямоугольниками, а объектов - прямоугольниками с закругленными углами конфликтует с другими элементами его нотации (прямоугольники для актеров в диаграммах потоков данных и закругленные прямоугольники для состояний в диаграммах переходов). Облачко более удобно и для расположения пометок, которые, как мы увидим дальше, потребуются для абстрактных и параметризованных классов, и поэтому оно предпочтительнее в диаграммах классов и объектов. Аргумент простоты рисования прямоугольников спорен при использовании автоматизированной поддержки системы обозначений. Но чтобы сохранить возможность простого рисования и подчеркнуть связь с методом Румбаха, мы оставляем его обозначения классов и объектов в качестве допустимой альтернативы].

Каждый класс должен иметь имя; если имя слишком длинно, его можно сократить или увеличить сам значок на диаграмме. Имя каждого класса должно быть уникально в содержащей его категории. Для некоторых языков, в особенности - для C++ и Smalltalk, мы должны требовать, чтобы каждый класс имел имя, уникальное в системе. 
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*Рис. 5-2. Значок класса.*

На некоторых значках классов полезно перечислять несколько атрибутов и операций класса. "На некоторых", потому что для большинства тривиальных классов это хлопотно и не нужно. Атрибуты и операции на диаграмме представляют прообраз полной спецификации класса, в которой объявляются все его элементы. Если мы хотим увидеть на диаграмме больше атрибутов класса, мы можем увеличить значок; если мы совсем не хотим их видеть - мы удаляем разделяющую черту и пишем только имя класса.

Как мы описывали в главе 3, атрибут обозначает часть составного объекта, или агрегата. Атрибуты используются в анализе и проектировании для выражения отдельных свойств класса [Точнее, атрибут эквивалентен отношению агрегации с физическим включением, метка которого совпадает с именем атрибута, а мощность равна в точности единице]. Мы используем следующий не зависящий от языка синтаксис, в котором атрибут может обозначаться именем или классом, или и тем и другим, и, возможно, иметь значение по умолчанию:

**A** - только имя атрибута;

**:C** - только класс;

**A:C** - имя и класс;

**A:C=E** - имя, класс и значение по умолчанию.

Имя атрибута должно быть недвусмысленно в контексте класса. В главе 3 говорилось, что операция - это услуга, предоставляемая классом. Операции обычно изображаются внутри значка класса только своим именем. Чтобы отличать их от атрибутов, к их именам добавляются скобки. Иногда полезно указать полную сигнатуру операции:

**N()** - только имя операции;

**RN(Аргументы)** - класс возвращаемого значения **(R)**, имя и формальные параметры (если есть).

Имена операций должны пониматься в контексте класса однозначно в соответствии с правилами перегрузки операций выбранного языка реализации.

Общий принцип системы обозначений: синтаксис элементов, таких, как атрибуты и операции, может быть приспособлен к синтаксису выбранного языка программирования. Например, на C++ мы можем объявить некоторые атрибуты как статические, или некоторые операции как виртуальные или чисто виртуальные [В C++ члены, общие для всех объектов класса, объявляются статическими; виртуальной называют полиморфную операцию; чисто виртуальной называют операцию, за реализацию которой отвечает подкласс]; в CLOS мы можем пометить операцию как метод **:around**. В любом случае мы пользуемся спецификой синтаксиса данного языка, чтобы обозначить детали. Как описывалось в главе 3, абстрактный класс - это класс, который не может иметь экземпляров. Так как абстрактные классы очень важны для проектирования хорошей структуры классов, мы вводим для них специальный значок треугольной формы с буквой А в середине, помещаемый внутрь значка класса (рис. 5-3). Общий принцип: украшения представляют вторичную информацию о некой сущности в системе. Все подобные типы украшений имеют такой же вид вложенного треугольника.

**Отношения между классами.** Классы редко бывают изолированы; напротив, как объяснялось в главе 3, они вступают в отношения друг с другом. Виды отношений показаны на рис. 5-4: ассоциация, наследование, агрегация (has) и использование. При изображении конкретной связи ей можно сопоставить текстовую пометку, документирующую имя этой связи или подсказывающую ее роль. Имя связи не обязано быть глобальным, но должно быть уникально в своем контексте.

Значок ассоциации соединяет два класса и означает наличие семантической связи между ними. Ассоциации часто отмечаются существительными, например **Employment** (место работы), описывающими природу связи. Класс может иметь ассоциацию с самим собой (так называемая рефлексивная ассоциация). Одна пара классов может иметь более одной ассоциативной связи. Возле значка ассоциации вы можете указать ее мощность (см. главу 3), используя синтаксис следующих примеров:

**1** - В точности одна связь

**N** - Неограниченное число (0 или больше)

**0..N** - Ноль или больше

**1..N** - Одна или больше
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*Рис. 5-3. Значок абстрактного класса.*
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*Рис. 5-4. Значки отношений между классами.*

**0..1** - Ноль или одна

**3..7** - Указанный интервал

**1..3, 7** - Указанный интервал или точное число

Обозначение мощности пишется у конца линии ассоциации и означает число связей между каждым экземпляром класса в начале линии с экземплярами класса в ее конце. Если мощность явно не указана, то подразумевается, что она не определена.

Обозначения оставшихся трех типов связи уточняют рисунок ассоциации дополнительными пометками. Это удобно, так как в процессе разработки проекта связи имеют тенденцию уточняться. Сначала мы заявляем о семантической связи между двумя классами, а потом, после принятия тактических решений об истинных их отношениях, уточняем эту связь как наследование, агрегацию или использование.

Значок наследования, представляющего отношение "общее/частное", выглядит как значок ассоциации со стрелкой, которая указывает от подкласса к суперклассу. В соответствии с правилами выбранного языка реализации, подкласс наследует структуру и поведение своего суперкласса. Класс может иметь один (одиночное наследование), или несколько (множественное наследование) суперклассов. Конфликты имен между суперклассами разрешаются в соответствии с правилами выбранного языка. Как правило, циклы в наследовании запрещаются. К наследованию значок мощности не приписывается.

Значок *агрегации* обозначает отношение "целое/часть" (связь "has") и получается из значка ассоциации добавлением закрашенного кружка на конце, обозначающем агрегат. Экземпляры класса на другом конце стрелки будут в каком-то смысле частями экземпляров класса-агрегата. Разрешается рефлексивная и циклическая агрегация. Агрегация не требует обязательного физического включения части в целое.

Знак использования обозначает отношение "клиент/сервер" и изображается как ассоциация с пустым кружком на конце, соответствующем клиенту. Эта связь означает, что клиент нуждается в услугах сервера, то есть операции класса-клиента вызывают операции класса-сервера или имеют сигнатуру, в которой возвращаемое значение или аргументы принадлежат классу сервера.

**Пример.** Описанные выше значки представляют важнейшие элементы всех диаграмм классов. В совокупности они дают разработчику набор обозначений, достаточный, чтобы описать фундамент структуры классов системы.

Рис. 5-5 показывает, как описывается в этих обозначениях задача обслуживания тепличной гидропонной системы. Эта диаграмма представляет только малую часть структуры классов системы. Мы видим здесь класс **GardeningPlan** (план выращивания), который имеет атрибут, названный **crop** (посев), одну операцию-модификатор **execute** (выполнить) и одну операцию-селектор **canHarvest** (можно собирать?). Имеется ассоциация между этим классом и классом**EnvironmentalController** (контроллер среды выращивания): экземпляры плана задают климат, который должны поддерживать экземпляры контроллера. 

![http://www.helloworld.ru/texts/comp/other/oop/pic05_05.gif](data:image/gif;base64,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)

*Рис. 5-5. Диаграмма классов гидропонной системы.*

Эта диаграмма также показывает, что класс **EnvironmentalController** является агрегатом: его экземпляры содержат в точности по одному экземпляру классов **Heater** (нагреватель) и **Cooler** (охлаждающее устройство), и любое число экземпляров класса **Light** (лампочка). Оба класса **Heater** и **Cooler** являются подклассами абстрактного запускающего процесс класса **Actuator**, который предоставляет протоколы **startUp** и **shutDown** (начать и прекратить соответственно), и который использует класс **Temperature**.

**Существенное: категории классов**

Как объяснялось в главе 3, класс - необходимое, но недостаточное средство декомпозиции. Когда система разрастается до дюжины классов, можно заметить группы классов, связанные внутри, и слабо зацепляющиеся с другими. Мы называем такие группы *категориями классов*.

Многие объектно-ориентированные языки не поддерживают это понятие. Следовательно, выделение обозначений для категорий классов позволяет выразить важные архитектурные элементы, которые не могли быть непосредственно записаны на языке реализации [Среда программирования Smalltalk поддерживает концепцию категорий классов. Собственно это и подвигло нас на включение категорий в систему обозначений. Однако, в Smalltalk категории классов не имеют семантического содержания: они существуют только для более удобной организации библиотеки классов. В C++ категории классов связаны с концепцией компонент (Страуструп), они еще не являются чертой языка, хотя включение в него семантики пространства имен рассматривается [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.8)]. (В настоящее время пространства имен включены в стандарт. - Примеч. ред.)]. 
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*Рис. 5-6. Значок категории классов.*

Классы и категории классов могут сосуществовать на одной диаграмме. Верхние уровни логической архитектуры больших систем обычно описываются несколькими диаграммами, содержащими только категории классов.

**Категории классов.** Категории классов служат для разбиения логической модели системы. Категория классов - это агрегат, состоящий из классов и других категорий классов, в том же смысле, в котором класс - агрегат, состоящий из операций и других классов. Каждый класс системы должен "жить" в единственной категории или находиться на самом верхнем уровне системы. В отличие от класса, категория классов не имеет операций или состояний в явном виде, они содержатся в ней неявно в описаниях агрегированных классов.

На рис. 5-6 показан значок, обозначающий категорию классов. Как и для класса, для категории требуется имя, которое должно быть уникально в данной модели и отлично от имен классов.

Иногда полезно на значке категории перечислить некоторые из содержащихся в ней классов. "Некоторые", потому, что зачастую категории содержат довольно много классов, и перечислять их все было бы хлопотно, да это и не нужно. Так же, как список атрибутов и операций на значке класса, список классов в значке категории представляет сокращенный вид ее спецификации. Если мы хотим видеть на значке категории больше классов, мы можем его увеличить. Можно удалить разделяющую черту и оставить в значке только имя категории.

Категория классов представляет собой инкапсулированное пространство имен. По аналогии с квалификацией имен в C++, имя категории можно использовать для однозначной квалификации имен содержащихся в ней классов и категорий. Например, если дан класс **A** из категории **B**, то его полным именем будет **A::B**. Таким образом, как будет обсуждаться далее, для вложенных категорий квалификация имен простирается на произвольную глубину.

Некоторые классы в категории могут быть открытыми, то есть экспортироваться для использования за пределы категории. Остальные классы могут быть частью реализации, то есть не использоваться никакими классами, внешними к этой категории. Для анализа и проектирования архитектуры это различие очень важно, так как позволяет разделить обязанности между экспортируемыми классами, которые берут на себя общение с клиентами, и внутренними классами в категории, которые, собственно, выполняют работу. На самом деле, во время анализа закрытые аспекты категории классов можно опустить. По умолчанию все классы в категории определяются как открытые, если явно не указано противное. Ограничение доступа будет обсуждаться ниже.

Категория может использовать невложенные категории и классы. С другой стороны, и классы могут использовать категории. Для единообразия мы обозначаем эти экспортно-импортные отношения так же, как отношение использования между классами (см. рис. 5-4). Например, если категория **A** использует категорию **B**, это означает, что классы из **A** могут быть наследниками, или содержать экземпляры, использовать или быть еще как-то ассоциированы с классами из **B**. 
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*Рис. 5-7. Диаграмма классов верхнего уровня для гидропонной системы.*

Когда в категории слишком много общих классов, вроде базовых классов-контейнеров или других базовых классов, подобных **Object** в Smalltalk, возникают практические затруднения. Такие классы будут использоваться чуть ли не всеми другими категориями, загромождая корневой уровень диаграммы. Чтобы выйти из положения, такие категории помечаются ключевым словом **global** в левом нижнем углу значка, показывающим, что категория по умолчанию может быть использована всеми остальными.

Диаграммы классов верхнего уровня, содержащие только категории классов, представляют архитектуру системы в самом общем виде. Такие диаграммы чрезвычайно полезны для визуализации слоев и разделов системы. Слой обозначает набор категорий классов одного уровня абстракции. Таким образом, слои представляют набор категорий классов, так же как категории классов - это кластеры классов. Слои обычно нужны, чтобы изолировать верхние уровни абстракции от нижних. Разделы обозначают связанные (каким-либо образом) категории классов на разных уровнях абстракции. В этом смысле слои представляют собой горизонтальные срезы системы, а разделы - вертикальные.

**Пример.** На рис. 5-7 приведен пример диаграммы классов верхнего уровня для тепличного хозяйства. Это типичная многослойная система. Здесь абстракции, которые ближе к реальности (а именно активаторы и датчики климата и удобрений), располагаются на самых нижних уровнях, а абстракции, отражающие понятия пользователя, - ближе к вершине. Категория классов **ТипыПосевов** - глобальна, то есть ее услуги доступны всем другим категориям. На значке категории классов **Планирование** показаны два ее важных класса: **GardeningPlan** (план выращивания) с рис. 5-5 и **PlanAnalyst** (анализатор планов). При увеличении любой из восьми категорий классов, показанных на рисунке, обнаружатся составляющие их классы. 
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*Рис. 5-8. Значок параметризованного класса.*

**Дополнительные обозначения**

До сих пор мы занимались существенной частью нашей системы обозначений [Все существенные элементы в совокупности как раз и образуют нотацию Booch Lite]. Однако, чтобы передать некоторые часто встречающиеся стратегические и тактические решения, нам потребуется расширить ее. Общее правило: держаться существенных понятий и обозначений, а дополнительные применять только тогда, когда они действительно необходимы.

**Параметризованные классы.** В некоторых объектно-ориентированных языках программирования, в частности, C++, Eiffel и Ada можно создавать параметризованные классы. Как было сказано в главе 3, параметризованным классом называется семейство классов с общей структурой и поведением. Чтобы создать конкретный класс этого семейства, нужно подставить вместо формальных параметров фактические (процесс инстанцирования). *Конкретный класс* может порождать экземпляры.

Параметризованные классы достаточно сильно отличаются от обычных, что отмечается специальным украшением на их значках. Как показывает пример на рис. 5-8, параметризованный класс изображается значком обычного класса с пунктирным прямоугольником в правом верхнем углу, в котором указаны параметры. Инстанцированный класс изображается обычным значком класса с украшением в виде прямоугольника (со сплошной границей) с перечисленными в нем фактическими параметрами.

Связь между параметризованным классом и его инстанцированием изображается пунктирной линией, указывающей на параметризованный класс. Для получения инстанцированного класса необходим другой конкретный класс как фактический параметр **(GardeningPlan** в этом примере).

Параметризованный класс не может порождать экземпляры и не может использоваться сам в качестве параметра. Каждый инстанцированный класс является новым классом, отличающимся от других конкретных классов того же семейства.

**Метаклассы.** В некоторых языках, таких как Smalltalk и CLOS, есть метаклассы. Метакласс (см. главу 3) - это класс класса. В Smalltalk, например, метаклассы - это механизм поддержки переменных и операций класса (подобных статическим членам класса в C++), особенно фабрик класса (производящих операций), создающих экземпляры объектов данного класса. В CLOS метаклассы играют важную роль в возможности уточнения семантики языка [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.9)]. 
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*Рис. 5-9. Значок метакласса.*

Метаклассы принципиально отличаются от обычных классов, и, чтобы подчеркнуть это, их значок закрашивается серым цветом, как это сделано на рис. 5-9. Связь между классом и его метаклассом (метасвязь) имеет вид жирной стрелки, направленной от класса к его метаклассу. Метакласс **GardeningPlan** обеспечивает методы-фабрики **new()** и**default()**, которые создают новые экземпляры класса **GardeningPlan**.

Метакласс не имеет экземпляров, но может любым образом быть ассоциирован с другими классами.

Метасвязь имеет еще одно применение. На некоторых диаграммах классов бывает полезно указать объект, который является статическим членом некоторого класса. Чтобы показать класс этого объекта, мы можем провести метасвязь "объект/ класс". Это согласуется с предыдущим употреблением: связь между некоторой сущностью (объектом или классом) и ее классом.

**Утилиты классов.** Благодаря своему происхождению, гибридные языки, такие как C++, Object Pascal и CLOS, позволяют разработчику применять как процедурный, так и объектно-ориентированный стиль программирования. Это контрастирует со Smalltalk, который целиком организован вокруг классов. В гибридном языке есть возможность описать функцию-не-член, называемую также *свободной подпрограммой*. Свободные подпрограммы часто возникают во время анализа и проектирования на границе объектно-ориентированной системы и ее процедурного интерфейса с внешним миром.

Утилиты классов употребляются одним из двух способов. Во-первых, утилиты класса могут содержать одну или несколько свободных подпрограмм, и тогда следует просто перечислить логические группы таких функций-не-членов. Во-вторых, утилиты класса могут обозначать класс, имеющий только переменные (и операции) класса (в C++ это означало бы класс только со статическими элементами [Программирующие на Smalltalk часто используют идиому утилит, чтобы достичь того же эффекта]). Таким классам нет смысла иметь экземпляры, потому что все экземпляры будут находиться в одном и том же состоянии. Такой класс сам выступает в роли своего единственного экземпляра. 
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*Рис. 5-10. Значок утилиты классов.*

Как показано на рис. 5-10, утилита классов обозначается обычным значком класса с украшением в виде тени. В этом примере утилита классов **PlanMetrics** (параметры плана) предоставляет две важные операции: **expectedYield**(ожидаемый урожай) и **timeToHarvest** (время сбора урожая). Утилита обеспечивает эти две операции на основе услуг, предоставляемых классами нижнего уровня - **GardeningPlan** (план) и **CropDatabase** (база данных об урожае). Как показывает диаграмма, **PlanMetrics** зависит от **CropDatabase**: получает от нее информацию об истории посевов. В свою очередь, класс **PlanAnalyst** использует услуги **PlanHetrics**.

Рис. 5-10 иллюстрирует обычное использование утилит классов: здесь утилита предоставляет услуги, основанные на двух независимых абстракциях нижнего уровня. Вместо того, чтобы ассоциировать эти операции с классами высшего уровня, таких как **PlanAnalyst**, мы решили собрать их в утилиту классов и добились четкого разделения обязанностей между этими простыми процедурными средствами и более изощренной абстракцией класса-анализатора **PlanAnalyst**. Кроме того, включение свободных подпрограмм в одну логическую структуру повышает шансы на их повторное использование, обеспечивая более точное разбиение абстракции.

Связь классов с утилитой может быть отношением использования, но не наследования или агрегирования. В свою очередь, утилита класса может вступать в отношение использования с другими классами и содержать их статические экземпляры, но не может от них наследовать.

Подобно классам, утилиты могут быть параметризованы и инстанцированы. Для обозначения параметризованных утилит используются такие же украшения, как и для параметризованных классов (см. рис. 5-8). Аналогично, для обозначения связи между параметризованной утилитой класса и ее конкретизацией мы используем то же обозначение, что и для инстанцирования параметризованных классов.

**Вложенность.** Классы могут быть физически вложены в другие классы, а категории классов - в другие категории и т.д. Обычно это нужно для того, чтобы ограничить видимость имен. Вложение соответствует объявлению вложенной сущности в окружающем ее контексте. Мы изображаем вложенность физически вложенным значком; на рис. 5-11 полное имя вложенного класса - **Nutritionist::NutrientProfile**. 
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*Рис. 5-11. Значок вложенности.*

В соответствии с правилами выбранного языка реализации, классы могут содержать экземпляры вложенного класса или использовать его. Языки обычно не допускают наследования от вложенного класса.

Обычно вложение классов является тактическим решением проектировщика, а вложение категорий классов - типично стратегическое архитектурное решение. В обоих случаях необходимость в использовании вложения на глубину более одного-двух уровней встречается крайне редко.

**Управление экспортом.** Все основные языки объектно-ориентированного программирования позволяют четко разделить интерфейс класса и его реализацию. Кроме того, как описано в главе 3, большинство из них позволяет разработчику определить более детально доступ к интерфейсу класса.

Например, в C++ элементы класса бывают открытыми (доступны всем клиентам), защищенными (доступны только подклассам, друзьям и самому классу) и закрытыми (доступны только самому классу и его друзьям). Кроме того, некоторые элементы могут быть частью реализации класса и тем самым быть недоступными даже друзьям этого класса [Например, объект или класс, описанный в .срр-файле, доступен только функциям-членам, реализованным в том же файле]. В Ada элементы класса могут быть открытыми или закрытыми. В Smalltalk все переменные экземпляров по умолчанию закрытые, а все операции - открытые. Доступ предоставляется самим классом и только явно: клиент ничего не может получить насильно.

Мы изображаем способ доступа следующими украшениями связи:

**<нет украшения>** - открытый (по умолчанию)

**|** - защищенный

**|| -** закрытый

**|||** - реализация

Мы ставим их как "засечки" на линии связи у источника. Например, на рис. 5-12 показано, что класс **GrainCrop**множественно наследует от классов **Crop** (посев) (открытый суперкласс) и **FoodItem** (пища) (защищенный суперкласс).
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*Рис. 5-12. Значок управления доступом.*

**FoodItem** в свою очередь содержит от одного до двадцати трех закрытых экземпляров класса **VitaminContent**(содержание витаминов) и один открытый экземпляр класса **CaloricEquivalent** (калорийность). Заметим, что**CaloricEquivalent** мог бы быть записан как атрибут класса **FoodItem**, так как атрибуты эквивалентны агрегации, мощность которой равна 1:1. Кроме того, мы видим, что класс **GrainCrop** (посев зерновых) использует класс**GrainYieldPredictor** (предсказатель урожая зерновых) как часть своей реализации. Это обычно означает, что некоторый метод класса **GrainCrop** использует услуги, предоставляемые классом **GrainYieldPredictor**.

Кроме уже рассмотренных в этом примере случаев, обычная ассоциация так же может быть украшена символами доступа. Метасвязь (связь между инстанцированным классом и его метаклассом) не может получить таких украшений.

Символы ограничения доступа можно применять к вложенности во всех ее формах. На обозначении класса мы можем указать доступ к атрибутам, операциям или вложенным классам, добавив символ ограничения доступа в качестве префикса к имени. Например, на рис. 5-12 показано, что класс **Crop** имеет один открытый атрибут **scientificName**(ботаническое название), один защищенный - **yield** (урожай), и один закрытый - **nutrientValue** (количество удобрения). Такие же обозначения используются для вложенных классов или категорий классов. По умолчанию все вложенные классы и категории являются открытыми, но мы можем указать ограниченный доступ соответствующей меткой.

**Типы отношении.** В некоторых языках встречаются настолько всепроникающие типы отношений, с настолько фундаментальной семантикой, что было бы оправдано введение новых символов. В C++, например, имеется три таких конструкции:

**static -** переменная (или функция) класса;

**virtual -** совместно используемый базовый класс в ромбовидной структуре наследования;

**friend -** класс, которому даны права доступа к закрытым и защищенным элементам другого класса.
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*Рис. 5-13. Значки отношений.*

Логично использовать для них такое же украшение в виде треугольного значка, как и для абстрактного класса, но с символами **S**, **V** или **F** соответственно.

Рассмотрим пример на рис. 5-13, который представляет другой ракурс классов, показанных на предыдущем рисунке. Мы видим, что базовый класс **OrganicItem** (органический компонент) содержит один экземпляр класса **ItemDictionary**(словарь компонентов) и что этот экземпляр содержится самим классом, а не его экземплярами (то есть он является общим для всех экземпляров). В общем случае мы указываем обозначение **static** на одном из концов ассоциации или на конце связи агрегации.

Рассматривая класс **GrainCrop**, мы видим, что структура наследования приобретает ромбовидную форму (связи наследования, разветвившись, сходятся). По умолчанию, в C++ ромбовидная форма структуры наследования ведет к тому, что в классах-листьях дублируются структуры базового, дважды унаследованного класса. Чтобы класс **GrainCrop**получил единственную копию дважды унаследованных структур класса **OrganicItem**, мы должны применить виртуальное наследование, как показано на рисунке. Мы можем добавлять украшение виртуальной связи только к наследованию.

Значок дружественности можно присоединить к любому типу связи, расположив значок ближе к серверу, подразумевая, что сервер считает клиента своим другом. Например, на рис. 5-13 класс **PlanAnalyst** дружит с классом **Crop**, а, следовательно, имеет доступ к его закрытыми и защищенным элементам, включая оба атрибута **yield** и**scientificName**.

Физическое содержание. Как показано в главе 3, отношение агрегации является специальным случаем ассоциации. Агрегация обозначает иерархию "целое/часть" и предполагает, что по агрегату можно найти его части. Иерархия "целое/часть" не означает обязательного физического содержания: профсоюз имеет членов, но это не означает, что он владеет ими. С другой стороны, отдельная запись о посеве именно физически содержит в себе соответствующую информацию, такую, как имя посева, урожай и график подкормки. 
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*Рис. 5-14. Физическое содержание.*

Агрегация обычно выявляется при анализе и проектировании; уточнение ее как физического содержания является детализирующим, тактическим решением. Однако, распознать этот случай важно, во-первых, для правильного определения конструкторов и деструкторов классов, входящих в агрегацию, и, во-вторых, для генерации и последовательного исправления кода.

Физическое содержание отмечается на диаграмме украшением на конце линии, обозначающей агрегацию; отсутствие этого украшения означает, что решение о физическом содержании не определено. В гибридных языках мы различаем два типа содержания:

по значению целое физически содержит часть

по ссылке целое физически содержит указатель или ссылку на часть.

В чисто объектно-ориентированных языках, в особенности в Smalltalk, физическое содержание бывает только по ссылке.

Чтобы отличить физическое присутствие объекта от ссылки на него, мы используем закрашенный квадратик для обозначения агрегации по значению и пустой квадратик - для агрегации по ссылке. Как будет обсуждаться позже, этот стиль украшений согласуется с соответствующей семантикой на диаграммах объектов.

Рассмотрим пример, приведенный на рис. 5-14. Мы видим, что экземпляры класса **CropHistory** (история посева) физически содержат несколько экземпляров классов **NutrientSchedule** (график внесения удобрений) и **ClimateEvent**(климатическое событие). Физическое содержание частей агрегации по значению означает, что их создание или уничтожение происходит при создании или уничтожении самого агрегата. Таким образом, агрегация по значению гарантирует, что время жизни агрегата совпадает с временем жизни его частей. В противоположность этому, каждый экземпляр класса **CropHistory** обладает только ссылкой или указателем на один экземпляр класса **Crop**. Это означает, что времена жизни этих двух объектов независимы, хотя и здесь один является физической частью другого. Еще один случай - отношение агрегации между классами **CropEncyclopedia** (энциклопедия посевов) и **CropHistory**. В данном случае мы вообще не упоминаем физическое содержание. Диаграмма говорит о том, что эти два класса состоят в отношении "целое/часть", и что по экземпляру **CropEncyclopedia** можно найти соответствующий экземпляр**CropHistory**, но физическое содержание тут ни при чем. Вместо этого может быть разработан другой механизм, реализующий эту ассоциацию. Например, объект класса **CropEncyclopedia** запрашивает базу данных, и получает ссылку на подходящий экземпляр **CropHistory**.

**Роли и ключи.** В предыдущей главе мы указали на важность описания различных ролей, играемых объектами в их взаимодействии друг с другом; в следующей главе мы изучим, как идентификация ролей помогает провести процесс анализа.

Коротко говоря, роль абстракции - это то, чем она является для внешнего мира в данный момент. Роль обозначает потребность или способность, в силу которых один класс ассоциируется с другим. Текстовое украшение, описывающее роль класса, ставится рядом с любой ассоциацией, ближе к выполняющему роль классу, как это видно на рис. 5-15. На этом рисунке классы **PlanAnalyst** (анализатор планов) и Nutritionist (агрохимик) оба являются поставщиками информации для объекта класса **CropEncyclopedia** (они оба добавляют информацию в энциклопедию), а объекты класса **PlanAnalyst** являются также и пользователями (они просматривают материал из энциклопедии). В любом случае, роль клиента определяет индивидуальное поведение и протокол, который он использует. Обратим внимание также на рефлексивную ассоциацию класса **PlanAnalyst**: мы видим, что несколько экземпляров этого класса могут сотрудничать друг с другом и при этом они используют особый протокол, отличающийся от их поведения в ассоциации, например, с классом **CropEncyclopedia**. 
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*Рис. 5-15. Роли и ключи.*

На этом примере показана также ассоциация между классами **CropEncyclopedia** и **Crop**, но с другим типом украшения, которое представляет ключ (изображается как идентификатор в квадратных скобках). Ключ - это атрибут, значение которого уникально идентифицирует объект. В этом примере класс **CropEncyclopedia** использует атрибут**scientificName**, как ключ для поиска требуемой записи. Вообще говоря, ключ должен быть атрибутом объекта, который является частью агрегата, и ставится на дальнем конце связи-ассоциации. Возможно использование нескольких ключей, но значения ключей должны быть уникальны. 
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*Рис. 5-16. Значок ограничения.*

**Ограничения.** Как говорилось в главе 3, ограничение - это выражение некоторого семантического условия, которое должно сохраняться. Иначе говоря, ограничение - инвариант класса или связи, который должен сохраняться, если система находится в стабильном состоянии. Подчеркнем - в стабильном состоянии, потому что возможны такие переходные явления, при которых меняется состояние системы в целом и система находится во внутренне рассогласованном состоянии, так что невозможно соблюсти все наложенные ограничения. Соблюдение ограничений гарантируется только в стабильном состоянии системы.

Мы используем для ограничений украшения, похожие на те, что использовались нами для обозначения ролей и ключей: помещаем заключенное в фигурные скобки выражение ограничения рядом с классом или связью, к которым оно прилагается. Ограничение присоединяется к отдельным классам, к ассоциации в целом или к ее участникам.

На рис. 5-16 мы видим, что для класса **EnviromentalController** наложено ограничение на мощность, постулирующее, что в системе имеется не более 7 экземпляров этого класса. При отсутствии ограничения на мощность класс может иметь сколько угодно экземпляров. Обозначение для абстрактного класса, введенное ранее, является специальным случаем ограничения (нуль экземпляров), но так как это явление очень часто встречается в иерархиях классов, оно получило собственный тип украшения (треугольник с буквой А).

Класс **Heater** (нагреватель) имеет ограничение другого типа. В рисунок включено требование гистерезиса в работе нагревателя: он не может быть включен, если с момента его последнего выключения прошло меньше пяти минут. Мы прилагаем это ограничение к классу **Heater**, считая, что контроль за его соблюдением возложен на экземпляры класса.

На этой диаграмме изображены еще два типа ограничений: ограничение на ассоциации. В ассоциации между классами**EnvironmentalController** и **Light** требуется, чтобы отдельные источники света были уникально индексированы относительно друг друга в контексте данной ассоциации. Имеется еще ограничение, наложенное на ассоциации**EnvironmentalController** с классами **Heater** и **Cooler**, состоящее в том, что диспетчер не может включить нагреватель и охладитель одновременно. Это ограничение прикладывается к ассоциации, а не к классам **Heater** и**Cooler**, потому что его соблюдение не может быть поручено самим нагревателям и охладителям.

При необходимости можно включить в выражение ограничения имена других ассоциаций с помощью квалифицированных имен, использованных в проекте. Например, **Cooler::** запускает однозначно именует одну из ассоциаций класса-диспетчера. В нашей системе обозначений такие выражения часто используются в ситуации, когда один класс имеет ассоциацию (например, агрегацию) с двумя (или более) другими классами, но в любой момент времени каждый его экземпляр может быть ассоциирован только с одним из объектов.

Ограничения бывают также полезны для выражения вторичных классов, атрибутов и ассоциаций [В терминологии Румбаха это называется производные сущности: для них он использует специальный значок. Нашего общего подхода к ограничениям достаточно, чтобы выразить семантику производных классов, атрибутов и ассоциации; этот подход облегчает повторное использование существующих значков и однозначное определение сущностей, от которых взяты производные]. Например, рассмотрим классы **Adult**(взрослые) и **Child** (дети), являющиеся подклассами абстрактного класса **Person** (Люди). Мы можем снабдить класс**Person** атрибутом **dateofbirth** (дата рождения) и добавить атрибут, называемый **age** (возраст), например, потому что возраст играет особую роль в нашей модели реального мира. Однако, **age** - атрибут вторичный: он может быть определен через **dateofbirth**. Таким образом, в нашей модели мы можем иметь оба атрибута, но должны указать ограничение, определяющее вывод одного из другого. Вопрос о том, какие атрибуты из каких выводятся, относится к тактике, но ограничение пригодится независимо от принятого нами решения.

Аналогично, мы могли бы иметь ассоциацию между классами **Adult** и **Child**, которая называлась бы **Parent** (родитель), а могли бы включить и ассоциацию, именуемую **Caretaker** (попечитель), если это нужно в модели (например, если моделируются официальные отношения родительства в системе социального обеспечения). Ассоциация **Caretaker**вторична: ее можно получить как следствие ассоциации **Parent**; мы можем указать этот инвариант как ограничение, наложенное на ассоциацию **Caretaker**.

**Ассоциации с атрибутами и примечания.** Последнее дополнительное понятие связано с задачей моделирования свойств ассоциаций; в системе обозначений задача решается введением элемента, который может быть приложен к любой диаграмме.

Рассмотрим пример на рис. 5-17. На нем показана ассоциация многие-ко-многим между классами **Crop** и **Nutrient**. Эта ассоциация означает, что к каждому посеву применяется N (любое число) удобрений, а каждое удобрение применяется к**N** (любому числу) посевов. Класс **NutrientSchedule** является как бы свойством этого отношения многие-ко-многим: каждый его экземпляр соответствует паре из посева и удобрения. Чтобы выразить этот семантический факт, мы рисуем на диаграмме пунктирную линию от ассоциации **Crop**/**Nutrient** (ассоциация с атрибутом) к ее свойству - классу**NutrientSchedule** (атрибут ассоциации). Каждая уникальная ассоциация может иметь не больше одного такого атрибута и ее имя должно соответствовать имени класса-атрибута.

Идея атрибутирования ассоциаций имеет обобщение: при анализе и проектировании появляется множество временных предположений и решений; их смысл и назначение часто теряются, потому что нет подходящего места для их хранения, а хранить все в голове - дело немыслимое. Поэтому полезно ввести обозначение, позволяющее добавлять произвольные текстовые примечания к любому элементу диаграммы. На рис. 5-17 имеется два таких примечания. Одно из них, приложенное к классу **NutrientSchedule**, сообщает нечто об ожидаемой уникальности его экземпляров (Выбирает из общего набора расписаний); другое (Получаем из базы данных удобрений) приложено к конкретной операции класса **Nutrient** и выражает наши пожелания к ее реализации. 
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*Рис. 5-17. Ассоциация с атрибутом и примечание.*

Для таких примечаний мы используем значки, похожие на бумажки, и соединяем их с элементом, к которому они относятся, пунктирной линией. Примечания могут содержать любую информацию: обычный текст, фрагменты программ или ссылки на другую документацию (все это может пригодиться при разработке инструментов проектирования). Примечания могут быть не связаны ни с каким элементом, это значит, что они относятся к самой диаграмме [Значок, который мы используем, похож на обозначение примечаний во многих windows-системах, особенно следующих традициям Macintosh. Непосредственными вдохновителями нашего обозначения были предложения Гамма, Хелпа, Джонсона и Влиссидеса [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.10)]].

**Спецификации**

Спецификация - это неграфическая форма, используемая для полного описания элемента системы обозначений: класса, ассоциации, отдельной операции или целой диаграммы. Просматривая диаграммы, можно относительно легко разобраться в большой системе; однако одного графического представления недостаточно: мы должны иметь некоторые пояснения к рисункам, и эту роль будут играть спецификации.

Как было сказано ранее, диаграмма - срез разрабатываемой модели системы. Спецификации же служат неграфическими обоснованиями каждого элемента обозначений. Таким образом, множество всех синтаксических и семантических фактов, нашедших свое отражение на диаграмме, должно быть подмножеством фактов, описанных в спецификации модели и согласовываться с ними. Очевидно, что важную роль в сохранении согласованности диаграмм и спецификаций может играть инструмент проектирования, поддерживающий такую систему обозначений.

В этом разделе мы рассмотрим сначала основные элементы двух важнейших спецификаций, а затем изучим их дополнительные свойства. Мы не ставим себе задачу подробного описания каждой спецификации, - оно зависит от пользовательского интерфейса конкретных сред, поддерживающих нашу систему обозначений. Мы также не будем представлять спецификации всех элементов (в частности, вне нашего внимания окажутся метакласс и отдельные типы связей). В большинстве такие спецификации или являются подмножеством более общих спецификаций, таких как спецификации классов, или ничего не добавляют к графическому представлению. Особенно важно подчеркнуть следующее: спецификация должна отражать то, что не выражено в графических элементах диаграммы; спецификации содержат ту информацию, которую лучше записать в текстовом, а не графическом виде.

**Общие элементы.** Все спецификации имеют как минимум следующие компоненты:

**Имя: идентификатор   
Определение: текст**

Уникальность имени зависит от именуемого элемента. Например, имена классов должны быть уникальны по крайней мере в содержащей их категории, тогда как имена операций имеют область видимости, локальную для содержащего их класса.

Определение - это текст, идентифицирующий представленное элементом понятие или функцию и пригодный для включения в словарь проекта (который обсуждается в следующей главе).

В каждой спецификации содержатся минимальные сведения. Конечно, используемый инструмент автоматического проектирования может вводить свои собственные графы для нужд конкретной программной среды. Однако, важно указать, что независимо от того, сколько граф включает в себя спецификация, не следует навязывать разработчику дурацкие правила, по которым он обязан заполнить все части спецификации, прежде чем приступит к следующему этапу разработки. Обозначения должны облегчать разработку, а не создавать дополнительные трудности.

**Спецификации класса.** Каждый класс в модели имеет ровно одну спецификацию, в которой содержатся как минимум следующие пункты:

**Обязанности: текст**   
**Атрибуты: список атрибутов**   
**Операции: список операций**   
**Ограничения: список ограничений**

Как говорилось в предыдущей главе, обязанности класса - это список предоставляемых им гарантий поведения. В следующей главе будет показано, как мы используем эту графу для регистрации обязанностей классов, которые мы открываем или изобретаем в процессе разработки.

Остальные пункты - атрибуты, операции, ограничения - соответствуют их графическим аналогам. Некоторые операции могут быть настолько важными, что следует снабдить их собственными спецификациями, которые мы обсудим ниже.

Перечисленные основные понятия могут быть представлены в терминах выбранного языка реализации. В частности, все эти сведения, как правило, однозначно фиксируются объявлением класса на C++ или спецификацией пакета в Ada.

Как говорилось в главе 3, часто поведение некоторых важных классов наилучшим образом выражается на языке конечного автомата, поэтому мы включим в спецификацию класса дополнительную графу:

**Автомат: ссылка на автомат**

Использование дополнительных элементов системы обозначений требует ввести в спецификацию класса следующие пункты:

**Управление экспортом: открытый | реализация**   
**Мощность: выражение**

Смысл этих пунктов вполне тождественен их графическим аналогам. Параметризованные и инстанцированные классы должны включать следующий пункт:

**Параметры: список формальных или фактических параметров**

Следующие необязательные пункты не имеют графических аналогов; они служат, чтобы указать некоторые функциональные аспекты класса:

**Устойчивость: мгновенный | постоянный**   
**Параллельность: последовательный | охраняемый | синхронный | активный**   
**Место в памяти: выражение**

Первое из этих свойств отражает продолжительность жизни объектов класса: постоянная сущность - это та, чье состояние может пережить сам объект, в отличие от мгновенных, состояние которых пропадает с истечением времени жизни объекта.

Второе свойство показывает в какой степени класс может работать в многопоточной системе (см. главу 2). По умолчанию объекты - последовательные, то есть рассчитаны на один поток. Охраняемый и синхронный классы "выдерживают" несколько потоков. При этом охраняемый класс ожидает, что клиентские потоки как-то договариваются о взаимном исключении, с тем чтобы в каждый момент времени с ним работал только один из них. Синхронный класс сам обеспечивает взаимное исключение клиентов. Наконец, активный класс имеет свой поток.

Последний пункт содержит сведения об абсолютном или относительном потреблении памяти объектами этого класса. Мы можем использовать эту графу для подсчета размера класса или его экземпляров.

**Спецификации операций.** Для всех операций-членов классов и свободных подпрограмм наши спецификации включают следующие основные пункты:

**Класс возвращаемого значения: ссылка на класс**   
**Аргументы: список формальных аргументов**

Эти графы можно заполнить на выбранном языке реализации. В соответствии с правилами языка можно включить еще один пункт:

**Квалификация: текст**

В C++, например, этот пункт может содержать утверждение о том, является ли операция статической, виртуальной, чисто виртуальной или константой.

Использование дополнительных элементов обозначений требует введения дополнительной графы:

**Доступ: открытый | защищенный | закрытый | реализация**

Содержание этой графы зависит от языка реализации. Например в Object Pascal все атрибуты и операции всегда открытые, в Ada операции могут быть открытыми или закрытыми, а в C++ возможны любые из четырех указанных случаев.

Использование дополнительных элементов обозначений требует также введения графы

**Протокол: текст**

Эта графа происходит из практики языка Smalltalk: протокол операции не имеет семантического значения, а служит просто для именования логической совокупности операций, вроде таких, как initialize-release (инициализация-освобождение) или model access (доступ к модели).

Следующие необязательные графы не имеют графических аналогов и служат для формального описания семантики операции:

**Предусловия: текст | ссылка на текст программы | ссылка на диаграмму объектов**   
**Семантика: текст | ссылка на текст программы | ссылка на диаграмму объектов**   
**Постусловия: текст | ссылка на текст программы | ссылка на диаграмму объектов**   
**Исключения: список исключительных ситуаций**

Первые три пункта могут быть заполнены в любой из перечисленных форм. Последний содержит список исключительных ситуаций, содержащий имена соответствующих классов.

Последняя серия необязательных граф служит для описания некоторых функциональных аспектов операции:

**Параллельность: последовательный | охраняемый | синхронный**   
**Память: выражение**   
**Время: выражение**

Первые две аналогичны одноименным графам в спецификации класса. Третья - относительные или абсолютные оценки времени выполнения операции.

5.3. Диаграммы состояний и переходов

**Существенное: состояния и переходы**

Диаграмма состоянии и переходов показывает: пространство состояний данного класса; события, которые влекут переход из одного состояния в другое; действия, которые происходят при изменении состояния. Мы приспособили обозначения, использованные Харелом [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.11)]: его работа предоставляет простой, но очень выразительный подход, который гораздо эффективнее традиционных автоматов с конечным числом состояний [Мы дополнили его работу применительно к объектно-ориентированному программированию, следуя предложениям Румбаха [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.12)] и Беара и др. [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.13)]]. Отдельная диаграмма состояний и переходов представляет определенный ракурс динамической модели отдельного класса или целой системы. Мы строим диаграммы состояний и переходов только для классов, поведение которых (управляемое событиями) для нас существенно. Мы можем также представить диаграмму состояний и переходов для управляемого событиями поведения системы в целом. Эти диаграммы используются в ходе анализа, чтобы показать динамику поведения системы, а в ходе проектирования - для выражения поведения отдельных классов или их взаимодействия. 
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*Рис. 5-18. Значок состояния.*

Два основных элемента диаграммы состояний и переходов - это, естественно, состояния и переходы между ними.

**Состояния.** Состояние представляет собой итоговый результат поведения системы. Например, только что включенный в сеть телефон находится в начальном состоянии: его предыдущее поведение несущественно, при этом он готов к тому, чтобы позвонить или принять звонок. Если кто-нибудь поднимет трубку, телефон перейдет в состояние готовности к набору номера; в этом состоянии мы не ожидаем, что телефон зазвонит, но приготовились к беседе с одним или несколькими абонентами. Если кто-либо наберет ваш номер, а телефон находится в начальном состоянии (трубка положена), то когда вы поднимете трубку, телефон перейдет в состояние с установленным соединением, и вы сможете поговорить со звонившим.

В любой момент времени состояние объекта определяет набор свойств (обычно статический) объекта и текущие (обычно динамические) значения этих свойств. Под "свойствами" подразумевается совокупность всех связей и атрибутов объекта. Мы можем обобщить понятие состояния так, чтобы оно было применимо и к объекту, и к классу, так как все объекты одного класса "живут" в одном пространстве состояний. Это пространство может представлять собой неопределенное, хотя конечное множество возможных (но не всегда ожидаемых или желаемых) состояний. На рис. 5-18 показано обозначение, которое мы используем для отдельного состояния.

Каждое состояние должно иметь имя; если оно оказывается слишком длинным, то его можно сократить или увеличить значок состояния. Каждое имя состояния должно быть уникально в своем классе. Состояния, ассоциированные со всей системой, глобальны, то есть видимы отовсюду, а область видимости вложенных состояний (дополнительное понятие) - ограничена соответствующей подсистемой. Все одноименные значки состояний на одной диаграмме обозначают одно и то же состояние.

На значках некоторых состояний полезно указать ассоциированные с ними действия. Как показано на рис. 5-18, действия обозначаются так же, как атрибуты и операции в значке класса. Мы можем увеличить значок, чтобы увидеть весь список действий, или, если нет необходимости указывать действия, можно удалить разделяющую линию и оставить только имя [Для совместимости с обозначениями Харела разделяющую линию можно вообще убрать]. Ассоциацию действий с состояниями мы обсудим позднее. 
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*Рис. 5-19. Значок перехода из состояния в состояние.*

**Переходы.** Событием мы называем любое происшествие, которое может быть причиной изменения состояния системы. Изменение состояний называется переходом. На диаграмме переходов и состояний он изображается значком, показанным на рис. 5-19. Каждый переход соединяет два состояния. Состояние может иметь переход само в себя; обычно есть несколько различных переходов в одно и тоже состояние, но все переходы должны быть уникальны в том смысле, что ни при каких обстоятельствах не может произойти одновременно два перехода из одного состояния.

Например, в поведении гидропонной теплицы играют роль следующие события:

Посажена новая партия семян

.

Урожай созрел и готов к сбору

.

Из-за плохой погоды упала температура в теплице

.

Отказало охлаждающее устройство

.

Наступил заданный момент времени.

Как будет рассказано в следующей главе, идентификация событий, подобных этим, позволяет определить границы поведения системы и распределить обязанности по осуществлению этого поведения между отдельными классами.

Каждое из первых четырех перечисленных выше событий, вероятно, вызывает некоторое действие - например, начало или остановку выполнения некоторого плана сельскохозяйственных работ по посеву, включение нагревателя или посылку сигнала тревоги технику, обслуживающему систему. Отсчет времени - это другое дело: хотя секунды и минуты не имеют значения (посевы растут, очевидно, не так быстро), наступление нового часа или суток может вызвать некоторый сигнал, например, включить/выключить лампочки и изменить температуру в теплице, чтобы имитировать смену дня и ночи, необходимую для роста растений.

Действием мы называем операцию, которая, с практической точки зрения, требует нулевого времени на выполнение. Например, включение сигнала тревоги - действие. Обычно действие означает вызов метода, порождение другого события, запуск или остановку процесса. Деятельностью мы называем операцию, требующую некоторого времени на свое выполнение. Например, нагрев воздуха в теплице - деятельность, запускаемая включением нагревателя, который может оставаться включенным неопределенное время, до тех пор, пока не будет выключен явной командой.

Модель событий, передающих сообщения, которую предложил Харел, концептуально безупречна, но ее нужно приспособить к объектному подходу. При анализе мы можем давать предварительные названия событиям и действиям, в общих чертах отражая наше понимание предметной области. Однако, отображая эти понятия на классы, мы должны предложить конкретную стратегию реализации.

Событие может быть представлено символическим именем (или именованным объектом), классом или именем некоторой операции. Например, событие **CoolerFailure** (неисправность охлаждающего устройства) может обозначать либо литерал, либо имя объекта. Мы можем придерживаться той стратегии, что все события являются символическими именами и каждый класс с поведением, управляемым событиями, имеет операцию, которая распознает эти имена и выполняет соответствующие действия. Такая стратегия часто используется в архитектурах типа *модель-представление-котроллер* (model-view-controller), которая пришла из языка Smalltalk. Для большей общности можно считать события объектами и определить иерархию классов, которые представляют собой абстракции этих событий. Например, можно определить общий класс событий **DeviceFailure** (неисправность устройства) и его специализированные подклассы, такие как **CoolerFailure** (неисправность охлаждающего устройства) и **HeaterFailure** (неисправность нагревателя). Теперь извещение о событии можно связать с экземпляром класса-листа (например, **CoolerFailure**) или более общего суперкласса (**DeviceFailure**). И если выполнение некоторого действия назначено только при возникновении события класса **CoolerFailure**, то это означает, что все другие случаи отказа устройств должны намеренно игнорироваться. С другой стороны, если выполнение действия связано с событием **DeviceFailure**, то действие должно выполняться независимо от того, на каком устройстве произошел сбой. Продолжая в том же духе, мы можем сделать так, чтобы переходы из состояния в состояние были полиморфны относительно классов событий. Наконец, можно определить событие просто как операцию, такую как **GardeningPlan::execute()**. Это похоже на подход, который трактует события как имена, но в отличие от него здесь не требуется явного диспетчера событий.

Для нашего метода несущественно, какая из этих стратегий выбрана для разработки, если она последовательно проводится во всей системе. Обычно в замечаниях указывается, какая стратегия использована для данного конкретного автомата.

Действие можно записывать, используя синтаксис, показанный в следующих примерах:

**heater.startUp() -** действие

**DeviceFailure** **-** произошло событие

**start Heating** **-** начать некоторую деятельность

**stop Heating** **-** прекратить деятельность.

Имена операций или событий должны быть уникальны в области видимости диаграммы; там, где необходимо, они могут быть квалифицированы соответствующими именами классов или объектов. В случае начала или прекращения некоторой деятельности, она может быть представлена операцией (такой, как **Actuator::shutDown()**) или символическим именем (для событий). Когда деятельность соответствует некоторой функции системы, такой, как **harvest crop** (сбор урожая), мы обычно пользуемся символическими именами.

На каждой диаграмме состояний и переходов должно присутствовать ровно одно стартовое состояние; оно обозначается немаркированным переходом в него из специального значка, изображаемого в виде закрашенного кружка. Иногда бывает нужно указать также конечное состояние (обычно автомат, ассоциированный с классом или системой в целом, никогда не достигает конечного состояния; этот автомат просто перестает существовать после того, как содержащий его объект уничтожается). Мы обозначаем конечное состояние, рисуя немаркированный переход от него к специальному значку, изображаемому как кружок с закрашенной серединой. 
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*Рис. 5-20. Диаграмма состояний и переходов для контроллера тепличной среды (****EnvironmentalController****).*

**Пример.** До сих пор вводились значки, описывающие существенные элементы диаграмм состояний и переходов. В совокупности они предоставляют разработчику систему обозначений, достаточную для моделирования простого конечного плоского автомата, пригодного для описания приложений с ограниченным числом состояний. Системы, имеющие много состояний или обладающие сильно запутанным событийным поведением, которое описывается переходами по условию или в результате предыдущих состояний, требуют для построения диаграмм переходов более сложных понятий.

На рис. 5-20 показан пример использования существенных обозначений. Пример опять описывает гидропонную систему. Мы видим диаграмму состояний и переходов для класса **EnvironmentalController**, впервые введенного на рис. 5-5.

На этой диаграмме все события представляются символическими именами. Мы видим, что все объекты этого класса начинают свою жизнь в начальном состоянии **Idle** (ожидание); затем они изменяют свое состояние по событию **Define climate**, для которого не предполагается явных действий (считается, что это событие, то есть ввод климатического задания, происходит только в дневное время). Дальше динамическое поведение этого класса состоит в переключении между со-стояниями **Daytime** и **Nighttime** (день и ночь); оно определяется событиями **Sunrise** и **Sunset** (восход и закат) соответственно; с этими событиями связаны действия по изменению освещения. В обоих состояниях событие понижения или повышения температуры в теплице вызывает обратную реакцию (операция **adjustTemperature()**, которая является локальной в этом классе). Мы возвращаемся в состояние **Idle**, когда поступит событие **Terminate climate**, то есть будет отменено климатическое задание.

**Дополнительные понятия**

Элементы диаграмм состояний и переходов, которые мы только что описали, недостаточны для многих случаев сложных систем. По этой причине мы расширим наши обозначения, включив семантику карт состояний, предложенную Харелом. 
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*Рис. 5-21. Действия, условные переходы и вложенные состояния.*

**Действия, ассоциированные с состояниями и условные переходы.** Как показано на рис. 5-18, с состояниями могут быть ассоциированы действия. В частности, можно назначить выполнение некоторого действия на входе или выходе из состояния, при этом используется синтаксис следующих примеров:

**entry start Alarm -** запуск процедуры при входе в состояние

**exit shutDown()** - вызов операции при выходе из состояния.

Как и для переходов, можно назначить любое действие после ключевых слов **entry** и **exit**(вход и выход).

Деятельность можно ассоциировать с состоянием, используя синтаксис следующего примера:

**do Cooling -** в данном состоянии заниматься этой деятельностью.

Этот синтаксис служит сокращенной записью явных указаний: "Начать деятельность при входе в состояние и окончить при выходе из него".

На рис. 5-21 мы видим пример использования этих обозначений. При входе в состояние **Heating** (нагревание) вызывается операция **Heater::startUp()**, а при выходе - операция **Heater::shutDown()**, то есть происходит запуск и остановка нагревания. При входе и выходе из состояния **Failure** (сбой), соответственно вызывается и прекращается сигнал тревоги (**Alarm**).

Рассмотрим также переход из состояния **Idle** в состояние **Heating**. Он совершается, если температура понизилась, но только в случае, если прошло больше пяти минут после того, как последний раз был выключен нагреватель. Это пример условного (или защищенного) перехода; условие представляется логическим выражением в скобках.

Вообще, каждый переход может быть ассоциирован либо с событием, либо с событием и условием. Допускаются и "переходы без события". В этом случае переход совершается сразу после завершения действия, связанного с состоянием, причем выполняется и действие, связанное с выходом из этого состояния. Если переход условный, он состоится только в случае, если условие выполнено.

Имеет значение порядок выполнения условного перехода. Пусть имеется состояние **S**, из которого при событии **E**совершается переход **T** с условием **C** и действием **A**. Переход **T** осуществляется в такой последовательности:

Происходит событие **E**.

Проверяется условие **C**.

Если **C** удовлетворено, то выполняется переход **T** и действие **A**.

Это означает, что если условие **C** не выполнено, то переход не может быть осуществлен до тех пор, пока событие **E** не произойдет еще раз и условие **C** не будет проверено еще раз. Побочные эффекты при вычислении условия или выполнении действия, назначенного на выход, не могут отменить переход. Например, предположим, что произошло событие **E**, условие **C** выполнилось, но действие **A**, выполняемое при выходе из состояния **S**, изменило ситуацию так, что условие **C** перестало выполняться: переход **T** все равно состоялся.

Мы можем использовать еще и следующий синтаксис:

**in Cooling** - выражение для текущего состояния.

Здесь используется имя состояния (которое может быть квалифицированным). Выражение истинно тогда и только тогда, когда система находится в указанном состоянии. Такие условия особенно полезны, когда некоторому внешнему состоянию нужно запустить переход по условию, связанному с некоторым вложенным состоянием.

Можно использовать в условии и выражение, налагающее ограничения по времени:

**timeout (Heating, 30)** - выражение ограничения по времени.

Это условие выполняется, если система более 30 секунд находилась в состоянии **Heating** и остается в нем в момент проверки. Этот тип условия употребляется в системах реального времени для "переходов без события", так как защищает систему от зависания на долгое время в одном состоянии. Это выражение можно использовать для указания нижней границы времени нахождения в данном состоянии. Если приложить временное ограничение к каждому переходу с событием, выводящим из данного состояния, это будет равнозначно требованию, что система находится в каждом состоянии как минимум время, указанное в ограничении [Харел предложил "обобщенную завитушку" для обозначения двухсторонних границ по времени, но мы не будем обсуждать здесь его обобщения, так как условия исчерпания времени достаточно выразительны].

Что случится, если некое событие произойдет, а перейти в другое состояние нельзя либо потому, что не существует перехода для данного события, либо не выполняется условие перехода? По умолчанию это надо считать ошибкой: игнорирование событий обычно является признаком неполного анализа задачи. Вообще, для каждого состояния нужно документировать события, которые оно намеренно игнорирует.

**Вложенные состояния.** Возможность вложения состояний друг в друга придает глубину диаграммам переходов; эта ключевая особенность карт состояний Харела предотвращает комбинаторный взрыв в структуре состояний и переходов, который часто случается в сложных системах.

На рис. 5-21 показаны внутренние детали состояния **Cooling**, то есть вложенные в него состояния; для простоты мы опустили все его действия, включая действия при входе и выходе.

Объемлющие состояния, такие, как **Cooling**, называются суперсостояниями, а вложенные, такие, как **Running**, - подсостояниями. Вложенность может достигать любой глубины, то есть подсостояние может быть суперсостоянием для вложенных состояний более низкого уровня. Данное суперсостояние **Cooling** содержит три подсостояния. Семантика вложенности подразумевает отношение **xor** (исключающее или) для вложенных состояний: если система находится в состоянии **Cooling** (охлаждение), то она находится ровно в одном из подсостояний **Startup** (начальное), **Ready**(готовность) или **Running** (выполнение).

Чтобы проще ориентироваться в диаграмме переходов с вложенными состоя-ниями мы можем увеличить или уменьшить ее масштаб относительно выбранного состояния. При уменьшении вложенные состояния исчезают, а при увеличении проявляются. Переходы в скрытые на диаграмме подсостояния и выходы из них показываются стрелкой с черточкой, как переход в состояние **Ready** на рисунке [Если быть точными, то переходы **Too hot** и **Ok**относительно состояния **Cooling** также должны быть показаны на рис. 5-21 с черточкой, так как это переходы между подсостояниями].

Переходам между состояниями разрешено начинаться и кончаться на любом уровне. Рассмотрим различные формы переходов:

Переход между одноуровневыми состояниями (такой, как из **Failure** в **Idle** или из **Ready** в **Running**) - простейшая форма перехода; его семантика описана в предыдущем разделе.

Можно совершить переход непосредственно в подсостояние (как из **Idle** в **Startup**), или непосредственно из подсостояния (как из **Running** в **Idle**), или одновременно и то, и другое.

Указание перехода из суперсостояния (как из **Cooling** в **Failure** через событие **Failure**) означает, что он осуществляется из каждого подсостояния этого суперсостояния. Такой переход пронизывает все уровни до переопределения. Это упрощает диаграмму за счет удаления банальных переходов, общих для всех подсостояний.

Указание перехода в состояние с вложенными подсостояниями (например, предыдущий переход в состояние**Failure**) подразумевает переход к его начальному подсостоянию (по умолчанию).

**История.** Иногда, возвращаясь к суперсостоянию, мы хотели бы попасть в то его подсостояние, где мы были последний раз. Эту семантику мы будем изображать значком истории (буква **H** (History) внутри кружка, размещенного где-нибудь внутри значка суперсостояния). Например, на рис. 5-22 мы видим развернутое изображение состояния**Failure**. В самый первый раз, когда наша система переходит в него, она принимает начальное состояние по умолчанию**Create log** (создать журнал); что обозначено непомеченным переходом из закрашенного кружка внутри объемлющего состояния; когда журнал (**log**) создан, система переходит в состояние **Log** **ready**. После того, как сообщение о сбое занесено в журнал, мы возвращаемся обратно. Когда мы попадем в состояние **Failure** в следующий раз, нам не нужно будет опять создавать журнал, и мы перейдем прямо к **Log** **ready**, так как когда мы в последний раз выходили из состояния **Failure**, система находилась именно в этом подсостоянии. 
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*Рис. 5-22. История событий.*

Действие "истории" распространяется только на тот уровень, на котором она указана. Если мы хотим распространить ее действие на все нижние подуровни, то мы обозначим это, пририсовав к ее значку звездочку. Можно получить промежуточный результат, пририсовав значок истории только к отдельным подсостояниям.

**Спецификации**

Каждый элемент диаграммы переходов может иметь спецификацию, которая дает его полное определение. В отличие от спецификаций классов, спецификации переходов и состояний ничего не добавляют к уже описанному в этом разделе, поэтому нет необходимости обсуждать их специально.

5.4. Диаграммы объектов

**Существенное: объекты и их отношения**

*Диаграмма объектов* показывает существующие объекты и их связи в логическом проекте системы. Иначе говоря, диаграмма объектов представляет собой мгновенный снимок потока событий в некоторой конфигурации объектов. Таким образом, диаграммы объектов являются своего рода прототипами: каждая представляет взаимодействие или структурные связи, которые могут возникнуть у данного множества экземпляров классов, безотносительно к тому, какие конкретно экземпляры участвуют в этом взаимодействии. В таком смысле, отдельная диаграмма объектов есть ракурс структуры объектов системы. При анализе мы используем диаграммы объектов для показа семантики основных и второстепенных сценариев, которые отслеживают поведение системы. При проектировании мы используем диаграммы объектов для иллюстрации семантики механизмов в логическом проектировании системы. Существенные элементы диаграммы объектов - объекты и их отношения. 

![http://www.helloworld.ru/texts/comp/other/oop/pic05_23.gif](data:image/gif;base64,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)

*Рис. 5-23. Значок объекта.*

*Объекты.* На рис. 5-23 показан значок, который изображает объект на диаграмме объектов. Как и в диаграммах классов, можно провести горизонтальную линию, разделяющую текст внутри значка объекта на две части: имя объекта и его атрибуты.

Имя объекта следует синтаксису для атрибутов, и может быть либо записано в одной из трех следующих форм:

**A** - только имя объекта

**:C** - только класс объектов

**A:C** - имя объекта и класса

либо использовать синтаксис выбранного языка реализации. Если текст не умещается внутри значка, то следует или увеличить значок, или сократить текст. Если несколько значков объектов на одной диаграмме используют одно и то же неквалифицированное имя (то есть имя без указания класса), то они означают один и тот же объект. В противном случае каждый значок означает отдельный объект [На одной диаграмме могут присутствовать значки объектов с одинаковыми неквалифицированными именами, но относящиеся к разным классам, в том случае, если эти классы имеют общего предшественника. Это позволяет представить распространение операций от подкласса к суперклассу и наоборот]. Если на разных диаграммах есть объекты с одинаковыми неквалифицированными именами, то это разные объекты, если только их имена не квалифицированы явно.

Смысл неквалифицированных имен зависит от контекста диаграммы объектов. Более точно: диаграммы объектов, определенные на самом верхнем уровне системы, имеют глобальную область видимости; другие диаграммы объектов могут быть определены для категорий классов, отдельных классов или отдельных методов, а, значит, иметь соответствующие области видимости. Квалифицированное имя может быть использовано при необходимости явной ссылки на глобальные объекты, переменные классов (статические элементы в C++), параметры методов, атрибуты или локально определенные объекты в той же области видимости.

Если не указать класс объекта - ни явно, использовав ранее упомянутый синтаксис, ни косвенно, через спецификацию объекта, - то класс рассматривается как анонимный, при этом нельзя провести семантическую проверку ни операций, совершаемых над объектом, ни его связей с другими объектами на диаграмме. Если же указать только класс, то анонимным считается объект. Каждый значок без имени объекта обозначает отдельный анонимный объект.

В любом случае, имя класса объекта должно быть именем настоящего класса (или любого из его суперклассов) в области видимости диаграммы, использованного для инстанцирования объекта, даже если этот класс - абстрактный. Эти правила позволяют написать сценарий, не зная точно, к каким подклассам принадлежат объекты. 
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*Рис. 5-24. Значок связи между объектами.*

На значках объектов бывает полезно указать несколько их атрибутов. "Несколько" - так как значок объекта представляет только один какой-то ракурс его структуры. Синтаксис атрибутов совпадает с описанным ранее синтаксисом атрибутов класса и позволяет указать выражение, используемое по умолчанию. Имена атрибутов объектов должны соответствовать атрибутам, определенным в классе объекта, или в любом из его суперклассов. Синтаксис имен атрибутов может быть приспособлен к синтаксису языка реализации.

Диаграмма объектов может также включать значки, обозначающие утилиты классов и метаклассы: эти понятия подобны объектам, так как они могут действовать как объекты, и с ними можно оперировать как с объектами.

**Отношения между объектами.** Как говорилось в главе 3, объекты взаимодействуют с другими объектами через связи, обозначение которых показано на рис. 5-24. Подобно тому, как объект является экземпляром класса, связь является экземпляром ассоциации.

Связь между двумя объектами (включая утилиты классов и метаклассы) может существовать тогда и только тогда, когда существует ассоциация между соответствующими классами. Ассоциация между классами может проявляться различными способами, например, как простая ассоциация, отношение наследования или отношение включения. Следовательно, существование ассоциаций между двумя классами означает существование коммуникации (то есть канала связи) между их экземплярами, по которой объекты могут посылать друг другу сообщения. Все классы неявно имеют ассоциации сами с собой и, следовательно, объект может послать сообщение сам себе.

Пусть имеются объекты **A** и **B** и связь **L** между ними. Тогда **A** может вызвать любую операцию, имеющуюся в классе **B** и доступную **A**. То же верно для операций над **A**, вызываемых **B**. Объект, вызывающий операцию, называется объект-клиент, а объект, который предоставляет операцию, - объект-сервер. Обычно отправитель сообщения знает получателя, но обратное необязательно.

В установившемся состоянии структуры классов и объектов системы должны быть согласованы. Если мы показываем на диаграмме операцию **M** на классе **B**, вызванную по связи **L**, то м должна быть объявлена в спецификации **B**, или в спецификациях его суперклассов.

Как показано на рис. 5-24, рядом с соответствующей связью на диаграмме можно записать набор сообщений. Каждое сообщение состоит из следующих трех элементов:

**D** - символ синхронизации, обозначающий направление вызова

**M** - вызов операции или извещение о событии

**S** - необязательный порядковый номер.

Мы показываем направление сообщения стрелкой, указывающей на объект-сервер. Этот символ означает простейшую форму передачи сообщений, семантика которой гарантирована только в присутствии единственного потока контроля. Существуют более развитые формы синхронизации, которые применимы в случае нескольких потоков. О них мы расскажем в следующем разделе.

Вызов операции - наиболее общая форма сообщения. Она подчиняется ранее описанному синтаксису операций, но, в отличие от него, здесь могут быть приведены фактические параметры, подходящие к сигнатуре операции:

**N() -** только имя операции

**RN(arguments) -** возвращаемое значение, имя и фактические параметры операции.

Сопоставление фактических параметров с формальными осуществляется в порядке следования. Если возвращаемый операцией объект или фактические параметры используют неквалифицированные имена, совпадающие с другими неквалифицированными именами на диаграмме, то подразумевается, что они именуют одинаковые объекты, а следовательно, их классы должны подходить к сигнатуре операции. Таким образом, мы можем представлять взаимодействия, в ходе которых объекты передаются в качестве параметров или возвращаются, как результат операции.

Сообщение может извещать о событии. Оно подчиняется определенному ранее синтаксису событий, и, следовательно, может представлять символьное имя, объект или имя некоторой операции. Во всяком случае, имя события должно быть определено на соответствующей классу объекта-сервера диаграмме переходов и состояний. Если извещение о событии является операцией, то оно может включать фактические параметры.

Если порядковый номер явно не указан, то сообщение может быть послано независимо от других сообщений, указанных на данной диаграмме объектов. Чтобы указать явный порядок событий, мы можем их пронумеровать. Нумерация начинается с единицы и добавляется как необязательный префикс к вызову операции или извещению о событии. Порядковый номер показывает относительный порядок посылки сообщений. Сообщения с одинаковыми номерами не упорядочены друг относительно друга; сообщение с меньшим порядковым номером посылается до сообщения с большим номером. Повторение порядковых номеров или их отсутствие говорит о частичной упорядоченности сообщений.

**Пример.** На рис. 5-25 показана диаграмма объектов для нашего тепличного хозяйства в контексте категории классов**Planning** (планирование; описана на рис. 5-7). Цель этой диаграммы - проиллюстрировать сценарий выполнения обычной функции системы, а именно, прогнозирование затрат на сбор урожая некоторого посева.

Выполнение этой функции требует сотрудничества нескольких различных объектов. Сценарий начинается с вызова объектом **PlanAnalyst** (анализатор планов) операции **timeToHarvest()** (время собирать урожай) над утилитой класса**PlanMetrics** (параметры планов). При этом объект с передается как фактический параметр операции. Затем утилита**PlanMetrics** вызывает операцию **status()** (состояние) на некотором неименованном объекте класса **GardeningPlan**(план выращивания). В пояснении говорится: "Надо проверить, что этот план действительно выполняется". В свою очередь, объект **GardeningPlan** вызывает операцию **maturationTime()** (время созревания) на выбранном объекте класса **GrainCrop** (посев зерновых), запрашивающую ожидаемое время созревания посева. Когда эта операция-селектор будет выполнена, управление возвращается объекту класса **PlanAnalyst**, который затем непосредственно вызывает операцию **C.yield()**, унаследованную от суперкласса (операция **Crop::yield()**). Управление снова возвращается объекту класса **PlanAnalyst**, который продолжает сценарий, выполняя над собой операцию **netCost()**. 
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*Рис. 5-25. Диаграмма объектов гидропонной системы.*

На диаграмме показана связь между объектами классов **PlanAnalyst** и **GardeningPlan**. Хотя сообщения между ними не посылаются, связь отражает существование семантической зависимости между этими объектами.

**Дополнительные понятия**

То, что мы описали, составляет существенные элементы диаграммы объектов. Однако многие запутанные вопросы разработки требуют некоторого расширения используемых обозначений. Мы предупреждали при описании диаграмм классов и хотим подчеркнуть опять: дополнительные понятия должны использоваться только при необходимости.

**Роли, ключи и ограничения.** Выше мы говорили, что на диаграмме классов при изображении ассоциации рядом с нею может быть написана ее роль, обозначающая намерение или мощность связи одного класса с другим. Для некоторых диаграмм объектов полезно заново написать эту роль при указании связи между объектами. Такая метка помогает объяснить, почему один объект оперирует над другим.

Рис. 5-26 дает пример использования этого дополнительного обозначения. Здесь мы видим, что некоторый объект класса **PlanAnalyst** заносит информацию об определенном посеве (Crop) в анонимный объект CropEncyclopedia (энциклопедия посевов) и делает это, пока находится в роли **Автор**.

Используя те же обозначения, что и для диаграммы классов, мы можем указать ключи или ограничения, ассоциированные с объектом или связью.

**Поток данных.** Как было описано в главе 3, данные могут передаваться по или против направления посылки сообщения. Иногда явное указание направления передачи данных помогает объяснить семантику конкретного сценария. Мы используем для этого значок, заимствованный из обозначений структурного проектирования. На рис. 5-26 дан пример его использования: здесь показано, что после завершения сообщения **insert** (вставить) возвращается значение **succeeded** (успех). Передаваться и возвращаться может либо объект, либо значение. 
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*Рис. 5-26. Роли.*

**Видимость.** В некоторых запутанных сценариях полезно указать точно, насколько один объект видит другие. Ассоциации на диаграммах классов обозначают семантическую зависимость между классами, но не указывают точно, насколько их экземпляры видят друг друга. С этой целью мы можем украсить связи на наших диаграммах значками, иллюстрирующими видимость одного объекта другим. Эта информация важна и для инструментальных программ, генерирующих код, или наоборот, восстанавливающих по коду логическую модель.

Рис. 5-27 уточняет рис. 5-25 и содержит несколько украшений, дающих информацию о видимости. Они похожи на украшения для физического вхождения на диаграмме классов. Внутри этих украшений помещены буквенные обозначения типа видимости.

Например, канал связи от объекта **PlanAnalyst** к утилите классов **PlanMetrics** помечен буквой **G**; это значит, что утилита класса глобальна. Объект **C** по-разному виден объекту **PlanAnalyst** и объекту **GardeningPlan**: с точки зрения первого объект с класса **GrainCrop** виден как параметр некоторой операции (обозначается буквой **P**); с точки зрения второго **C** виден как атрибут или поле, то есть как часть агрегированного объекта (обозначен буквой **F** (field)).

Вообще, для указания видимости могут быть использованы следующие обозначения:

**G -** сервер глобален для клиента

**P** **-** сервер является параметром некоторой операции клиента

**F** **-** сервер является частью клиента

**L** **-** сервер локально определен в области видимости клиента.

В соответствии с украшением для физического вхождения, украшение для видимости представляет собой незакрашенный квадратик с буквой (если объект используется совместно) или закрашенный квадратик с буквой (если он не используется совместно). Если украшение видимости не указано, это означает, что решение о точном типе видимости осталось не уточненным. На практике эти украшения прилагаются только к нескольким ключевым каналам связи на диаграмме объектов. Наиболее часто эти украшения указываются для отношения "часть/целое" (агрегация) между двумя объектами; второе наиболее общее их использование - для представления объектов, которые по сценарию диаграммы посылаются как параметры. 
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*Рис. 5-27. Значки видимости.*

**Активные объекты и синхронизация.** Как отмечалось в главе 3, некоторые объекты могут быть активными, то есть им отводится отдельный поток управления. Другие объекты могут существовать только в однопоточной среде. Третьи, будучи по природе однозадачными, гарантированно переносятся в многопоточную среду.

В каждом из этих случаев мы должны ответить на два вопроса: как выделить активные объекты, управляющие сценарием, и как представить различные формы синхронизации объектов.

Ранее, говоря о дополнительных элементах спецификаций класса, мы заметили, что есть четыре типа семантики: последовательная, защищенная, синхронизированная и активная. По существу, все объекты класса наследуют соответствующую семантику класса; все объекты считаются последовательными, если явно не указано обратное. Мы можем явно показать многозадачную семантику объекта на диаграмме объектов, указав в левом нижнем углу значка объекта одно из слов **sequential**, **guarded**, **synchronous** или **active**. Например, на рис. 5-28 мы видим, что объекты **H**,**C** и некий экземпляр класса **EnvironmentalController** - активные. Немаркированные объекты, такие как **L**, считаются последовательными.

Символ синхронизации сообщений, введенный ранее (простая стрелка), представляет обычную последовательную передачу сообщения. Однако, при наличии нескольких потоков управления мы должны указывать и другие формы синхронизации. Пример на рис. 5-28, возможно, несколько надуманный, иллюстрирует различные типы синхронизации сообщений, которые могут появиться на диаграмме объектов. Сообщение **turnOn()** (включить) - пример простой посылки сообщения; оно изображается простой стрелкой. Семантика простой посылки сообщения гарантирована только в однопоточной среде. Остальные сообщения из этого примера используют некоторые формы синхронизации процессов. Все такие дополнительные виды синхронизации применяются только к серверам, которые не являются последовательными. 
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*Рис. 5-28. Активные объекты и синхронизация.*

Например, сообщение **startUp()** - синхронизированное, то есть клиент будет ждать до тех пор, пока сервер не примет сообщение. Посылка синхронизированного сообщения эквивалентна механизму свиданий задач в языке Ada (rendezvous). В случае сообщения **isReady()** клиент отложит сообщение, если сервер не сможет его немедленно обработать. Сообщение **restart()** будет отложено клиентом, если сервер не может его обработать за указанный промежуток времени.

В каждом из трех последних случаев клиент должен ждать, пока сервер обработает сообщение, или отложить пересылку, после чего может быть возобновлено управление. Сообщение **failure** имеет другую семантику. Это пример несинхронизированного сообщения, которое подразумевает, что клиент посылает событие серверу для обработки, сервер ставит сообщение в очередь, а клиент продолжает работать. Такие асинхронные сообщения сродни прерываниям.

**Расписание.** В программах, имеющих ограничения по времени, важно отслеживать чистое время с момента начала каждого сценария. Для обозначения относи тельного времени (в секундах) мы ставим знак плюс. Например, на рис. 5-29 сообщение **startUp()** вызывается в первый раз спустя 5 секунд после начала сценария далее, через 6.5 секунд после начала сценария следует сообщение **ready()** и затем, спустя 7 секунд после начала сценария, - сообщение **turnOn()**.

**Спецификации**

Как и для диаграмм классов, за каждым элементом диаграммы объектов могут стоять спецификации. Спецификации объектов и их связей не несут никакой иной информации, кроме уже описанной. С другой стороны, спецификации диаграмм объектов как целого могут сообщить кое-что важное. Как упоминалось ранее, каждая диаграмма объектов существует в контексте. В спецификации контекст указывается следующим образом:

**Context: глобальный | категория | класс | операция**

В частности, область видимости диаграммы объектов может быть глобальной, или в контексте указанной категории классов, класса или операции (включая, как методы, так и свободные подпрограммы). 
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*Рис. 5-29. Расписание.*

5.5. Диаграммы взаимодействия

**Существенное: объекты и их взаимодействия**

*Диаграмма взаимодействии* используется, чтобы проследить выполнение сценария в том же контексте, что и диаграмма объектов [Эти диаграммы обобщают диаграммы трассировки событий Румбаха и диаграммы взаимодействий Джекобсона [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#5.15)]]. В известной степени диаграмма взаимодействия есть просто другой способ представления диаграммы объектов. Например, на рис. 5-30 мы видим диаграмму взаимодействия, которая дублирует большую часть семантики диаграммы объектов, показанной на рис. 5-25. Преимущество диаграммы взаимодействий в том, что на ней легче читается порядок посылки сообщений, а преимущество диаграммы объектов в том, что она лучше подходит для многих объектов со сложными вызовами и допускает включение другой информации: связи, значения атрибутов, роли, блок-схемы и видимость. Так как оба типа диаграмм имеют неоспоримые достоинства, мы пользуемся в нашем методе обоими [Диаграммы объектов и диаграммы взаимодействий настолько близки по семантике, что инструментальные средства могут генерировать одну диаграмму из другой с минимальной потерей информации].

Диаграммы взаимодействия не вводят новых понятий или обозначений. Скорее, они берут существенные элементы диаграммы объектов и перестраивают их. Как показывает рис. 5-30, диаграмма взаимодействий внешне напоминает таблицу. Имена объектов диаграммы взаимодействий (те же, что и на диаграмме объектов) записываются горизонтально в верхней ее строке. Под каждым из них рисуется вертикальная пунктирная линия. Отправления сообщений (которые могут обозначать события или вызовы операций) показываются горизонтальными стрелками, с тем же синтаксисом и обозначениями синхронизации, что и на диаграмме объектов. Линия, обозначающая посылку сообщения, проводится от вертикали клиента к вертикали сервера. Первое сообщение показывается на самом высоком уровне, второе ниже и т.д., таким образом отпадает надобность в их порядковых номерах.

Диаграммы взаимодействий часто лучше диаграмм объектов передают семантику сценариев на ранних этапах жизненного цикла разработки, когда еще не идентифицированы протоколы отдельных классов. Как мы расскажем в следующей главе, в начале разработки диаграммы взаимодействий обычно сконцентрированы скорее на событиях, чем на операциях, потому что события помогают определить границы системы. Когда же уточнились структуры классов, акцент смещается к диаграммам объектов, семантика которых более выразительна. 
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*Рис. 5-31. Пояснения и переход управления.*

**Дополнительные понятия**

Диаграммы взаимодействия концептуально очень просты, но есть два поясняющих элемента, которые позволяют сделать их более выразительными при наличии сложных шаблонов взаимодействия.

**Пояснения.** Для сложных сценариев, использующих условия или итерации, диаграмма объектов может быть дополнена пояснениями. Как показано на примере (рис. 5-31), пояснения могут быть подписаны к любому сообщению слева от диаграммы на соответствующем уровне простым текстом, с элементами структуризации, или с использованием синтаксиса языка реализации.

**Передача управления.** Ни простейшие диаграммы объектов, ни диаграммы взаимодействий не показывают передач управления. Например, если мы показали, что объект **A** посылает сообщения **X** и **Y** другим объектам, то остается неясным, являются ли сообщения **X** и **Y** независимыми сообщениями из **A** или они были вызваны как части некоторого объемлющего сообщения **Z**. Как показано на рис. 5-31, мы можем нарисовать на вертикальной линии каждого объекта полоски, показывающие периоды, когда управление находится в этом объекте. На этом примере мы видим, что всем руководит анонимный экземпляр класса **GardeningPlan**, который, выполняя климатический план, вызывает другие методы, которые, в свою очередь,вызывают следующие методы, и, в конце концов, управление возвращается обратно к нему же.

5.6. Диаграммы модулей

**Существенное: модули и их зависимость**

Диаграмма модулей показывает распределение классов и объектов по модулям в физическом проектировании системы. Каждая отдельная диаграмма модулей представляет некоторый ракурс структуры модулей системы. При разработке мы используем диаграмму модулей, чтобы показать физическое деление нашей архитектуры по слоям и разделам.

Некоторые языки, особенно Smalltalk, не имеют ничего подобного физической архитектуре, сформированной модулями; в таких случаях диаграммы модулей не употребляют.

Основными элементами диаграммы модулей являются модули и их зависимости.

**Модули.** На рис. 5-32 сведены обозначения различных типов модулей. Первые три значка - это файлы, различающиеся своими функциями. Значок главной программы обозначает файл, содержащий корневую программу. В C++, например, это соответствовало бы некоторому файлу с расширением **.cpp** содержащему привилегированную функцию-неэлемент, называемую **main**. Обычно существует ровно один такой модуль на программу. Значок описания и значок тела обозначают файлы, которые содержат, соответственно, описания и реализации. В C++, например, модуль описаний соответствует заголовочному файлу с расширением **.h**, а модуль тела - файлу с текстом программы с расширением **.cpp**.
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*Рис. 5-32. Значки модулей и подсистем.*

Смысл значка подсистемы мы раскроем в следующем разделе. Каждый модуль должен иметь имя; обычно это имя соответствующего физического файла в каталоге проекта. Как правило, такие имена пишутся без суффиксов, которые опознаются по типу значка. Если имя чересчур длинно, мы, как обычно, либо сокращаем его, либо расширяем значок. Каждое полное имя файла должно быть уникально в содержащей его подсистеме. В соответствии с правилами конкретной среды разработки, мы можем наложить ограничения на имена, такие, как условие на префиксы или требование уникальности в системе.

Каждый модуль содержит либо описание, либо определение классов и объектов, а также другие конструкции языка. По идее, "раскрыв" значок модуля на диаграмме, мы должны попасть внутрь соответствующего файла. 
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*Рис. 5-33. Диаграмма модулей гидропонной системы.*

**Зависимости.** Единственная связь, которая может существовать между двумя модулями, - компиляционная зависимость - представляется стрелкой, выходящей из зависимого модуля. В C++, например, мы указываем такую зависимость директивой **#include**. Аналогично, в Ada компиляционная зависимость указывается фразой **with**. В множестве компиляционных зависимостей не могут встречаться циклы. Чтобы определить частичную упорядоченность компиляций, достаточно выполнить частичное упорядочение структуры модулей системы.

**Пример.** На рис. 5-33 показан пример обозначений модулей, в архитектуре системы тепличного гидропонного хозяйства. Мы видим здесь шесть модулей. Два из них, **climatedefs** и **cropdefs**, являются только описаниями и служат для предоставления общих типов и констант. Остальные четыре включают в себя и тела, и описания: это типичный стиль построения диаграмм модулей, так как описания и тела очень тесно связаны. На рисунке эти две части совмещены, и зависимость тела от описания получилась скрытой, хотя реально она существует. Также оказалось скрытым имя тела, но, по нашему соглашению, имена тела и описания различаются лишь суффиксами (**.cpp** и **.h**).

Зависимости на этой диаграмме предполагают частичное упорядочение компиляции. Например, тело модуля **climate**зависит от описания **heater**, которое, в свою очередь, зависит от описания **climatedefs**.Существенное: подсистемы. Как объяснялось в главе 2, большие системы могут быть разложены на несколько сотен, если не тысяч, модулей. Пытаться разобраться в физической архитектуре такой системы без ее дополнительного структурирования почти безнадежно. На практике разработчики стремятся следовать неформальному соглашению собирать связанные между собой модули в структуры типа каталогов. По этим соображениям мы введем понятие подсистемы на диаграмме модулей. Подсистемы представляют собой совокупности логически связанных модулей, примерно как категория классов представляет совокупность классов.

**Подсистемы.** Подсистемы служат частями физической модели системы. Подсистема - это агрегат, содержащий другие модули и другие подсистемы. Каждый модуль в системе должен жить в одной подсистеме или находиться на самом верхнем уровне.

На рис. 5-32 показано обозначение подсистемы. Как и модуль, подсистема должна быть именованной. Имена подсистем подчиняются тем же правилам, что и имена модулей, хотя полное имя подсистемы обычно не содержит суффиксов.

Некоторые модули, содержащиеся в подсистеме, могут быть общедоступны, то есть экспортированы из системы и видимы снаружи. Другие модули могут быть частью реализации подсистемы и не предназначаться для использования внешними модулями. По соглашению, каждый модуль подсистемы считается общедоступным, если явно не указано обратное. Ограничение доступа к модулям реализации достигается использованием тех же обозначений, что и для ограничения доступа в категории классов.

Подсистема может зависеть от других подсистем и модулей; модуль может также зависеть от подсистемы. Для единообразия мы используем прежнее обозначение зависимости. Система имеет один высший уровень, состоящий из подсистем и модулей высшего уровня абстракции. По его диаграмме разработчик получает представление об общей физической архитектуре системы.

**Пример.** На рис. 5-34 показан высший уровень диаграммы модулей для нашей системы тепличного хозяйства. Раскрыв любую из показанных семи подсистем, мы обнаружим все ее модули. 

![http://www.helloworld.ru/texts/comp/other/oop/pic05_34.gif](data:image/gif;base64,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)

*Рис. 5-34. Диаграмма модулей верхнего уровня для гидропонной системы.*

Рассмотрим, как связаны физическая и логическая (рис. 5-7) архитектуры этой системы. Они практически изоморфны, хотя имеются небольшие различия. В частности, мы приняли решение отделить классы устройств нижнего уровня от категорий классов **Климат** и **Удобрения**, и поместить соответствующие им модули в одну подсистему, названную**Устройства**. Кроме того, мы разделили категорию классов **Теплица** на две подсистемы, названные**УправлениеКлиматом** и **ВнесениеУдобрений**.

Дополнительные понятия

**Другие типы модулей.** Некоторые языки, прежде всего Ada, определяют типы модулей, отличные от простейших, показанных на рис. 5-32. Например, Ada предусматривает обобщенные пакеты, обобщенные подпрограммы и задачи как раздельно компилируемые единицы. Поэтому есть основания дополнить основные обозначения значками типов модулей, специфических для данного языка.

**Сегментация.** Для платформ, имеющих ограничения по адресации или физической памяти, может быть принято решение генерировать код в различных сегментах, или даже организовать оверлейную структуру. Чтобы отразить такую сегментацию обозначения диаграммы модулей можно дополнить, снабдив каждый модуль меткой, обозначающей соответствующий сегмент кода или данных.

**Спецификации.** Так же, как диаграммы классов и объектов, каждый элемент диаграммы модулей может иметь спецификацию, которая определяет его полностью. Спецификации модулей и их зависимостей содержат только ту информацию, которая уже описана в этом разделе, поэтому мы не будем их рассматривать.

В интегрированной инструментальной среде, поддерживающей наши обозначения, разумно использовать диаграммы модулей для визуализации программных модулей системы. "Раскрытие" модуля или подсистемы на диаграмме модулей открывает соответствующий физический файл или каталог и наоборот.

5.7. Диаграммы процессов.

Существенное: процессоры, устройства и соединения

Диаграммы процессов используются, чтобы показать распределение процессов по процессорам в физическом проекте системы. Отдельная диаграмма процессов показывает один ракурс структуры процессов системы. При разработке проекта мы используем диаграмму процессов, чтобы показать физическую совокупность процессоров и устройств, обеспечивающих работу системы.

Основные элементы диаграммы процессов - процессоры, устройства и их соединения.

**Процессоры.** На рис. 5-35 показано обозначение процессора. Процессор - часть аппаратуры, способная выполнять программы. Каждый процессор должен иметь имя; никаких особых ограничений на имена процессоров нет, так как они обозначают "железо", а не программы.

Мы можем дополнить значок процессора списком процессов. Каждый процесс в таком списке обозначает или главную программу (функцию **main** из диаграммы модулей) или имя активного объекта (из диаграммы объектов).

**Устройства.** На рис. 5-35 показано обозначение устройства. Устройство - это часть аппаратной платформы, не способная выполнять программы (по крайней мере, в нашей логической модели). Как и процессорам, устройствам требуются имена, на которые не накладывается никаких существенных ограничений. 
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*Рис. 5-35. Значки процессора и устройства нашей логической модели.*

**Соединения.** Процессоры и устройства должны сообщаться друг с другом. На диаграмме процессов мы изображаем соединения между ними ненаправлеными линиями. Соединение обычно представляет непосредственную связь между аппаратурой, например, RS232, Ethernet, или даже доступ к разделяемой памяти, но эта связь может быть и не прямой, например, "Земля-спутник". Соединения обычно считаются двунаправленными, но при необходимости к их обозначению можно добавить стрелку, чтобы указать направление. Любое соединение может иметь необязательную именующую его метку.

**Пример.** На рис. 5-36 представлен пример использования этих обозначений, описывающий физическую архитектуру тепличной системы. Мы видим, что разработчики решили использовать четыре компьютера, один в качестве рабочего места оператора и по одному на каждую теплицу. Процессы, запущенные на выделенных теплицам компьютерах, не могут сообщаться друг с другом непосредственно, а только через рабочую станцию. Для простоты мы решили не показывать на этой диаграмме никаких устройств, хотя предполагаем, что система содержит большое число исполнительных устройств и датчиков.

Дополнительные понятия

**Обозначения.** На рис. 5-35 показаны стандартные обозначения, которые мы используем для процессора и устройства, но разумно и даже желательно учесть возможность их изменения. Например, можно было бы ввести специальные значки для встроенного микрокомпьютера (процессор), диска, терминала и выпрямителя тока (устройства), и использовать их на диаграммах процессов вместо стандартных. Поступая таким образом, мы предлагаем визуализацию физической платформы нашей реализации, которая предназначена непосредственно техникам и системщикам, а также конечным пользователям системы, которые, вероятно, не являются специалистами в разработке программного обеспечения.

**Вложенность.** Физическая конфигурация системы бывает очень сложной и может представлять собой иерархию процессоров и устройств. В таких случаях полезно иметь возможность выделить группы процессоров, устройств и соединений, так же, как категории классов представляют логическое группирование классов и объектов. Мы изображаем такие группы именованными пунктирными прямоугольниками с закругленными углами. Мы можем раскрыть такой значок на диаграмме процессов и обнаружить вложенные процессоры и устройства. Не представляет затруднений определить соединения между этими группами. 
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*Рис. 5-36. Диаграмма процессов гидропонной системыми с закругленными углами.*

**Планирование процессов.** Мы должны некоторым образом определить порядок выполнения процессов на каждом процессоре. Имеется пять основных способов планирования, и мы можем указать на диаграмме для каждого процессора, какой из них использован, добавив к его значку одно из следующих имен: 

|  |  |
| --- | --- |
| ® Вытесняющее | Процесс с более высоким приоритетом, может отнимать процессор у исполняемого процесса с более низким приоритетом; обычно процессы с одинаковым приоритетом получают равные промежутки времени для выполнения, так что вычислительные ресурсы распределены справедливо. |
| ® Невытесняющее | Текущий процесс продолжает выполняться на процессоре до тех пор, пока сам не уступит контроль над ним. |
| ® Циклическое | Процессам по очереди выделяется равное количество процессорного времени, обычно называемое квантом времени, по истечении которого управление передается другому процессу. Процесс может получать время в квантах и подквантах. |
| ® Алгоритмическое | Переключением процессов управляет некоторый алгоритм. |
| ® Ручное | Пользователь извне системы управляет переключением процессов. |

Для более подробного описания диспетчеризации процессов на конкретном процессоре бывает полезно привести диаграмму объектов или взаимодействий, особенно если используется алгоритмическое переключение.

**Спецификации.** По аналогии с элементами других диаграмм, процессоры, устройства и соединения могут иметь спецификации, которые дают их исчерпывающее определение. Всю информацию, включаемую в эти спецификации, мы уже обсудили в текущем разделе.

5.8. Применение системы обозначений

Результат объектно-ориентированного проектирования

Обычно результатами анализа системы будут наборы диаграмм объектов (чтобы выразить поведение системы через сценарии), диаграмм классов (чтобы выразить роли и обязанности агентов по поддержанию заданного поведения системы) и диаграммы состояний и переходов (чтобы показать упорядоченное событиями поведение этих агентов). Проектирование системы, в которое входит разработка ее архитектуры и реализации, порождает диаграммы классов, объектов, модулей, процессов, а также динамические ракурсы этих диаграмм.

Существует сквозная связь между этими диаграммами, позволяющая нам проследить требования от реализации обратно к спецификации. Начав с диаграмм процессов, можно найти главную программу, которая определена на некоторой диаграмме модулей. Эта диаграмма модулей содержит наборы классов и объектов, определения которых мы найдем на подходящих диаграммах классов или объектов. Наконец, определения отдельных классов указывают на наши исходные требования, потому что эти классы, в общем, непосредственно отражают словарь предметной области.

Описанной в этой главе системой обозначений можно пользоваться вручную, хотя, конечно, она просто напрашивается на автоматизацию. Автоматизированным инструментам проектирования можно поручить проверку целостности, ограничений и полноты документации. Они также помогают разработчику легко и быстро просматривать результаты анализа и разработки. Например, глядя на диаграмму модулей, разработчик может пожелать выяснить устройство конкретного механизма, и автоматизированный инструмент поможет ему отыскать все классы, объявленные в каком-то модуле. А от диаграммы объектов, описывающей сценарий, в котором использован один из классов, разработчик может перейти к структуре наследования этого класса. Наконец, если в сценарии есть активный объект, разработчик может использовать автоматизированный инструмент проектирования, чтобы отыскать процессор, которому выделен соответствующий поток управления, и увидеть анимированное поведение конечного автомата класса на этом процессоре. Использование автоматизированных инструментов позволяет освободить разработчика от бремени согласования деталей, позволяя ему сосредоточиться на творческих аспектах процесса проектирования.

Увеличение и уменьшение масштаба

Мы считаем, что описанная здесь система обозначений годится как для маленьких систем, содержащих несколько классов, так и для больших проектов с несколькими тысячами классов. Как мы покажем в следующих двух главах, эта система обозначений особенно удобна для организации итерационного процесса разработки. К диаграммам не следует относиться как к застывшему догмату, а скорее наоборот, нужно постоянно отражать на них все новые решения, принятые в процессе проектирования.

Мы также считаем, что эта система обозначений годится для реализации на разных языках объектно-ориентированного программирования.

В этой главе были описаны основные результаты процесса объектно-ориентированного проектирования, включая синтаксис и семантику. В двух последующих главах процесс разработки будет рассмотрен подробнее. Оставшиеся пять глав повествуют о применении метода на практике.

Выводы

Проектирование - это не рисование диаграмм; диаграммы просто отражают результаты проектирования.

При проектировании сложной системы важно рассмотреть ее в различных ракурсах - как с точки зрения логической/физической структуры, так и статической/динамической семантики.

Система обозначений объектно-ориентированного проектирования включает четыре основных диаграммы (классов, объектов, модулей, процессов) и две дополнительные (состояний и переходов, взаимодействий).

Диаграмма классов показывает, какие существуют классы и связи между ними в логической структуре системы. Конкретная диаграмма классов - один из ракурсов полной структуры классов системы.

Диаграмма объектов показывает, какие существуют объекты и связи между ними в логической структуре системы. Диаграмма объектов используется для представления сценария.

Диаграмма модулей показывает распределение классов и объектов по модулям в физической структуре системы. Диаграмма модулей - один из ракурсов модульной архитектуры системы.

Диаграмма процессов показывает распределение процессов по процессорам в физической структуре системы. Каждая диаграмма процессов - один из ракурсов архитектуры процессов системы.

Диаграмма состояний и переходов показывает: (1) пространство состояний экземпляров данного класса; (2) события, которые влекут переход из одного состояния в другое; (3) действия, которые происходят при изменении состояния.

Диаграмма взаимодействий позволяет следить за выполнением сценария в контексте диаграммы объектов.

Процесс

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Программисты-любители все время ищут какой-то волшебный инструмент, который мог бы сделать процесс разработки программ тривиальным. Признак профессионализма - понимание того, что такой панацеи не существует. Любители стремятся действовать по "поваренной книге"; профессионалы же знают, что безупречно грамотный подход ведет к нелепым проектным решениям. За словом "система проектирования" разработчики пытаются спрятаться от ответственности за ошибки в проектных решениях. Любители либо игнорируют документацию вообще, либо выстраивают весь проект вокруг нее, заботясь больше о том, как продукт выглядит на бумаге, чем о его сути. Профессионал признает, что без документации не обойтись, но никогда не поступится ради нее полезными архитектурными новациями.  Процесс объектно-ориентированного анализа и проектирования не сводится к сумме рецептов, однако он определен достаточно хорошо, чтобы быть предсказуемым и воспроизводимым в умелых руках. В этой главе мы подробно рассмотрим его как итеративно развивающийся процесс, описав цели, виды деятельности, результаты и меры прогресса, характерные для его различных фаз.  6.1. Основные принципы  **Характерные черты удачных проектов**  Удачным проектом мы назовем тот, который удовлетворил (по возможности, превзошел) ожидания заказчика, уложился во временные и финансовые рамки, легко поддается изменению и адаптации. Пользуясь этим критерием, рассмотрим следующие две черты, которые оказались общими для всех встречавшихся нам удачных проектов, и, что замечательно, отсутствовали у тех, которые кажутся нам неудачными:  Ясное представление об архитектуре создаваемой системы;  Хорошо организованный итеративно развивающийся процесс работы над проектом.  **Архитектура.** Признак добротности архитектуры - ее концептуальное единство и целостность. По утверждению Брукса, "концептуальная целостность в проектировании важнее всего" [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.1)]. Как показано в главах 1 и 5, архитектура объектно-ориентированной программной системы содержит структуры классов и объектов, имеющие горизонтальное и вертикальное слоение. Обычно конечному пользователю нет дела до архитектуры системы. Однако, как указывает Страуструп, "ясная внутренняя структура" играет важную роль в построении системы, которая будет понятна, тестируема, устойчива и сможет развиваться и перестраиваться [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.2)]. Более того, именно ясность архитектуры дает возможность выявить общие абстракции и механизмы, которые можно свести воедино, тем самым делая систему проще, меньше и надежнее.  Не существует единственно верного способа классифицировать абстракции и разрабатывать архитектуру. В любой предметной области всегда достаточно глупейших путей проектирования, но, если поискать, можно найти и весьма элегантные. Как же отличить хорошую архитектуру от плохой?  Как правило, хорошая архитектура тяготеет к объектной ориентированности. Это не означает, что любая объектно-ориентированная архитектура оказывается хорошей, или что хороша только объектно-ориентированная архитектура. Однако, как было показано в главах 1 и 2, применение принципов объектно-ориентированной декомпозиции приводит к архитектуре, обладающей требуемыми свойствами организованной сложности.  Хорошей архитектуре присущи следующие свойства:  Она представляет собой многоуровневую систему абстракций. На каждом уровне абстракции сотрудничают друг с другом, имеют четкий интерфейс с внешним миром и основываются на столь же хорошо продуманных средствах нижнего уровня.  На каждом уровне интерфейс абстракции строго отграничен от реализации. Реализацию можно изменять, не затрагивая при этом интерфейс. Изменяясь внутренне, абстракции продолжают соответствовать ожиданиям внешних клиентов.  Архитектура проста, то есть не содержит ничего лишнего: общее поведение достигается общими абстракциями и механизмами.  Мы различаем стратегические и тактические решения. *Стратегическое решение* имеет важное архитектурное значение и связано с высоким уровнем системы. Механизмы обнаружения и обработки ошибок, парадигмы интерфейса пользователя, политика управления памятью, устойчивость объектов, синхронизация процессов, работающих в реальном масштабе времени, - все это стратегические архитектурные решения. В противоположность этому,*тактическое решение* имеет только локальное архитектурное значение и поэтому обычно связано с деталями интерфейса и реализации абстракций. Протокол класса, сигнатура метода, выбор алгоритма - все это тактические архитектурные решения.  Хорошая архитектура всегда демонстрирует баланс между стратегическими и тактическими решениями. При слабой стратегии даже очень изящно задуманный класс не сможет вполне соответствовать своей роли. Самые прозорливые стратегические решения будут разрушены, если не уделить должного внимания разработке отдельных классов. В обоих случаях пренебрежение архитектурой рождает программные эквиваленты анархии и неразберихи.  **Цикл итеративного развития.** Рассмотрим две крайности - полное отсутствие формализованного жизненного цикла разработки и очень жесткие, строго соблюдаемые правила разработки. В первом случае мы имеем анархию; тяжким трудом (преимущественно нескольких своих членов) команда разработчиков в конце концов может родить что-то стоящее, но состояние проекта всегда будет неизмеримо и непредсказуемо. Следует ожидать, что команда отработает весьма неэффективно, а, может быть, и вообще не создаст ничего пригодного для передачи заказчику. Это - пример проекта в свободном падении [Есть шанс, что проект в свободном падении приземлится благополучно, но вам не нужно ставить в связи с этим на кон будущее своей компании]. Во втором случае мы имеем диктатуру, в которой инициативы наказуемы, экспериментирование, которое могло бы привнести больше элегантности в архитектуру, не поощряется, и действительные требования заказчика никогда корректно не доходят до разработчиков нижнего уровня, скрытых за настоящей бумажной стеной, воздвигнутой бюрократией.  Встречавшиеся нам удачные объектно-ориентированные проекты не следовали ни анархическому, ни драконовскому жизненному циклу. Зато мы заметили, что удачная объектно-ориентированная архитектура создается в итеративно развивающемся процессе. Проектирование является *итеративным*, повторяющимся, в том смысле, что уже созданная архитектура вновь и вновь подвергается анализу и проектированию. При этом в каждом цикле анализ-проектирование-эволюция стратегические и тактические решения *развиваются*, приближаясь к требованиям конечного пользователя (часто даже не высказанным), оставаясь при этом простыми, надежными и открытыми для дальнейшего изменения.  Итеративно развивающийся процесс является антитезой традиционного "водопада" и не сводится к одностороннему движению сверху-вниз или снизу-вверх. Обнадеживающие прецеденты этого стиля есть в опыте создания как аппаратуры, так и программ [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.3), [4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.4)]. Например, пусть надо сформировать штат фирмы, занимающейся проектированием и изготовлением сложной уникальной аппаратуры. Можно использовать горизонтальный подход, когда проект катится водопадом, так, что архитекторы передают его конструкторам, а те электронщикам. Это - пример проектирования сверху-вниз, когда мы приглашаем узких (хотя и глубоких) специалистов в своей области [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.5)]. Можно пойти по другому пути, наняв мастеров на все руки, каждому из которых можно поручить вертикальный сегмент проекта от начала до конца. Это уже гораздо больше похоже на итеративно развивающийся процесс.  По нашему мнению, процесс объектно-ориентированного проектирования не сводится к одностороннему движению сверху-вниз или снизу-вверх. Друк считает, что хорошо структурированные сложные системы можно создать методом "возвратного проектирования" (round-trip gestalt design). В этом методе основное внимание уделяется процессу поступательного итеративного развития путем совершенствования различных, но, тем не менее, совместимых между собой логических и физических моделей системы. Мы считаем, что возвратное проектирование составляет необходимую основу процесса объектно-ориентированного проектирования.  В отдельных случаях решаемая задача может быть уже хорошо изучена и много раз запрограммирована. Процесс разработки можно привести в идеальный порядок: проектировщики новой системы уже понимают, какие абстракции являются главными; они уже знают, какие механизмы нужно использовать и каким, в общих чертах, будет поведение системы. Творчество все еще важно в таком процессе, но здесь проблема достаточно сужена и большинство стратегических решений предопределены. Тогда, поскольку риск исключен, можно достичь очень высоких показателей производительности [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.6)]. Чем больше мы знаем о задаче, тем легче ее решить.  Большинство промышленных задач не таковы: они связаны с балансированием уникальных требований к функциональности и эффективности и требуют полной творческой отдачи всего коллектива разработчиков. Более того, любая человеческая деятельность, которая требует творчества и инноваций, идет путем проб и ошибок, итеративно развивающегося процесса, который опирается на опыт, компетентность и талант каждого члена коллектива [Эксперименты Кертиса и его коллег подкрепляют эти наблюдения. Они изучали работу профессиональных разработчиков программного обеспечения, записывая видеокамерой их действия и затем анализируя их содержание (анализ, проектирование, реализация и т.п.) и время на выполнение. В результате исследований был сделан вывод, что "создание программ представляется набором итеративных, плохо упорядоченных и взаимно перекрывающихся процессов под приспосабливающимся управлением... Развитие по сбалансированной схеме сверху-вниз проявляется как особый случай, когда схема проектирования оказалась вполне подходящей или задача мала по размеру... Хорошие проектировщики работают одновременно на нескольких уровнях абстракции и детализации" [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.8)]]. Так что нет и не будет стандартных рецептов для проектирования программных систем.  **Рациональный процесс проектирования**  Однако мы не можем обойтись без рецептов, описывая обещанную выше зрелую, воспроизводимую в любой организации технологию разработки. Поэтому мы и характеризовали ее, как управляемый итеративно развивающийся процесс - управляемый в том смысле, что он поддается проверке и измерению, но оставляет достаточную свободу для творчества.  Упорядоченный процесс проектирования чрезвычайно важен для организаций, разрабатывающих программное обеспечение. Хэмфри перечисляет следующие пять уровней зрелости таких процессов [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.7)]:    |  |  | | --- | --- | | ® Начальный | Процесс разработки организован как придется и нередко хаотичен. На этой стадии налаживание элементарного управления проектом - уже прогресс. | | ® Воспроизводимый | Организация в разумной степени управляет своими планами и обязательствами. | | ® Определенный | Процесс разработки в разумной степени определен, понятен и применяется на практике; он позволяет выбирать команду и предсказывать ход разработки. Следующая цель - оформить выработанную практику разработки как инструментальную среду. | | ® Управляемый | Организация выработала количественные показатели процесса. Цель состоит в снижении затрат на сбор данных и налаживание механизмов обратной связи, позволяющих данным влиять на процесс. | | ® Оптимальный | Организация имеет отлаженный процесс, устойчиво выдающий результаты высокого качества, своевременно, предсказуемо и эффективно. |   К сожалению, как отмечают Парнас и Клеменс: "Мы никогда не отыщем процесс, который дал бы нам возможность проектировать программы строго рациональным образом", поскольку дело это творческое и новаторское по определению. Однако, продолжают они, "хорошей новостью является, то, что мы можем его имитировать... (Поскольку) разработчики нуждаются в руководстве, мы приблизимся к рациональной разработке, если будем следовать процессу, а не действовать, как попало. Когда организация занята многими программными продуктами, есть смысл иметь стандартную процедуру... Если мы держим в голове идеальный процесс, становится легче измерять успехи проекта" [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.9)].  С приобретением опыта у организации встает вопрос: "Как примирить творчество и новации с возрастающей управляемостью?". Ответ состоит в разграничении макро- и микроэлементов процесса проектирования. Микропроцесс родственен спиральной модели развития, предложенной Боемом, и служит каркасом для итеративного подхода к развитию [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.10)]. Макропроцесс близок к традиционному "водопаду" и задает направляющие рамки для микропроцесса. Примиряя эти два в корне различных процесса, мы имитируем полностью рациональный процесс разработки и обретаем основу для определенного уровня зрелости в деле создания программного обеспечения.  Мы должны подчеркнуть, что каждый проект уникален, и, следовательно, разработчик сам должен поддерживать баланс между неформальностью микропроцесса и формальностью макропроцесса. Для исследовательских приложений, разрабатываемых тесно сплоченной командой высококвалифицированных разработчиков, чрезмерная формальность негативно отразится на новациях; для очень сложных проектов, разрабатываемых большим коллективом разработчиков, отделенных друг от друга пространством и временем, недостаток формальности приводит к хаосу.  Оставшаяся часть этой главы дает обзор и детальное описание целей, результатов, видов деятельности и измеримых характеристик, составляющих микро- и макропроцессы разработки. В следующей главе мы рассмотрим практические проявления этих процессов, в первую очередь с точки зрения менеджеров, которые должны надзирать за ходом объектно-ориентированного проекта.  6.2. Микропроцесс проектирования  **Обзор**  Микропроцесс объектно-ориентированной разработки приводится в движение потоком сценариев и архитектурных продуктов, которые порождаются и последовательно уточняются в макропроцессе. Микропроцесс, по большей части, - повседневный труд отдельного разработчика или небольшого коллектива разработчиков.  Микропроцесс относится в равной степени к программисту и архитектору программной системы. С точки зрения программиста, микропроцесс предлагает руководство в принятии бесчисленного числа ежедневных тактических решений, которые являются частью процесса создания и подгонки архитектуры системы. С точки зрения архитектора, микропроцесс является основой для развития архитектуры и опробования альтернатив.  В микропроцессе традиционные фазы анализа и проектирования умышленно перемешаны, а управление осуществляется "по возможности". Как отмечает Страуструп, "не существует рецептов, которые могли бы заменить ум, опыт и хороший вкус в проектировании и программировании... Различные фазы программного проекта, такие, как проектирование, программирование и тестирование, неотделимы друг от друга" [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.11)].  Как показано на рис. 6-1, микропроцесс обычно состоит из следующих видов деятельности:  выявление классов и объектов на данном уровне абстракции;  выяснение семантики этих классов и объектов;  выявление связей между этими классами и объектами;  спецификация интерфейса и реализация этих классов и объектов.  Теперь рассмотрим каждый из этих видов деятельности подробно.  **Выявление классов и объектов**  **Цель.** Цель выявления классов и объектов состоит в том, чтобы найти границы предметной области. Кроме того, эта деятельность является первым шагом в продумывании объектно-ориентированной декомпозиции разрабатываемой системы.  Мы применяем этот шаг в анализе, когда обнаруживаем абстракции, составляющие словарь предметной области и ограничиваем нашу задачу, решая, что важно, а что - нет. Такие действия необходимы при проектировании, когда мы изобретаем новые абстракции, которые являются составными частями решения. Переходя к программной реализации, мы применяем процедуру выявления, чтобы изобрести простые абстракции, из которых строятся более сложные, и обнаружить общие черты существующих абстракций, дабы упростить архитектуру системы.  **Результаты.** Главным результатом этого шага является обновляющийся по мере развития проекта словарь данных. Вначале достаточно составить список действующих лиц, состоящий из всех заметных классов и объектов, названых именами, отражающими их смысл [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.12)]. Когда словарь разрастется, можно сделать простейшую базу данных, или более специальный инструмент проектирования, непосредственно поддерживающий выбранный метод разработки [Формально, словарь данных объектно-ориентированной разработки должен содержать спецификации каждого элемента архитектуры]. В своих более формальных разновидностях словарь данных служит предметным указателем для всех остальных компонентов проекта, включая диаграммы и спецификации обозначений объектно-ориентированного проектирования.   http://www.helloworld.ru/texts/comp/other/oop/pic06_01.gif  *Рис. 6-1. Микропроцесс.*  Таким образом, словарь данных - центральное хранилище относящихся к системе абстракций. Вначале допустимо держать словарь данных открытым для изменений: некоторые персонажи могут оказаться классами, некоторые - объектами, другие - атрибутами, а иные - просто синонимами других абстракций. Постепенно содержимое словаря уточняется путем введения новых, исключения лишних и объединения схожих абстракций.  Создание словаря данных на этом шаге дает три существенных выигрыша. Во-первых, сама работа с ним помогает выработать общепринятую и исчерпывающую терминологию, которой можно пользоваться на протяжении всего проекта. Во-вторых, словарь - естественное оглавление ко всем материалам проекта и система точек входа для доступа к проекту в произвольном порядке. Это особенно полезно, когда в команду принимается новый разработчик, который должен быстро войти в курс дел. В-третьих, словарь данных позволяет архитектору окинуть весь проект единым взглядом, что может привести к открытию новых общностей, которые иначе могли бы быть упущены.  **Виды деятельности.** Как мы описывали в главе 4, выявление классов и объектов связано с двумя видами творческих актов: открытием и изобретением.  Не каждый член команды должен быть равно искусен во всем. Аналитики, особенно работающие с экспертами в предметной области, должны уметь хорошо обнаруживать абстракции, то есть находить осмысленные классы и объекты в предметной области. Тем временем архитекторы и старшие разработчики придумывают классы и объекты, решающие чисто программистские проблемы. Мы обсудим природу этих творческих актов в следующей главе.  В любом случае основой для выявления классов и объектов служат методы классификации, описанные в главе 4. Обычный порядок действий таков:  Применить классический подход к классификации (см. раздел 4.2, "Объектно-ориентированный анализ"), чтобы получить множество кандидатов в классы и объекты. В начале жизненного цикла хорошими стартовыми точками являются материальные элементы и их роли. Затем исследовать последовательности событий, что даст другие абстракции первого и второго порядка: в конце концов, для каждого события мы должны иметь объект, который отвечает за его обнаружение и/или обработку.  Применить технику анализа поведения (см. там же) и выявить абстракции, которые непосредственно связаны с функциональными точками системы. Функциональные точки системы, как будет сказано подробнее в этой главе, берутся из макропроцесса и представляют отдельные проверяемые и внешне наблюдаемые поведения системы. Как и в случае событий, для каждого поведения можно найти классы и объекты, которые инициируют его и участвуют в нем.  Для соответствующих сценариев, созданных в макропроцессе, применить технику анализа вариантов (см. там же). В начале жизненного цикла мы исследуем самые общие сценарии поведения системы. В процессе разработки мы постепенно переходим ко все более детализированным сценариям, добираясь до самых темных уголков поведения системы.  В каждом из этих подходов CRC-карточки являются эффективным катализатором "мозгового штурма" и помогают теснее сплотить коллектив, подталкивая его членов к общению [Это ужасно банально, но некоторые проектировщики программ и в самом деле не очень общительны].  Некоторые классы и объекты будут определены в начале жизненного цикла проекта неправильно, но это не всегда плохо. Многие осязаемые вещи и роли, которые мы перечислим в жизненном цикле, пройдут через весь путь вплоть до реализации - настолько они фундаментальны для нашей концептуальной модели. Разбираясь в задаче, мы, вероятно, будем изменять границы некоторых абстракций, перераспределяя ответственности, объединяя подобные или (чаще всего), разбивая большие абстракции на группы взаимодействующих, формируя таким образом некоторые механизмы решения.  **Путевые вехи и характеристики.** Мы благополучно завершим эту фазу, когда будем иметь достаточно стабильный словарь данных. Поскольку микропроцесс развивается итеративно, следует ожидать, что словарь будет закончен и закрыт лишь на очень поздней стадии проекта. Пока нас удовлетворяет обильный, даже избыточный набор абстракций с содержательными именами и разумным распределением обязанностей.  Признаком качества, следовательно, будет то, что словарь не подвергается серьезным изменениям каждый раз, когда мы проходим новую итерацию микропроцесса. Неустойчивость словаря показывает, что разработчики еще не достигли желаемого, или в архитектуре что-то не так. По ходу разработки мы можем контролировать устойчивость нижних уровней архитектуры, отслеживая результаты локальных изменений взаимодействующих абстракций.  **Выяснение семантики классов и объектов**  **Цель.** Цель выяснения семантики классов и объектов - определить поведение и атрибуты каждой абстракции, выявленной на предыдущем шаге. При этом мы уточняем намеченные абстракции, продуманно и измеримо распределяя между ними обязанности.  На стадии анализа мы применяем этот шаг, чтобы распределить обязанности между различными видами поведения системы. На стадии проектирования мы применяем процедуру выяснения семантики, чтобы четко распределить обязанности между частями реализации. При реализации мы продвигаемся от описаний ролей и обязанностей в свободной форме к спецификациям конкретных протоколов для каждой абстракции и, в конечном счете, - к точным сигнатурам каждой операции.  **Результаты.** На этом шаге получаются несколько результатов. Первым является уточнение словаря данных, с помощью которого мы изначально присвоили обязанности абстракциям. В ходе проектирования мы можем выработать спецификации к каждой абстракции (как описано в главе 5), перечисляя имена операций в протоколе каждого класса. Затем, как можно скорее, мы выразим интерфейсы этих классов на языке реализации. Для C++ это означает создание .h-файлов, в Ada - спецификаций пакетов, в CLOS - обобщенных функций для каждого класса, в Smalltalk - это объявление, но не реализация методов каждого класса. Если проект связан с базой данных, особенно с объектно-ориентированной, на этом шаге мы получаем общий каркас нашей схемы данных.  В добавление к этим, по сути тактическим решениям, мы составляем диаграммы объектов и диаграммы взаимодействий, передающие семантику сценариев, создаваемых в ходе макропроцесса. Эти диаграммы формально отражают рас-кадровку каждого сценария и, таким образом, описывают явное распределение обязанностей среди взаимодействующих объектов. На этом шаге впервые появляются конечные автоматы для представления некоторых абстракций.  Чтобы команда разработчиков могла развивать согласованный язык обозначений и для учета обязанностей каждой абстракции, мы можем, как и на предыдущем шаге, использовать специализированную базу данных или другие, более специфические инструменты проектирования. Когда мы напишем на выбранном языке формальные интерфейсы классов, мы можем использовать наши инструменты проектирования для проверки и гарантии выполнения принятых решений.  Главная выгода большей формальности результатов на этом шаге состоит в том, что она помогает разработчику увидеть назначение всех протоколов абстракции. Невозможность четко определить смысл - признак зыбкости самих абстракций.  **Виды деятельности.** С этим шагом связано три вида деятельности: раскадровка, проектирование изолированных классов и поиск шаблонов.  Главными объектами раскадровки являются основные и второстепенные сценарии, полученные в макропроцессе. В ходе этой деятельности происходит нисходящее выяснение семантики. Там, где это касается функциональных точек системы, принимаются стратегические решения. Типичный ход выполнения действий может быть таким:  Выбрать сценарий (или группу сценариев), связанный с отдельной функциональной точкой; на основании результатов предыдущего шага определить относящиеся к этому сценарию абстракции.  Проследить действия в этом сценарии, наделяя каждую абстракцию обязанностями, достаточными, чтобы получить требуемое общее поведение. Если необходимо - выбрать атрибуты, которые будут представлять структурные элементы, требуемые для выполнения отдельных обязанностей.  По ходу раскадровки перераспределить обязанности так, чтобы сбалансировать поведение. Где возможно, использовать или адаптировать уже существующие обязанности. Очень распространенным приемом является деление больших обязанностей на малые; иногда тривиальные обязанности объединяются в более сложные.  Неформально мы можем использовать для раскадровки CRC-карточки. Для большей формальности команде разработчиков следует составить диаграммы объектов и взаимодействий. На стадии анализа раскадровка обычно выполняется командой, включающей, как минимум, аналитика, эксперта в предметной области, архитектора и контролера качества. На стадии проектирования и позже, при реализации, раскадровка выполняется архитектором и старшими разработчиками для доводки стратегических решений, и отдельными разработчиками - для доводки тактических решений. Привлечение дополнительных членов команды к участию в раскадровке - в высшей степени эффективный путь обучения начинающих разработчиков и передачи им сложившегося видения архитектуры.  В начале разработки проекта мы можем задавать семантику классов и объектов в свободной форме, просто описывая обязанности каждой абстракции. Обычно достаточно фразы или предложения; если этого мало - мы встречаем верный признак того, что данная обязанность является чрезмерно сложной и должна разделиться на меньшие. На более поздних стадиях разработки, когда мы будем заниматься доводкой протоколов отдельных абстракций, можно указать имена специфических операций, не определяя их полные сигнатуры, которые мы выясним потом. Таким образом, мы получим соответствие: каждая обязанность выполняется набором операций, а каждая операция как-либо участвует в выполнении обязанностей соответствующей абстракции. После этого, чтобы отразить динамическую семантику протоколов классов [Как мы описывали в главе 3, протокол определяет, что некоторые операции должны вызываться в определенном порядке. Для всех случаев кроме самых тривиальных операции редко встречаются в одиночестве; выполнение каждой из них имеет свои предусловия, проверка которых часто требует вызова других операции], имеющих управляемое событиями или зависящее от состояния поведение, мы можем построить конечные автоматы для них.  На этом шаге важно сосредоточить внимание больше на поведении, чем на структуре. Атрибуты представляют структурные элементы, а, значит, есть опасность, особенно на ранних стадиях анализа, преждевременным указанием некоторых атрибутов стеснить реализационные решения. Атрибуты должны идентифицироваться на этом этапе лишь настолько, насколько они необходимы в построении концептуальной модели сценария.  Проектирование изолированных классов - это восходящее выяснение семантики. Здесь мы концентрируем наше внимание на отдельных абстракциях и, применяя описанные в главе 3 эвристики для проектирования классов, рассматриваем их операции. Это действие по своей природе более тактическое, потому что здесь мы затрагиваем проектирование классов, а не архитектуры. Порядок его выполнения может быть следующим:  Выбрать одну абстракцию и перечислить ее роли и обязанности.  Определить необходимое множество операций, удовлетворяющих этим обязанностям. Попытаться, где возможно, использовать операции для концептуально схожих ролей и обязанностей повторно.  Рассмотреть каждую операцию абстракции: если она не примитивна - выделить и определить примитивы. Составные операции могут быть оставлены в самом классе (либо из-за их общности, либо по соображениям эффективности) или могут быть отправлены в утилиту классов (если они будут часто изменяться). Где это возможно следует рассмотреть минимальный набор примитивных операций.  Учесть конструирование, копирование и уничтожение объектов [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.13)]. Если не имеется причин поступить иначе, лучше иметь общие стратегические принципы для таких операций, чем позволить отдельным классам вводить свои собственные решения.  Придать завершенность: добавить другие примитивные действия, которые не нужны существующим клиентам, но "округляют" абстракцию, что повышает вероятность использования ее новыми клиентами. Помня, что невозможно иметь полную завершенность, стремиться к простоте.  Важно избегать преждевременного определения отношения наследования - это часто ведет к потере целостности типа.  На ранних этапах разработки проектировать отдельные классы можно изолировано. Однако, как только мы определим структуры наследования, этот шаг будет включать в себя размещение операций в иерархии классов. Рассматривая операции, связанные с некоторым уровнем абстракции, мы должны решить, на каком уровне абстракции их разместить. Операции, которые могут быть использованы несколькими классами одного уровня, должны быть помещены в их общий суперкласс, который, возможно, придется создать. Действия, которые совместно используются никак не связанными классами, должны быть инкапсулированы в класс-примесь.  Третий вид деятельности - поиск шаблонов - связан с обобществлением абстракций. Выявляя семантику классов и объектов, мы должны отмечать шаблоны поведения, которые могут пригодиться где-нибудь еще. Этот процесс может проистекать в следующем порядке:  Имея полный набор сценариев на этом уровне абстракции, найти шаблоны взаимодействия абстракций. Такие взаимодействия могут представлять неявные идиомы или механизмы. Они должны быть исследованы, чтобы гарантировать, что не имеется никаких необоснованных различий в вызовах операций. Нетривиальные шаблоны взаимодействия нужно явно документировать как стратегические решения, чтобы они по возможности могли быть повторно использованы, а не изобретались заново. Это повышает архитектурную целостность.  Имея набор обязанностей для данного уровня абстракции, отыскать шаблоны поведения. Общие роли и обязанности должны быть унифицированы в форме общих классов - базовых, абстрактных или примесей.  Если уже специфицированы конкретные операции, найти шаблоны среди сигнатур операций. Если среди них встречаются часто повторяющиеся, устранить все непринципиальные различия и ввести классы-примеси или утилиты классов.  Выяснение и описание семантики применяется к категориям классов так же, как к отдельным классам. Семантика классов и их категорий определяет роли, обязанности и операции. Для отдельного класса операции могут быть со временем выражены как его функции-члены; в случае категории классов эти операции представляют экспортируемые из категории услуги, и в конечном счете реализуются набором сотрудничающих классов или отдельным классом. Таким образом, действия, описанные выше, применимы и к проектированию классов, и к проектированию архитектуры.  **Путевые вехи и характеристики.** Мы благополучно завершим этот шаг, когда будем иметь более или менее достаточный, примитивный и полный набор обязанностей и/или операций для каждой абстракции. В начале разработки достаточно иметь неформальный список обязанностей, а в дальнейшем мы постепенно уточняем семантику.  Качественные показатели включают все эвристики классов, описанные в главе 3. Сложные и туманные обязанности и операции говорят о том, что абстракции еще недостаточно определены. Невозможность написать конкретный файл заголовков или как-либо по другому формализовать интерфейс классов также говорит о том, что абстракции плохо сформулированы, или что основные понятия определяли не те люди [Остерегайтесь аналитиков и архитекторов, если они не хотят или не могут выразить конкретно семантику своих абстракции; это признак надменности или беспомощности].  **При просмотре сценариев ожидайте бурных дебатов.** Это помогает разработчикам делиться архитектурными представлениями и развивать искусство определения абстракций. Не проверенные абстракции не стоит пытаться кодировать.  **Выявление связей между классами и объектами**  **Цель.** Цель выявления связей между классами и объектами - уточнить границы каждой обнаруженной ранее в микропроцессе абстракции и опознать все сущности, с которыми она взаимодействует. Это действие формализует концептуальное и физическое размежевание между абстракциями, начатое на предыдущем шаге.  Мы применяем этот шаг в анализе для спецификации связей между классами и объектами (включая некоторые важные отношения наследования и агрегации).  Существование ассоциации подразумевает некоторую семантическую зависимость между двумя абстракциями и возможность перехода от одной сущности к другой. Этот этап проектирования нужен, чтобы специфицировать взаимодействия, которые формируют механизмы нашей архитектуры и группирование классов в категории и модулей в подсистемы. В ходе реализации мы приводим ассоциации к более конкретному виду: инстанцирование, использование и т.д.  **Результаты.** Основными результатами этого шага являются диаграммы классов, объектов и модулей. Хотя в конце концов мы должны выразить наши решения, принятые при анализе и проектировании, на языке программирования, диаграммы дают более широкий обзор архитектуры и, кроме того, позволяют раскрыть отношения, которые с трудом формулируются на используемом языке реализации.  При анализе мы составляем диаграммы классов, на которых указываются ассоциации между абстракциями, и добавляем к ним детали, полученные на предыдущем шаге (операции и атрибуты некоторых абстракций), необходимые, чтобы передать суть наших решений. При проектировании мы уточняем эти диаграммы, чтобы отразить принятые тактические решения о наследовании, агрегации, инстанцировании и использовании.  Нет ни возможности, ни необходимости создавать исчерпывающий набор диаграмм, которые определили бы все возможные виды связей между нашими абстракциями. Нужно сосредоточиться на "интересных отношениях", причем подразумевается, что в число "интересных" входят те связи между абстракциями, которые отражают фундаментальные архитектурные решения или выражают детали, необходимые для реализации.  Результатом анализа на данном этапе являются диаграммы классов, которые содержат категории классов, идентифицирующие кластеры абстракций, сгруппированные по слоям и разделам. Эти результаты пригодятся и для документирования.  При анализе мы также строим диаграммы объектов, завершая тем самым просмотр сценариев, начатый на предыдущем шаге. Отличие в том, что мы можем теперь рассмотреть взаимодействия между классами и объектами и обнаружить скрытые ранее общие механизмы взаимодействия, которыми следует воспользоваться. Обычно это приводит к локальным перестройкам структуры наследования. При проектировании мы пользуемся диаграммами объектов вместе с более детализированным описанием состояний, чтобы показать действие наших механизмов в динамике. Явный результат этого шага - набор диаграмм, которые идентифицируют механизмы взаимодействия.  При реализации мы должны принять решения о физическом разбиении нашей системы на модули и о распределении процессов по процессорам. Эти решения мы можем выразить на диаграммах модулей и процессов.  На этом же шаге также обновляется словарь данных. В нем отражаются распределения классов и объектов по категориям и модулей по подсистемам.  Основная польза полученных результатов в том, что они помогают наглядно показать и понять отношения, которыми связаны концептуально и физически далекие сущности.  **Виды деятельности.** С этим шагом связано три вида деятельности: спецификация ассоциаций, идентификация различных взаимодействий и уточнение ассоциаций. Спецификация ассоциаций является одним из основных действий в анализе и на ранней стадии проектирования. Как объяснялось в главе 3, ассоциации семантически слабы: они обозначают только некоторую семантическую зависимость, роль каждого участника связи и кардинальность связи и, возможно, направление допустимого перехода. Однако для анализа и ранней стадии проектирования этого часто достаточно, ибо передаются все важные детали связей между двумя абстракциями, при этом предохраняя нас от поспешных решений о реализации. Типичный порядок выполнения данного этапа таков:  Выбрать множество классов данного уровня абстракции или ассоциированных с некоторым набором сценариев; нанести на диаграммы все важнейшие операции и атрибуты, необходимые для иллюстрации существенных свойств моделируемой задачи.  Выяснить наличие зависимости между каждыми двумя классами и установить ассоциацию, если она присутствует. Необходимость перехода от одного объекта к другому и неизбежность использования некоторого поведения другого объекта являются причиной введения ассоциации. Чтобы устранить косвенные зависимости, следует ввести новые абстракции, которые служили бы агентами или посредниками. Некоторые ассоциации могут быть сразу идентифицированы как отношение "частное/общее" или агрегации.  Для каждой ассоциации определить роль каждого участника, если необходимо уточнить кардинальность и выявить другие ограничения.  Проверить годность этих решений, для чего просмотреть сценарий и убедиться, что имеющиеся ассоциации необходимы и достаточны для получения требуемых переходов и поведения абстракций этого сценария.  Диаграммы классов - основные модели, получаемые на данном этапе. Идентификация взаимодействий происходит главным образом при проектировании и, как описано в главе 4, является задачей классификации. А, значит, она также требует творчества и интуиции. В зависимости от текущего состояния макропроцесса, мы должны рассмотреть несколько различных типов взаимодействия:  Как часть формулировки наших стратегических решений, мы должны составить для каждого определенного на предыдущем шаге механизма диаграмму объектов, иллюстрирующую его динамическую семантику. Проверить каждый механизм в центральных и периферийных сценариях. Где возможен параллелизм, назначить объекты - актеры, агенты и серверы и способы синхронизации между ними. При этом может понадобиться ввести новые связи между объектами и устранить неиспользованные или избыточные.  Если между классами наблюдается общность, необходимо поместить эти классы в иерархию "общее/частное". Как говорилось в главе 3, обычно лучше создать "лес" классов, чем единое дерево. На предыдущем шаге мы уже определили кандидатов на базовые, абстрактные классы и классы-примеси; теперь нужно разместить их в структуре наследования. Для существенных классов следует рассмотреть диаграммы классов и оценить их качество, согласно эвристикам главы 3. В частности, требует особого внимания иерархическая структура: она не должна быть слишком высокой или слишком короткой, чересчур широкой или узкой. Там, где встречаются шаблоны в структуре или поведении, нужно реорганизовать иерархию так, чтобы максимизировать общность (но не в ущерб простоте).  Как часть архитектурного проектирования, мы должны рассмотреть группирование классов в категории и организацию модулей в подсистемы. Это - стратегические решения. Архитекторы могут использовать диаграммы классов, чтобы определить иерархию категорий классов, которая формирует слои и разделы разрабатываемой системы. Обычно это делается сверху вниз. Имея глобальное представление о системе, выделяют основные абстракции, выполняющие главные обязанности системы, которые являются логически связными и могут изменяться независимо. Архитектуру также можно модернизировать снизу вверх, когда при каждом прохождении через микропроцесс идентифицируются семантически замкнутые группы классов. Нужно также принять решения о распределении классов по категориям. Если существующие категории слишком раздуваются или обнаруживаются новые группы классов, можно ввести новые категории или реорганизовать старые. Выявление модулей (для физической модели системы) выполняется аналогично и принятые решения отражаются на диаграммах модулей.  Распределение классов и объектов по модулям является до некоторой степени локальным решением и чаще всего отражает отношения видимости абстракций. Как мы указывали в главе 5, отображение логической модели в физическую дает возможность разработчику открыть или ограничить доступ к каждой абстракции или упаковать вместе логически связанные абстракции, которые предполагается изменять по отдельности. Как мы обсудим в следующей главе, на отображение логической модели в физическую влияет также распределение обязанностей в команде проектировщиков. В любом случае все принятые решения можно выразить в виде диаграммы модулей.  Третий вид деятельности в этой фазе микропроцесса - уточнение ассоциаций - относится и к анализу, и к проектированию. При анализе мы можем провести вместо некоторых ассоциаций другие, семантически более точные связи, чтобы отразить наши достижения в понимании прикладной области. Таким образом, преобразовывая ассоциации и добавляя новые конкретные связи, мы готовим набросок реализации.  Отношения наследования, агрегации, инстанцирования и использования - важнейшие типы ассоциаций, представляющие для нас интерес вместе с такими свойствами, как метки, роли, кардинальность и т.д. Типичный порядок уточнения ассоциаций таков:  Имея набор классов, уже разбитый на группы, следует найти шаблоны поведения, указывающие на возможную связь "общее/частное". Далее необходимо разместить эти классы в существующей структуре наследования или построить новую подходящую структуру.  Если имеются шаблоны структуры, то, используя наследование с классами-примесями или агрегацию, попробовать ввести новые классы, отражающие общность структуры.  Найти классы с похожим поведением, которые либо находятся на одном уровне, либо еще не входят в структуру наследования и рассмотреть возможность введения общих параметризованных классов.  Рассмотреть существующие ассоциации с точки зрения переходов между ними и ограничить их насколько возможно. Если не требуется двустороннего перехода, считать связь простым отношением использования.  Определить тактические детали: указать роли, ключи, кардинальность, дружественность и т.д. Не требуется излишне детализировать: достаточно включить лишь важные результаты анализа и проектирования или то, что необходимо для реализации.  **Путевые вехи и характеристики.** Мы благополучно завершим эту фазу, когда достаточно полно определим семантику и связи интересующих абстракций, чтобы приступить к началу реализации.  Меры качества - связность, зацепление и полнота. Пересматривая связи, которые мы обнаружили или изобрели в течение этой фазы, мы хотим получить связные и слабо зацепленные между собой абстракции. При этом мы должны идентифицировать все важные связи на данном уровне абстракции, чтобы реализация не требовала введения новых существенных связей или неестественного использования тех, которые мы уже определили. Если на следующем шаге обнаружится, что наши абстракции неудобны для реализации, то это будет признаком того, что мы еще не определили подходящего набора связей между ними.  **Реализация классов и объектов**  **Цель.** На этапе анализа реализация классов и объектов нужна, чтобы довести существующие абстракции до уровня, достаточного для обнаружения новых классов и объектов на следующем уровне абстракции; они сами будут в дальнейшем поданы на новую итерацию микропроцесса. При проектировании целью реализации становится создание осязаемого представления наших абстракций путем выпуска последовательных исполнимых версий системы (макропроцесс).  Этот шаг намеренно выполняется позже всех, так как микропроцесс концентрирует внимание на поведении и откладывает насколько возможно решения о представлении. Такая стратегия оберегает разработчика от недозрелых решений, которые могут не оставить шансов на облегчение и упрощение архитектуры, и оставляет свободу выбора реализации (например, из соображений эффективности), гарантируя сохранение существующей архитектуры.  **Результаты.** На этом шаге мы принимаем решения о представлении каждой абстракции и об отображении этих абстракций в физическую модель. В начале процесса разработки мы формулируем эти тактические решения о представлении в форме уточненных спецификаций классов. Решения, имеющие общий интерес, или подходящие для повторного использования, мы документируем также на диаграммах классов (показывающих их статическую семантику), состояний и взаимодействия (показывающих их динамическую семантику). Когда становится ясно, на каком языке реализовывать проект, можно начинать программировать в псевдокоде или в исполнимом коде.  Чтобы раскрыть связи между логическим и физическим в нашей реализации системы, мы вводим диаграммы модулей, которые можно затем использовать, чтобы наглядно показать отображение нашей архитектуры в ее программную реализацию. Далее можно применить специфические инструментальные средства, которые позволяют либо генерировать код из диаграмм, либо восстанавливать диаграммы по реализации.  В этот шаг входит и обновление словаря данных, включая новые классы и объекты, которые были выявлены или изобретены при реализации существующих абстракций. Эти новые абстракции являются частью исходной информации для следующего цикла микропроцесса.  **Виды деятельности.** С реализацией связано одно главное действие: выбор структур и алгоритмов, которые представляют семантику определенных ранее микропроцессом абстракций. В отличие от первых трех стадий микропроцесса, сосредоточенных на внешних представлениях абстракций, этот этап акцентирует внимание на их внутреннем представлении.  На стадии анализа результаты этого действия относительно абстрактны: мы не так обеспокоены собственно реализацией, как заинтересованы в отыскании новых абстракций, которым можно делегировать обязанности. На стадии проектирования, особенно на поздних стадиях проектирования классов, мы действительно переходим к практическим решениям.  Типичный порядок действий таков:  Пересмотреть протокол каждого класса. Идентифицировать стереотипы его использования объектами-клиентами, чтобы определить, какие операции являются центральными и, следовательно, должны быть оптимизированы. Для облегчения реализации разработать точные сигнатуры всех важнейших операций.Рассмотреть возможность использования параметризованных классов, закрытого или защищенного наследования в реализации. Выбрать подходящие классы-примеси или параметризованные классы (или создать новые, если задача достаточно общая) и соответствующим образом изменить структуру наследования.  Рассмотреть объекты, которым можно делегировать обязанности. Для достижения эффективности может потребоваться незначительная реорганизация обязанностей и/или протокола абстракции нижнего уровня.  Если семантика абстракции не может быть выражена через наследование, инстанцирование или делегирование, рассмотреть подходящее представление из примитивов языка. Выбрать то представление, которое оптимизирует стереотипы использования, учитывая важность операций с точки зрения объектов-клиентов абстракции. Однако помните, что невозможно оптимизировать каждый случай использования. Получив эмпирическую информацию из последовательных версий-прототипов, мы можем выделить абстракции, которые неэффективно используют время или память и улучшить их реализацию, не опасаясь нарушить предположения клиентов относительно нашей абстракции.  Выбрать подходящий алгоритм для каждой операции. Ввести вспомогательные операции для расчленения сложных алгоритмов на более простые или более пригодные для повторного использования части. Рассмотреть возможные компромиссы, в частности, сделать выбор между хранением и вычислением отдельных членов-данных.  **Путевые вехи и характеристики.** На стадии анализа мы считаем, что благополучно завершили фазу реализации, когда идентифицировали все важные абстракции из тех, что необходимы для выполнения обязанностей абстракций, выявленных на этом цикле микропроцесса. На стадии проектирования реализация считается благополучно завершенной, когда мы получили исполнимую или почти исполнимую программную модель наших абстракций.  Главным показателем благополучия на этой фазе является простота. Сложные, неуклюжие или неэффективные реализации свидетельствуют о недостатках самой абстракции или о плохом ее представлении.  6.3. Макропроцесс проектирования  **Обзор**  Макропроцесс является контролирующим по отношению к микропроцессу. Макропроцесс предписывает ряд измеримых результатов и действий, которые позволяют команде разработчиков оценить риск, внести заблаговременные изменения в микропроцесс и сосредоточиться на коллективном анализе и проектировании. Макропроцесс - это деятельность всего коллектива в масштабе от недель до месяцев.  Многие элементы макропроцесса относятся к самой практике менеджмента программных проектов и поэтому выполняются одинаково, как для объектно-ориентированных, так и для других систем. Среди них - управление конфигурацией, гарантии качества, разбор программы и составление документации. В следующей главе мы рассмотрим эти практические вопросы в контексте объектно-ориентированного проектирования. Данная глава сосредоточена на описании специфики объектно-ориентированного подхода или (по определению Парнаса) на том, как мы уродуем рациональный процесс проектирования чтобы получить объектно-ориентированную систему.  Макропроцесс заботит в первую очередь технического руководителя команды разработчиков, цели которого несколько отличаются от задач отдельного разработчика. Они оба заинтересованы в качестве конечного программного продукта, удовлетворяющем требованиям заказчика [Ну, конечно, не все, а большинство. К сожалению, некоторые менеджеры больше заинтересованы в развитии своей империи, чем в развитии программного продукта. Прибавьте к этому предыдущее примечание относительно аналитиков и проектировщиков. Я думаю, Данте мог бы найти для них подходящее место]. Однако, конечного пользователя мало волнует, правильно ли использованы в проекте параметризованные классы или полиморфизм; заказчик гораздо более обеспокоен сроками, качеством, полнотой и правильностью работы программы. Поэтому макропроцесс сконцентрирован на управлении риском и выявлении общей архитектуры - двух управляемых компонентах, имеющих решающее значение для сроков, полноты и качества проекта.  В макропроцессе в большой степени сохранены традиционные фазы анализа и проектирования и процесс в меру упорядочен. Как показано на рис. 6-2, макропроцесс обычно включает следующие действия:  Выявление сущности требований к программному продукту (концептуализация).  Разработка модели требуемого поведения системы (анализ).  Создание архитектуры для реализации (проектирование).  Итеративное выполнение реализации (эволюция).  Управление эволюцией продукта в ходе эксплуатации (сопровождение).    http://www.helloworld.ru/texts/comp/other/oop/pic06_02.gif  *Рис. 6-2. Макропроцесс.*  У всех нетривиальных программных разработок макропроцесс продолжается и после создания и внедрения системы. Это особенно видно на примере организаций, специализирующихся на создании семейств программ, на которые часто выделяются значительные капиталовложения.  Основная философия макропроцесса состоит в постепенном развитии. Как его определяет Вонк, "при разработке методом последовательного развития, система выстраивается шаг за шагом, причем каждая новая версия содержит функциональность предыдущей, плюс новые функции" [[14](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.14)]. Этот подход чрезвычайно хорошо сочетается с объектно-ориентированной парадигмой и дает много возможностей для управления риском. Как утверждает Гилб: "Постепенная передача программ заказчику изобретена для того, чтобы заранее предупредить нас о надвигающихся неприятностях" [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.15)].  Теперь детально рассмотрим каждое действие в макропроцессе. Естественно, одним из показателей зрелости организации, ведущей разработку, является знание случаев, когда надо обойти эти правила, что мы будем отдельно отмечать в нашем обзоре.  **Концептуализация**  **Цель.** Концептуализация должна установить основные требования к системе. Для каждой принципиально новой части программы или даже для нового применения существующей системы найдется такой момент, когда в голову разработчика, архитектора, аналитика или конечного пользователя западет идея о новом приложении.  Это может быть новое деловое предприятие, дополнительное изделие на поточной линии или, например, новая функция в существующей программной системе. Цель концептуализации не в том, чтобы полностью определить идею, а в том, чтобы выработать взгляд на нее и мысленно проверить ее.  **Результаты.** Первичными продуктами концептуализации являются прототипы системы. Определенно, каждой существенно новой программной системе необходим некоторый черновой прототип, пусть и выполненный "на скорую руку". Такие прототипы не полны по самой своей природе и разработаны лишь схематически. Однако, нужно сохранять интересные (пусть, возможно, и отвергнутые) прототипы, так как этим организация поддерживает корпоративную память о первоначальном замысле и сохраняет связь с исходными предположениями. При проектировании этот архив дает незаменимый материал для экспериментирования, к которому аналитики и архитекторы могут возвращаться, когда хотят опробовать новые идеи.  Очевидно, для грандиозных приложений (национального или международного значения), само построение прототипов может оказаться большим свершением. Ведь гораздо лучше столкнуться с трудностями при реализации, обнаружив, что неверны какие-то предположения о функциональности, эффективности, размере или сложности системы, чем пренебречь прогрессивным решением. Такое пренебрежение может грозить финансовой или социальной катастрофой.  Подчеркнем: прототипы хороши, но их следует выбросить. Нельзя позволять им непосредственно эволюционировать в готовую систему, если к этому не имеется достаточно серьезных оснований. Сжатые сроки не являются уважительной причиной: оптимизация краткосрочной разработки, игнорирующая последующие затраты владельца программного продукта, - типичный пример ложной экономии.  **Виды деятельности.** Концептуализация по самой своей природе - творческая деятельность, и, следовательно, она не должна быть скована жесткими правилами разработки. Возможно, самое важнее для организации - создать структуру, которая обеспечивала бы достаточные ресурсы для возникновения и исследования новых идей [Если организация не сделает этого сама, то отдельные разработчики все равно сделают это, не спрашиваясь у компании, в которой они работают. Так и возникают новые программистские фирмы. Их появление хорошо для индустрии в целом, но не для самой осиротевшей компании]. Новые идеи могут исходить из самых различных источников: конечных пользователей, групп пользователей, разработчиков, аналитиков, проектировщиков, распространителей и т.д. Для руководства важно вести регистрацию этих идей, располагая их по приоритетам и распределяя ограниченные ресурсы так, чтобы исследовать самые многообещающие из них. Когда для исследования выбрано конкретное направление, типичен следующий порядок дальнейших действий:  Решить, какие цели преследуются при опробовании концепции и каковы критерии того, что считать благополучным исходом.  Собрать подходящую команду для разработки прототипа. Часто она состоит из единственного члена (который и есть тот самый мечтатель). Самое лучшее, что организатор может сделать, чтобы облегчить усилия команды - не стоять на ее пути.  Оценить готовый прототип и принять ясное решение о проектировании конечного продукта или о дальнейшем исследовании. Решение приступить к разработке конечного продукта нужно принимать с разумным учетом потенциального риска, выявленного при опробовании концепции.  Концептуализация не содержит ничего специфически объектно-ориентированного. Каждая программная парадигма должна предусматривать опробование концепций. Однако, как часто бывает, разработка прототипов обычно происходит быстрее в тех случаях, когда на лицо зрелая объектно-ориентированная среда.  Довольно часто концепции опробуются на одном языке (например, на Smalltalk), а разработка конечного продукта ведется на другом (скажем, C++).  **Путевые вехи и характеристики.** Важно, чтобы для оценки прототипа были установлены четкие критерии. Работу над прототипом чаще планируют по срокам (имея в виду, что прототип должен быть завершен к определенной дате), чем по требованиям. Это не всегда плохо, так как искусственно ограничивает усилия по созданию прототипа и пресекает попытки выпустить концептуально недоношенный продукт.  Менеджеры верхнего звена могут оценить здоровье организации по ее отношению к новым идеям. Любая организация, которая сама не генерирует новые идеи, либо уже мертва, либо близка к этому. Наиболее благоразумное действие в такой ситуации - выделить независимые подразделения либо вообще уйти из бизнеса. С другой стороны, любая организация, заваленная новыми идеями, но неспособная определить их разумный приоритет, неуправляема. Такие компании часто тратят впустую существенные ресурсы, перескакивая к разработке изделия слишком рано, без исследования риска. Наиболее благоразумно здесь было бы формализовать процесс производства и наладить переход от концепции к продукту.  **Анализ**  **Цель.** Как утверждает Меллор, "цель анализа - дать описание задачи. Описание должно быть полным, непротиворечивым, пригодным для чтения и обозрения всеми заинтересованными сторонами, реально проверяемым" [[16](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.16)]. Говоря нашим языком, цель анализа - представить модель поведения системы.  Надо подчеркнуть, что анализ сосредоточен не на форме, а на поведении. На этой фазе неуместно заниматься проектированием классов, представлением или другими тактическими решениями. Анализ должен объяснить, что делает система, а не то, как она это делает. Любое, сделанное на стадии анализа (вопреки этому правилу) утверждение о том "как", может считаться полезным только для демонстрации поведения системы, а не как проверяемое требование к ее проектированию.  В этом отношении цели анализа и проектирования весьма различны. В анализе мы ищем модель мира, выявляя классы и объекты (их роли, обязанности и взаимодействия), которые формируют словарь предметной области. В проектировании мы изобретаем искусственные персонажи, которые реализуют поведение, требуемое анализом. В этом смысле, анализ - это деятельность, которая сводит вместе пользователей и разработчиков системы, объединяя их написанием общего словаря предметной области.  Сосредоточившись на поведении, мы приступаем к выяснению функциональных точек системы. Функциональные точки, впервые описанные Аланом Альбрехтом, обозначают видимые извне и поддающиеся проверке элементы поведения системы [[17](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.17)]. С точки зрения конечного пользователя, функциональная точка представляет некоторое простейшее действие системы в ответ на некоторое событие [Как отмечает Дрегер, в теории управления информационными системами функциональная точка представляет отдельную бизнес-функцию конечного пользователя [[18](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.18)]]. Функциональные точки часто (но не всегда) обозначают отображение входов на выходы и таким образом представляют преобразования, совершаемые системой. С точки зрения аналитика, функциональные точки представляют кванты поведения. Действительно, функциональные точки - мера сложности системы: чем их больше, тем она сложнее. На стадии анализа мы передаем семантику функциональных точек сценариями.  Анализ никогда не происходит независимо. Мы не стремимся к исчерпывающему пониманию поведения системы и даже утверждаем, что сделать полный анализ до начала проектирования не только невозможно, но и нежелательно. Процесс построения системы поднимает вопросы о ее поведении, на которые реально нельзя дать гарантированный ответ, занимаясь только анализом. Достаточно выполнить анализ всех первичных элементов поведения системы и некоторого количества вторичных, добавляемых для гарантии того, что никакие существенные шаблоны поведения не пропущены.  Достаточно полный и формальный анализ необходим в первую очередь для того, чтобы ход проекта можно было проследить. Возможность проследить проект нужна для обеспечения возможности его просчитать, дабы гарантировать, что не пропущено ни одной функциональной точки. Возможность проследить проект является также основой управления риском. При разработке любой нетривиальной системы, менеджеры столкнутся с необходимостью сделать нелегкий выбор либо в распределении ресурсов, либо в решении некоторой тактической проблемы. Имея возможность проследить процесс от функциональных точек до реализации, гораздо легче оценить влияние подобных проблем на архитектуру.  **Результаты.** ДеШампо считает, что результатом анализа должно быть описание назначения системы, сопровождаемое характеристиками производительности и перечислением требуемых ресурсов [[19](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.19)]. В объектно-ориентированном проектировании мы получаем такие описания с помощью сценариев. Каждый сценарий представляет одну функциональную точку. Мы используем первичные сценарии для иллюстрации ключевого поведения и вторичные для описания поведения в исключительных ситуациях.  Как говорилось в предыдущих главах, мы используем технику CRC-карточек для раскадровки сценариев, а потом применяем диаграммы объектов для более точной иллюстрации семантики каждого сценария. Такие диаграммы должны демонстрировать взаимодействие объектов, обеспечивающее выполнение функций системы, и упорядоченный процесс этого взаимодействия, состоящий в посылке объектами сообщений друг другу. Кроме диаграмм объектов, в рассмотрение можно включить диаграммы классов (чтобы показать существующие ассоциации между классами объектов) и состояний (чтобы показать жизненный цикл важнейших объектов).  Часто эти результаты анализа объединяют в один формальный документ, который формулирует требования анализа к поведению системы, иллюстрируя их диаграммами, и показывает такие неповеденческие аспекты системы, как эффективность, надежность, защищенность и переносимость [[20](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.20)].  Побочным результатом анализа будет оценка риска: выявление опасных мест, которые могут повлиять на процесс проектирования. Обнаружение имеющегося риска в начале процесса проектирования облегчит возможные архитектурные компромиссы на поздних этапах разработки.  **Виды деятельности.** С анализом связаны два основных вида деятельности: анализ предметной области и планирование сценариев.  Как мы описали в главе 4, анализ области должен идентифицировать обитающие в данной проблемной области классы и объекты. Прежде, чем взяться за разработку новой системы, обычно изучают уже существующие. В этом случае мы можем извлечь выгоду из опыта других проектов, в которых принимались сходные решения. Лучшим результатом анализа предметной области может явиться вывод, что нам не надо проектировать новый продукт, а следует повторно использовать или адаптировать существующую программу.  Планирование сценариев является центральным действием анализа. Интересно, что по этому вопросу, кажется, имеется совпадение мнений среди других методологов, особенно у Рубина и Голдберга (Rubin adn Goldberg), Адамса (Adams), Вирфс-Брока (Wirfs-Brock), Коада (Coad) и Джекобсона (Jacobson). Типичный порядок его выполнения следующий:  Идентифицировать основные функциональные точки системы и, если возможно, сгруппировать функционально связанные виды поведения. Рассмотреть возможность создания иерархии функций, в которой высшие функции вытекают из низших.  Для каждого представляющего интерес набора функциональных точек сделать раскадровку сценария, используя технику анализа поведения и примеров использования, описанную в главе 4 [Всесторонний анализ этого предмета можно найти в работах Джекобсона [[22](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.22)] и Рубина и Голдберга [[23](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.23)]]. В мозговом штурме каждого сценария эффективна техника CRC-карточек. Когда прояснится семантика сценариев, следует документировать их, используя диаграммы объектов, которые иллюстрируют объекты, инициирующие и обеспечивающие поведение, и их взаимодействие при выполнении действий сценария. Приложить описание событий, происходящих при выполнении сценария, и порядок выполняемых в результате действий. Кроме того, необходимо перечислить все предположения, ограничения и показатели эффективности для каждого сценария [[21](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.21)].  Если необходимо, сделать вторичные сценарии, иллюстрирующие поведение системы в исключительных ситуациях.  Для объектов с особо важным жизненным циклом описать диаграммы состояний (построить конечный автомат).  Найти в сценариях повторяющиеся шаблоны и выразить их в терминах более абстрактных обобщенных сценариев или в терминах диаграмм классов, показывающих связи между ключевыми абстракциями.  Внести изменения в словарь данных; включить в него новые классы и объекты, выявленные для каждого сценария, вместе с описанием их ролей и обязанностей.  Как описано в следующей главе, планирование сценариев выполняется аналитиками в сотрудничестве с экспертами в предметной области и архитекторами. В планировании сценария дополнительно должен участвовать контролер качества, так как сценарии представляют тестируемое поведение. Привлечение контролеров в самом начале процесса помогает сразу установить высокие стандарты качества. Эффективно также привлекать и других членов коллектива, чтобы дать им возможность включиться в процесс проектирования и ускорить понимание строения системы.  **Путевые вехи и характеристики.** Мы благополучно завершим эту фазу, когда мы будем иметь уточненные и подписанные сценарии для всех фундаментальных типов поведения системы. Говоря подписанные, мы предполагаем, что конечные результаты анализа проверялись экспертами, конечными пользователями, аналитиками и архитекторами; говоря фундаментальные, мы имеем в виду типы поведения, основные для данного приложения. Повторим, мы не ожидаем полного анализа, - достаточно рассмотреть только основные и несколько второстепенных видов поведения.  Степень совершенства анализа будет измеряться, в частности, его полнотой и простотой. Хороший анализ выявляет все первичные сценарии и, как правило, важнейшие вторичные. Разумный анализ включает также просмотр всех стратегически важных сценариев, так как это помогает привить единое видение системы всему коллективу разработчиков. Наконец, следует найти шаблоны поведения, которые давали бы возможно более простую структуру классов и учитывали бы все, что есть общего в различных сценариях.  Другой важной составной частью анализа является оценка риска, которая облегчит будущие стратегические и тактические компромиссы.  **Проектирование**  **Цель.** Цель проектирования - создать архитектуру развивающейся реализации и выработать единые тактические приемы, которыми должны пользоваться различные элементы системы. Мы начинаем процесс проектирования сразу после появления некоторой приемлемой модели поведения системы. Важно не начинать проектирование до завершения анализа. Равным образом важно избегать затягивания проектирования, пытаясь получить идеальную, а следовательно, недостижимую аналитическую модель [Такая ситуация обычно классифицируется как паралич анализа].  **Результаты.** Имеется два основных результата проектирования: описание архитектуры и выработка общих тактических приемов.  Мы можем описывать архитектуру путем построения диаграмм или создавая последовательные архитектурные релизы системы. Как описано в предыдущих главах, архитектура объектно-ориентированной системы выражает структуру классов и объектов в ней, поэтому можно использовать диаграммы классов и объектов, чтобы показать ее стратегическую организацию. Для описания архитектуры важно наглядно продемонстрировать группирование классов в категории классов (для логической архитектуры) и группирование модулей в подсистемы (для физической архитектуры). Можно распространять такие диаграммы, как часть формального документа, описывающего архитектуру, который должен быть доступен всем членам коллектива для ознакомления и внесения поправок при развитии архитектуры.  Мы используем архитектурные релизы системы как осязаемую демонстрацию строения архитектуры. Архитектурный релиз представляет собой как бы вертикальный разрез архитектуры, передающий важнейшую (но не полную) семантику существенных категорий и подсистем. Архитектурный релиз системы должен быть работающей программой, что позволяет измерять, изучать и оценивать архитектуру. Как мы увидим в следующем разделе, архитектурные релизы являются основой эволюции системы.  Общие тактические приемы - это локализованные механизмы, которые проявляются всюду в системе. К ним относятся такие аспекты проектирования, как принципы обнаружения и обработки ошибок, управление памятью, хранение и представление данных, подходы к управлению. Важно в явном виде описать эти приемы, чтобы не заставлять разработчиков отыскивать частные решения к общим задачам и не развалить нашу стратегическую архитектуру.  Мы описываем единые приемы в сценариях и действующих релизах каждого механизма.  **Виды деятельности.** С проектированием связано три действия: архитектурное планирование, тактическое проектирование и планирование релизов.  При архитектурном планировании мы занимаемся вертикальным и горизонтальным расчленением системы. Оно охватывает логическую декомпозицию, состоящую в группировании классов, и физическую декомпозицию, состоящую в разбиении на модули и назначении заданий процессорам. Типичный порядок действий таков:  Рассмотреть группирование функциональных точек (найденных в анализе) и распределить их по слоям и разделам архитектуры. Функции базирующиеся одна на другой должны попасть в разные слои; функции, сотрудничающие между собой для обеспечения требуемого поведения системы на данном уровне абстракции должны попасть в разделы системы, представляющие услуги на этом уровне.  Проверить архитектуру созданием действующих релизов, которые частично удовлетворяют семантике нескольких важнейших сценариев, предоставленных анализом.  Оценить достоинства и недостатки архитектуры. Определить риск изменения каждого ключевого архитектурного интерфейса, чтобы можно было заранее распределить ресурсы при эволюции системы.  Архитектурное планирование сконцентрировано на том, чтобы создать в самом начале жизненного цикла каркас системы, а потом постепенно развивать его.  Тактическое проектирование состоит в принятии решений о множестве общих приемов. Как описано ранее в этой главе, плохое тактическое проектирование может разрушить даже очень продуманную архитектуру. Мы можем уменьшить этот риск, явно выделив тактические приемы и решив твердо их придерживаться. Типичный порядок действий таков:  Перечислить все случаи, когда нужно следовать единым общим приемам. Некоторые из них окажутся фундаментальными, независимыми от предметной области, например, управление памятью, обработка ошибок и т.д. Другие будут специфичны для данной области и будут содержать свойственные этой области идиомы и механизмы, такие, как принципы управления системами реального времени или транзакциями и базами данных в информационных системах.  Для каждого приема составить сценарий, описывающий его семантику. Затем выразить ее в виде исполнимого прототипа, который может быть уточнен и представлен инструментально.  Документировать каждый принцип и распространить полученные документы, чтобы обеспечить единое архитектурное видение.  Программные релизы закладывают основы архитектурной эволюции системы. По полученным на стадии анализа функциональным точкам и оценкам риска, релизы выпускаются со все более широкими функциональными возможностями и, в конечном счете, достигают требований, предъявляемых к конечной системе. Типичный порядок действий таков:  Полученные в результате анализа сценарии упорядочить от основных к второстепенным. Приоритетность сценариев лучше выяснить вместе с экспертом в предметной области, аналитиком, архитектором и контролером качества.  Распределить функциональные точки по релизам так, чтобы последний релиз в серии представлял результирующую систему.  Определить цели и расписание релизов так, чтобы дать время на разработку и синхронизировать релизы с другими действиями, например, с разработкой документации и полевыми испытаниями.  Начать планирование задач, учитывая критические места проекта и ресурсы, отведенные на выпуск каждого релиза.  Естественным побочным результатом планирования релизов является план, в котором определены расписание работ, задачи коллектива и оценка риска.  **Путевые вехи и характеристики.** Мы благополучно закончим эту фазу, когда получим проверенную и утвержденную архитектуру, прошедшую прототипирование и формализованные обзоры. Кроме этого, должны быть утверждены все важные тактические приемы и план последовательных релизов.  Основным признаком совершенства является простота. Хорошая архитектура имеет характеристики организованной сложной системы (см. главу 1).  Главные выгоды от этой деятельности - раннее выявление архитектурных просчетов и утверждение единых приемов, которые позволяют получить более простую архитектуру.  **Эволюция**  **Цель.** Цель эволюции - наращивать и изменять реализацию, последовательно совершенствуя ее, чтобы в конечном счете создать готовую систему.  Эволюция архитектуры в значительной степени состоит в попытке удовлетворить нескольким взаимоисключающим требованиям ко времени, памяти и т.д. - одно всегда ограничивает другое. Например, если критичен вес компьютера (как при проектировании космических систем), то должен быть учтен вес отдельного чипа памяти. В свою очередь количество памяти, допустимое по весу, ограничивает размер программы, которая может быть загружена. Ослабьте любое ограничение, и станет возможным альтернативное решение; усильте ограничение, и некоторые решения отпадут. Эволюция при реализации программного проекта лучше чем монолитный набор приемов помогает определить, какие ограничения существенны, а какими можно пренебречь. По этой причине эволюционная разработка сосредоточена прежде всего на функциональности и только затем - на локальной эффективности. Обычно в начале проектирования мы слишком мало знаем, чтобы предвидеть слабое место в эффективности системы. Анализируя поведение каждого нового релиза, используя гистограммы и тому подобную технику, команда разработчиков через какое-то время сможет лучше понять, как настроить систему.  Таким образом, эволюция - это и есть процесс разработки программы. Как пишет Андерт, проектирование "есть время новшеств, усовершенствований, и неограниченной свободы изменять программный код, чтобы достигнуть целей. Производство - управляемый методичный процесс подъема качества изделия к надлежащему уровню" [[24](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.24)].  Пейдж-Джонс называет ряд преимуществ такой поступательной разработки:  "Обеспечивается обратная связь с пользователями, когда это больше всего необходимо, полезно и значимо.  Пользователи получают несколько черновых версий системы для сглаживания перехода от старой системы к новой.  Менее вероятно, что проект будет снят с финансирования, если он вдруг выбился из графика.  Главные интерфейсы системы тестируются в первую очередь и наиболее часто.  Более равномерно распределяются ресурсы на тестирование.  Реализаторы могут быстрее увидеть первые результаты работы системы, что их морально поддерживает.  Если сроки исполнения сжатые, то можно приступить к написанию и отладке программ до завершения проектирования".  **Результаты.** Основным результатом эволюции является серия исполнимых релизов, представляющих итеративные усовершенствования изначальной архитектурной модели. Вторичным продуктом следует признать выявление поведения, которое используется для исследования альтернативных подходов и дальнейшего анализа темных углов системы.  Действующие релизы выпускаются по графику, намеченному в начале планирования. Для скромного по размерам проекта, требующего 12-18 месяцев на разработку от начала до конца, это могло бы означать: по релизу каждые два или три месяца. Для более сложных проектов, требующих больше усилий разработчиков, можно выпускать релиз каждые шесть месяцев и реже. Более редкий график подозрителен, так как он не вынуждает разработчиков должным образом завершать микропроцессы и может скрыть опасные области.  Для кого делается действующий релиз программы? В начале процесса разработки основные действующие релизы передаются разработчиками контролерам качества, которые тестируют их по сценариям, составленным при анализе, и накапливают информацию о полноте, корректности и устойчивости работы релиза. Это раннее накопление данных помогает при выявлении проблем качества, которые будут учтены в следующих релизах. Позднее действующие релизы передаются конечным (альфа и бета) пользователям некоторым управляемым способом. "Управляемым" означает, что разработчики тщательно выверяют требования к каждому релизу и определяют аспекты, которые желательно проверить и оценить.  Специфика микропроцесса предполагает, что при многочисленных внутренних релизах разработчики выпускают наружу лишь некоторые исполнимые версии. Внутренние релизы представляют своего рода процесс непрерывной интеграции системы и завершают каждый цикл микропроцесса.  Косвенно подразумевается, что документация системы эволюционирует вместе с архитектурными релизами. Чтобы не относиться к ведению документации как к основному занятию, лучше всего получать ее, как естественный, полуавтоматически генерируемый побочный продукт эволюционного процесса.  **Виды деятельности.** Эволюция связана с двумя видами деятельности: микропроцесс и управление изменениями.  Работа, выполняемая между релизами, представляет процесс разработки в сжатом виде: это как раз и есть один цикл микропроцесса. Мы начинаем с анализа требований к следующему релизу, переходим к проектированию архитектуры и исследуем классы и объекты, необходимые для реализации этого проекта. Типичный порядок действий таков:  Определить функциональные точки, которые попадут в новый релиз, и области наивысшего риска, особенно те, которые были выявлены еще при эволюции предыдущего релиза.  Распределить задачи по релизам среди членов команды и начать новый микропроцесс. Контролировать микропроцесс, просматривая проект, и проверять состояние дел в важных промежуточных этапах с интервалами от нескольких дней до двух недель.  Когда потребуется понять семантику требуемого поведения системы, поручить разработчикам сделать прототип поведения. Четко установить назначение каждого прототипа и определить критерии готовности. После завершения решить, как включить результаты прототипирования в этот или последующие релизы.  Завершить микропроцесс интеграцией и очередным действующим релизом.  После каждого релиза следует перепроверить сроки и требования в основном плане релизов. Как правило, это незначительные корректировки дат или перенос функциональности из одного релиза в другой.  Управление изменениями необходимо именно в связи со стратегией итеративного развития. Всегда соблазнительно вносить неупорядоченные изменения в иерархию классов, их протоколы или механизмы, но это подтачивает стратегическую архитектуру и приводит к тому, что разработчики сами начинают путаться в собственном коде.  При эволюции системы на практике ожидаются следующие типы изменений:  Добавление нового класса или нового взаимодействия между классами.  Изменение реализации класса.  Изменение представления класса.  Реорганизация структуры классов.  Изменение интерфейса класса.  Каждый тип изменений имеет свою причину и стоимость.  Проектировщик вводит новые классы, если обнаружились новые абстракции или понадобились новые механизмы. Цена выполнения таких изменений обычно несущественна для управления разработкой. Если добавляется новый класс, нужно рассмотреть, куда он попадет в существующей структуре классов. Когда вводится новое взаимодействие классов, должен быть произведен минимальный анализ предметной области, чтобы убедиться, что оно действительно удовлетворяет одному из шаблонов взаимодействия.  Изменение реализации также обходится недорого. Обычно при объектно-ориентированной разработке сначала создается интерфейс класса, а потом пишется его реализация (то есть код функций-членов). Если только интерфейс в приемлемой степени стабилен, можно выбрать любое внутреннее представление этого класса и выполнить реализацию его методов. Реализация отдельного метода может быть изменена (обычно для исправления ошибки или повышения эффективности) позже. Можно скорректировать реализацию метода, чтобы воспользоваться преимуществами новых методов, определенных в существующем или во вновь введенном суперклассе. В любом случае изменение реализации метода обходится сравнительно недорого, особенно, если она была своевременно инкапсулирована.  Подобным образом можно было бы изменить представление класса (в C++ - защищенные и закрытые члены класса). Обычно это делается, чтобы получить более эффективные (с точки зрения памяти или скорости) экземпляры класса. Если представление класса инкапсулировано, что возможно в Smalltalk, C++, CLOS и Ada, то изменение в представлении не будет разрушать логику взаимодействия объектов-пользователей с экземплярами класса (если, конечно, новое представление обеспечивает ожидаемое поведение класса). С другой стороны, если представление класса не инкапсулировано, что также возможно в любом языке, то изменение в представлении класса чрезвычайно опасно, так как клиенты могут от него зависеть. Это особенно верно в случае подклассов: изменение представления суперкласса вызовет изменения представления всех его подклассов. Во всяком случае, изменение представления класса имеет цену: нужно произвести перекомпиляцию интерфейса и реализации класса, сделать то же для всех его клиентов, для клиентов тех клиентов и т.д.  Реорганизация структуры классов системы встречается довольно часто, хотя и реже, чем другие упомянутые виды изменений. Как отмечают Стефик и Бобров, "Программисты часто создают новые классы и реорганизуют имеющиеся, когда они видят удобную возможность разбить свои программы на части" [26]. Изменение структуры классов обычно происходит в форме изменения наследственных связей, добавления новых абстрактных классов и перемещения обязанностей и реализации общих методов в классы более верхнего уровня в иерархии классов. На практике структура классов системы особенно часто реорганизуется вначале, а потом, когда разработчики лучше поймут взаимодействие ключевых абстракций, стабилизируется. Реорганизация структуры классов поощряется на ранних стадиях проектирования, потому что в результате может получиться более лаконичная программа. Однако реорганизация структуры классов не обходится даром. Обычно изменение положения верхнего класса в иерархии делает устаревшими определения всех классов под ним и требует их перекомпиляции (а, значит, и перекомпиляции всех зависимых от них классов и т.д.).  Еще один важный вид изменений, к которому приходится прибегать при эволюции системы, - изменение интерфейса класса. Разработчик обычно изменяет интерфейс класса, чтобы добавить некоторый новый аспект, удовлетворить семантике некоторой новой роли объектов класса или добавить новую операцию, которая всегда была частью абстракции, но раньше не была экспортирована, а теперь понадобилась некоторому объекту-пользователю. На практике использование эвристик для построения классов, которые мы обсуждали в главе 3 (особенно требование примитивного, достаточного и полного интерфейса), сокращает вероятность таких изменений. Однако наш опыт никогда не бывает окончательным. Мы никогда не определим нетривиальный класс так, чтобы интерфейс его сразу оказался правильным.  Редко, но встречается удаление существующего метода; это обычно делается только для того, чтобы улучшить инкапсуляцию абстракции. Чаще мы добавляем новый метод или переопределяем метод, уже объявленный в некотором суперклассе. Во всех трех случаях это изменение дорого стоит, потому что оно логически затрагивает всех клиентов, требуя как минимум их перекомпиляции. К счастью, эти последние виды изменений, добавление и переопределение методов, совместимы снизу вверх. На самом деле вы обнаружите, что большинство изменений интерфейса, произведенного над определенными классами при эволюции системы, совместимы снизу вверх. Это позволяет для уменьшения воздействия этих изменений применить такие изощренные технологии, как инкрементная компиляция. Инкрементная компиляция позволяет нам вместо целых модулей перекомпилировать только отдельные описания и операторы, то есть перекомпиляции большинства клиентов можно избежать.  Почему перекомпиляция так неприятна? Для маленьких систем здесь нет проблем: перекомпиляция всей системы занимает несколько минут. Однако для больших систем это совсем другое дело. Перекомпиляция программы в сотни тысяч строк может занимать до половины суток машинного времени. Представьте себе, что вам понадобилось внести изменение в программное обеспечение компьютерной системы корабля. Как вы сообщите капитану, что он не может выйти в море, потому что вы все еще компилируете? В некоторых случаях цена перекомпиляции бывает так высока, что разработчикам приходится отказаться от внесения некоторых, представляющих разумные усовершенствования, изменений. Перекомпиляция представляет особую проблему для объектно-ориентированных языков, так как наследование вводит дополнительные компиляционные зависимости [[27](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.27)]. Для строго типизированных объектно-ориентированных языков программирования цена перекомпиляции может быть даже выше; в этих языках время компиляции принесено в жертву безопасности.  Все изменения, обсуждавшиеся до настоящего времени, сравнительно легкие: самый большой риск несут существенные изменения в архитектуре, которые могут погубить весь проект. Часто такие изменения производят чересчур блестящие инженеры, у которых слишком много хороших идей [[28](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.28)].  **Путевые вехи и характеристики.** Мы благополучно завершим фазу реализации, когда релизы перерастут в готовый продукт. Первой мерой качества, следовательно, будет то, в какой степени мы справились с реализацией функциональных точек, распределенных по промежуточным релизам, и насколько точно соблюдается график, составленный при их планировании.  Две других основных меры качества - скорость обнаружения ошибок и показатель изменчивости ключевых архитектурных интерфейсов и тактических принципов.  Грубо говоря, скорость обнаружения ошибок - это мера того, как быстро отыскиваются новые ошибки [[29](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.29)]. Вкладывая средства в контроль качества в начале разработки, мы можем получить количественные оценки качества для каждого релиза, которые менеджеры команды смогут использовать для определения областей риска и обновления команды разработчиков. После каждого релиза должен наблюдаться всплеск обнаружения ошибок. Стабильность этого показателя обычно свидетельствует о том, что ошибки не обнаруживаются, а его чрезмерная величина говорит о том, что архитектура еще не стабилизировалась или что новые элементы неверно спроектированы или реализованы. Эти характеристики используются при уточнении цели очередного релиза.  Показатель изменчивости архитектурного интерфейса или тактических принципов является основной характеристикой стабильности архитектуры [[30](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.30)]. Локальные изменения вероятны в течение всего процесса эволюции, но если структуры наследования или границы между категориями классов или подсистем постоянно перестраиваются, то это признак нерешенных проблем в архитектуре, что должно быть учтено как область риска при планировании следующего релиза.  **Сопровождение**  **Цель.** Сопровождение - это деятельность по управлению эволюцией продукта в ходе его эксплуатации. Она в значительной степени продолжает предыдущие фазы, за исключением того, что вносит меньше архитектурных новшеств. Вместо этого делаются более локализованные изменения, возникающие по мере учета новых требований и исправления старых ошибок.  Леман и Белади сделали несколько неоспоримых наблюдений, рассматривая процесс "созревания" уже внедренной программной системы:  "Эксплуатируемая программа должна непрерывно изменяться; в противном случае она будет становиться все менее и менее полезной (закон непрерывного изменения).  Когда эволюционирующая программа изменяется, ее структура становится более сложной, если не прилагаются активные усилия, чтобы этого избежать (закон возрастающей сложности)" [[31](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#6.31)].  Мы отличаем понятие сохранения системы программного обеспечения от ее сопровождения. При сопровождении разработчики вносят непрерывные усовершенствования в существующую систему; сопровождением обычно занимается другая группа людей, отличная от группы разработчиков. Сохранение же основано на привлечении дополнительных ресурсов для поддержания устаревшей системы (которая часто имеет плохо разработанную архитектуру и, следовательно, трудна для понимания и модификации). Итак, нужно принять деловое решение: если цена владения программным продуктом выше, чем цена разработки новой системы, то наиболее гуманный образ действий - оставить старую систему в покое или покончить с ней.  **Результаты.** Поскольку сопровождение является в определенном смысле продолжением эволюции системы, ее результаты похожи на то, чего мы добивались на предыдущих этапах. В дополнение к ним, сопровождение связано также с управлением списком новых заданий. Кроме тех требований, которые по каким-либо причинам не были учтены, вероятно, уже вскоре после выпуска работающей системы, разработчики и конечные пользователи обменяются множеством пожеланий и предложений, которые они хотели бы увидеть воплощенными в следующих версиях системы. Заметим, что когда с системой поработает больше пользователей, выявятся новые ошибки и неожиданные методы использования, которых не смогли предвидеть контролеры качества [Пользователи проявляют чудеса изобретательности в использовании системы самым необычным образом]. В список заносятся обнаруженные дефекты и новые требования, которые будут учтены при планировании новых релизов в соответствии с их приоритетом.  **Виды деятельности.** Сопровождение несколько отличается от эволюции системы. Если первоначальная архитектура удалась, добавление новых функций и изменение существующего поведения происходят естественным образом.  Кроме обычных действий по эволюции, при сопровождении нужно определить приоритеты задач, собранных в список замечаний и предложений. Типичный порядок действий таков:  Упорядочить по приоритетам предложения о крупных изменениях и сообщения об ошибках, связанных с системными проблемами, и оценить стоимость переработки.  Составить список этих изменений и принять их за функциональные точки в дальнейшей эволюции.  Если позволяют ресурсы, запланировать в следующем релизе менее интенсивные, более локализованные улучшения.  Приступить к разработке следующего эволюционного релиза программы.  **Путевые вехи и характеристики.** Путевыми вехами сопровождения являются продолжающееся производство эволюционирующих релизов и устранение ошибок.  Мы считаем, что занимаемся именно сопровождением системы, если архитектура выдерживает изменения; мы определим, что вошли в стадию сохранения, когда количество ресурсов, требуемых для достижения нужного улучшения, начнет резко нарастать.  Выводы  Удачные проекты обычно характеризуются ясным представлением об архитектуре и хорошо управляемым итеративным жизненным циклом.  Идеально рациональный процесс проектирования невозможен, но его можно имитировать, сочетая микро- и макропроцесс разработки.  Микропроцесс объектно-ориентированной разработки приводится в движение потоком сценариев и продуктов архитектурного анализа (макропроцесс); микропроцесс представляет ежедневную деятельность команды разработчиков.  Первый шаг в микропроцессе связан с идентификацией классов и объектов на данном уровне абстракции; основными видами деятельности являются открытие и изобретение.  Второй шаг микропроцесса состоит в выявлении семантики классов и объектов; основными видами деятельности здесь являются раскадровка сценариев, проектирование изолированных классов и поиск шаблонов.  Третий шаг микропроцесса - выявление связей между классами и объектами; основными действиями являются спецификация ассоциаций, выявление взаимодействий и уточнение ассоциаций.  Четвертый шаг микропроцесса связан с реализацией классов и объектов; основное действие - выбор структур данных и алгоритмов.  Макропроцесс объектно-ориентированной разработки управляет микропроцессом, определяет измеримые характеристики проекта и помогает контролировать риск.  Первый шаг макропроцесса - концептуализация, которая устанавливает основные требования к системе; она служит для опробования концепций и, по большей части, не должна контролироваться, чтобы предоставить неограниченную свободу фантазии.  Второй шаг макропроцесса - анализ. Его цель - получить модель поведения системы. Основными действиями на этом этапе являются анализ предметной области и планирование сценариев.  Третий шаг макропроцесса - проектирование. На этом шаге создается архитектура реализации и вырабатываются единые тактические приемы; основными действиями являются архитектурное планирование, тактическое проектирование и планирование релизов.  Четвертый шаг макропроцесса - эволюция, последовательно приближающая систему к желаемому результату. Основные действия - применение микропроцесса и управление изменениями.  Пятый шаг макропроцесса - сопровождение, то есть управление эволюцией системы в ходе ее эксплуатации; основные действия похожи на действия предыдущего шага, но к ним добавляется работа со списком улучшений и исправлений. |

Практические вопросы

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Разработка программ пока остается чрезвычайно трудоемким делом, в значительной степени она по-прежнему больше напоминает строительство коттеджей, чем промышленное возведение зданий [[1](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.1)]. Доклад Кишиды и др. свидетельствует, что даже в Японии на начальной стадии проектов "все еще по большей части полагаются на неформальный подход - карандаш и бумагу" [[2](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.2)].  Ситуация усугубляется тем обстоятельством, что проектирование - никак не точная наука. Возьмем проектирование баз данных, одну из технологий, предшествовавших объектно-ориентированному проектированию. Как замечает Хаврис-кевич: "Хотя все выглядит просто и ясно, неизбежно примешивается изрядная доля личного представления о важности различных объектов на предприятии. В результате процесс проектирования не воспроизводим: разные проектировщики могут создать разные модели одного и того же предприятия" [[3](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.3)].  Из этого можно сделать вывод, что при любом самом изощренном и теоретически обоснованном методе проектирования нельзя игнорировать практические соображения. Значит, мы должны принять во внимание управленческий опыт в таких областях, как подбор кадров, управление релизами и контроль качества. Для технолога это в высшей степени скучная материя, но для разработчика это реалии жизни, с которыми надо справляться, чтобы создавать сложные программные системы. Итак, в этой главе мы займемся практическими вопросами объектно-ориентированной разработки и влиянием объектной модели на управление.  7.1. Управление и планирование  Если мы при проектировании опираемся на метод итеративного развития, то важнее всего иметь сильное руководство, способное управлять ходом проекта и направлять его. Слишком много проектов сбились с пути из-за неспособности сосредоточиться на главном, и только сильная команда менеджеров может что-то с этим поделать.  **Управление риском**  В конечном счете, главная обязанность менеджера программного продукта - управление как техническим, так и нетехническим риском. Технический риск для объектно-ориентированной системы содержится в решении таких проблем, как выбор структуры наследования классов, обеспечивающий наилучший компромисс между удобством и гибкостью программного продукта. Серьезное решение приходится также принимать при выборе механизмов упрощения архитектуры и улучшения эффективности. Нетехнический риск содержит в себе такие вопросы, как контроль своевременности поставки программных продуктов от третьих фирм или регулирование отношений заказчика и разработчиков, что необходимо для выяснения реальных требований к системе на стадии анализа.  Как было описано в предыдущей главе, микропроцесс объектно-ориентированной разработки нестабилен по своей природе и требует активного управления, концентрации усилий. К счастью, существует макропроцесс разработки, который выдвигает ряд конкретных требований и характеристик. Менеджер проекта, изучая соответствие требований и фактических результатов, может оценить состояние разработки и, при необходимости, перенаправить ресурсы команды. Эволюционная суть макропроцесса разработки означает, что можно распознать проблемы в начале жизненного цикла и продуманно учесть связанный с ними риск прежде, чем проект окажется в опасности.  Многие виды деятельности по управлению разработкой программного обеспечения, например, планирование задач и просмотры, предусмотрены не только в объектно-ориентированной технологии. Однако при управлении объектно-ориентированным проектом намечаемые задачи и рассматриваемые результаты не совсем такие, как в других системах.  **Планирование задач**  Независимо от размера проекта, которым вы заняты, полезно раз в неделю проводить встречу всех разработчиков для обсуждения выполненной работы и действий на следующую неделю. Некоторая минимальная частота встреч необходима, чтобы способствовать общению между членами коллектива. С другой стороны, слишком частые встречи снижают продуктивность и обычно являются признаком потери курса. Объектно-ориентированная разработка требует, чтобы разработчики имели достаточное время для размышлений, введения новшеств и неформального общения с коллегами. Менеджеры команды должны учитывать в плане и это не структурированное время.  Проводимые встречи дают простую, но эффективную возможность гладкой подстройки планов в микропроцессе и распознания показавшихся на горизонте опасных ситуаций. Результатом такой встречи может быть небольшая корректировка в распределении работ, обеспечивающая устойчивость процесса: никакой проект не может позволить хотя бы одному из разработчиков сидеть сложа руки, ожидая, пока другие члены команды приведут в порядок свою часть архитектуры. Это особенно верно для объектно-ориентированных систем, в которых архитектура представляется набором классов и механизмов. Проект может заглохнуть, если разработчикам никак не удается разобраться с одним из ключевых классов.  Планирование задач связано с построением графика представления результатов макропроцесса. В промежутках между очередными релизами менеджеры команды должны оценить трудности, угрожающие проекту [Гилб замечает: "если вы не идете в атаку на трудности, трудности идут в атаку на вас" [[5](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.5)]], сконцентрировать ресурсы, чтобы разрешить возникшие проблемы, и далее заниматься новой итерацией микропроцесса, в результате которой нужно получить стабильную систему, удовлетворяющую сценариям, запланированным для нового релиза. Планирование задач на этом уровне очень часто оказывается неудачным из-за чрезмерно оптимистических графиков [[4](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.4)]. Разработка, которая рассматривалась как "просто вопрос программирования", растягивается на многие дни работы; графики выбрасываются в корзину, когда разработчик, занимаясь частью системы, предполагает определенные протоколы для других частей системы, а потом получает неполно или неправильно изготовленные классы. Смертельную опасность могут представлять внезапно обнаружившиеся ошибки в компиляторе или то, что программа не укладывается в заданное время исполнения. И то и другое часто приходится преодолевать, жертвуя принятыми ранее тактическими решениями.  Ключ к тому, чтобы не поддаваться чрезмерно оптимистическому планированию, - "калибровка" команды и ее инструментов разработки. Типичное планирование задач протекает следующим образом. Вначале менеджер направляет энергию разработчика на специфические части системы, например на проектирование классов для интерфейса с реляционной базой данных. Разработчик анализирует необходимые усилия и оценивает время исполнения, которое менеджер учитывает при планировании других его действий. Проблема в том, что эти оценки не всегда реальны: они обычно делаются в расчете на самый благоприятный случай. Один разработчик может согласиться на решение задачи за неделю, а другой на эту же задачу попросит месяц. Когда работа будет реально выполнена, может оказаться, что она отняла три недели рабочего времени у обоих разработчиков: первый разработчик недооценил усилия (общая проблема многих программистов), а второй разработчик оценил реальные усилия более точно (например потому, что он понимал разницу между действительным рабочим временем и календарным, которое часто заполнено множеством нефункциональных действий). Таким образом, чтобы разработать графики, к которым коллектив может иметь доверие, менеджерам необходимо ввести своего рода "калибровочные коэффициенты" для пересчета оценок времени, заявленных разработчиками. Это не признак того, что менеджеры не доверяют разработчикам, но просто признание того факта, что большинство программистов сосредоточены на технических проблемах, а не на задачах планирования. Менеджер должен помогать разработчикам учиться планировать, - но это тот навык, который может быть приобретен только опытом.  Объектно-ориентированный процесс разработки помогает выявить явные принципы калибровки. Метод итеративного развития позволяет в начале проекта найти множество промежуточных пунктов, которые менеджеры команды использовали бы для накопления данных о достижениях каждого разработчика, определения графиков работы и планирования встреч. При эволюционной разработке руководители коллектива со временем будут лучше понимать реальную продуктивность каждого своего разработчика, а разработчики смогут научиться более точно оценивать объем предстоящей работы. Те же выводы приложимы и к инструментам: архитектурные релизы уже на ранней стадии проекта стимулируют использование инструментов разработки, которые помогают своевременно проверить структурные ограничения.  **Просмотр**  Просмотр (walkthroughs) - общепринятая практика, которую нужно использовать каждой команде разработчиков. Как и планирование задач, просмотр программного обеспечения был введен независимо от объектно-ориентированной технологии. Однако при просмотре не объектно-ориентированных систем внимание обращается на другое.  Руководитель должен проводить просмотры с разумной частотой. За исключением самых ответственных и уязвимых для ошибок мест, просто неэкономично проверять каждую строчку программы. Следовательно, руководитель должен направить ограниченные ресурсы своей команды на рассмотрение проблем, опасных для стратегии разработки. Для объектно-ориентированных систем это означает большую формальность при проведении просмотров сценариев и архитектуры системы и менее формальную проверку тактических решений.  Как описано в предыдущей главе, сценарии являются первичным результатом объектно-ориентированного анализа. Они должны выражать требуемое поведение системы в терминах ее функциональных точек. Формальные просмотры сценариев проводятся аналитиками команды, вместе с экспертами предметной области или конечными пользователями при возможном участии других разработчиков. Лучше проводить такие просмотры на протяжении всей стадии анализа, чем ожидать выполнения одного глобального просмотра по завершении анализа, когда будет уже слишком поздно сделать что-нибудь полезное, перенаправив усилия аналитиков. Эксперименты показывают, что даже непрограммисты могут понять сценарии, представленные в виде текста или диаграмм объектов [Мы встречались с использованием этой системы обозначении в работе таких непрограммистских групп как астрономы, биологи, метеорологи, физики и банкиры]. В конечном счете просмотр помогает выработать общий словарь для разработчиков и пользователей системы. Привлечение к участию в просмотре других членов команды способствует уяснению ими реальных требований к системе на ранних этапах разработки.  Просмотр архитектуры должен охватывать всю систему, включая ее механизмы и структуру классов. Как и при просмотре сценариев, просмотр архитектуры (архитектором или другими проектировщиками) должен производиться на протяжении всего проекта. Сначала просмотр сосредоточен на общих архитектурных решениях, а позднее, возможно, он акцентируется на некоторых категориях классов или конкретных механизмах. Основная цель просмотра состоит в проверке архитектуры в начале жизненного цикла и выработке общего взгляда на нее. Вторичной целью является поиск повторяющихся шаблонов классов или взаимодействий, которые затем могут быть использованы для упрощения архитектуры.  Неформальный просмотр следует проводить еженедельно. На нем обычно рассматриваются некоторые группы классов или механизмы нижнего уровня. Цель - проверить тактические решения; побочная цель - дать возможность старшим разработчикам научить новичков.  7.2. Кадры  Распределение ресурсов  Один из наиболее замечательных аспектов управления объектно-ориентированными проектами - это тот факт, что в устойчивом состоянии обычно наблюдается сокращение необходимых ресурсов и изменяется график их расходования по сравнению с традиционными методами. Именно "в устойчивом состоянии". Вообще говоря, первый объектно-ориентированный проект, предпринятый организацией, потребует несколько больше ресурсов - главным образом, в соответствии с кривой обучения, описывающей адаптацию ко всякой новой технологии. Выгоды проявятся во втором или третьем проекте, когда разработчики наберутся опыта в проектировании классов, поиске общих абстракций и механизмов, а менеджеры освоятся с методом итеративного развития.  На стадии анализа потребность в ресурсах с переходом на объектно-ориентированные методы обычно мало изменяется. Однако, поскольку объектно-ориентированный процесс уделяет больше внимания архитектуре, мы стремимся привлекать архитекторов и других разработчиков как можно раньше, иногда начиная архитектурные эксперименты еще на последней стадии анализа. Во время эволюции, как правило, потребуется меньше ресурсов, потому что работа облегчится общими абстракциями и механизмами, изобретенными ранее при проектировании архитектуры или выпуске предварительных версий. Тестирование может также потребовать меньше ресурсов, потому что новые функции обычно добавляются к уже корректно ведущей себя структуре класса или механизму. Таким образом, тестирование начинается раньше и является скорее постоянным и постепенным, чем разовым действием. Интеграция обычно требует значительно меньших ресурсов по сравнению с традиционными методами, главным образом потому, что она тоже происходит постепенно, от релиза к релизу, а не одним броском. Таким образом, в устойчивом состоянии трудозатраты оказываются гораздо меньше, чем при традиционных подходах. Более того, если учесть эксплуатационные затраты, то окажется, что весь жизненный цикл объектно-ориентированных программ часто стоит дешевле, так как конечный продукт, скорее всего, будет лучшего качества и окажется более приспособленным к изменениям.  **Роли разработчиков**  Полезно помнить, что разработка программного продукта в конечном счете производится людьми. Разработчики - не взаимозаменяемые части, и успешное создание любой сложной системы требует уникальных и разнообразных навыков всех членов целеустремленного коллектива.  Эксперименты показывают, что объектно-ориентированная разработка требует несколько иного разделения труда по сравнению с традиционными методами. Мы считаем следующие три роли разработчиков важнейшими в объектно-ориентированном подходе:  архитектор проекта;  ответственные за подсистемы;  прикладные программисты.  Архитектор проекта - его творец, человек с сильно развитым воображением; он отвечает за эволюцию и сопровождение архитектуры системы. Для малых или средних систем архитектурное проектирование обычно выполняется одной, максимум двумя светлыми личностями. Для больших проектов эта обязанность может быть распределена в большом коллективе. Архитектор проекта - не обязательно самый главный разработчик, но непременно такой, который может квалифицированно принимать стратегические решения (как правило благодаря обширному опыту в построении систем такого типа). Благодаря опыту, разработчики интуитивно знают, какие общие архитектурные шаблоны уместны в данной предметной области и какие проблемы эффективности встают в определенных архитектурных вариантах. Архитекторы - не обязательно лучшие программисты, хотя они должны уметь программировать. Точно так же, как строительные архитекторы должны разбираться в строительстве, неблагоразумно нанимать архитектора программного обеспечения, который не является приличным программистом. Архитекторы проекта должны также быть сведущи в обозначениях и организации процесса объектно-ориентированной разработки, потому что они должны в конечном счете выразить свое архитектурное видение в терминах кластеров классов и взаимодействующих объектов.  Очень плохая практика - нанимать архитектора со стороны, который, образно выражаясь, въезжает на белом коне, провозглашает архитектурные принципы, а потом уматывает куда-то, в то время как другие пытаются справиться с последствиями его решений. Гораздо лучше привлечь архитектора к активной работе уже при проведении анализа и оставить его на как можно более длительный срок, даже на все время эволюции системы. Тогда он освоится с действительными потребностями системы и со временем испытает на себе последствия своих решений. Кроме того, сохраняя в руках одного человека или небольшой команды разработчиков ответственность за архитектурную целостность, мы повышаем шансы получить гибкую и простую архитектуру.  Ответственные за подсистемы - главные творцы абстракций проекта. Они отвечают за проектирование целых категорий классов или подсистем. Каждый ответственный в сотрудничестве с архитектором проекта разрабатывает, обосновывает и согласует с другими разработчиками интерфейс своей категории классов или подсистемы, а потом возглавляет ее реализацию, тестирование и выпуск релизов в течение всей эволюции системы.  Ответственные за подсистемы должны хорошо знать систему обозначений и организацию процесса объектно-ориентированной разработки. Обычно они программируют лучше чем архитекторы проекта, но не располагают обширным опытом последних. Лидеры подсистем составляют от трети до половины численности команды.  Прикладные программисты (инженеры) - младшие по рангу участники проекта. На них возложено выполнение двух обязанностей. Некоторые из них отвечают за реализацию категории или подсистемы под руководством ее ведущего. Эта деятельность может включать в себя проектирование некоторых классов, но в основном связана с реализацией и последующим тестированием классов и механизмов, разработанных проектировщиками команды. Другие отвечают за написание классов, спроектированных архитектором и ответственными за подсистемы, реализуя тем самым функциональные точки системы. В некотором смысле, эти программисты занимаются написанием маленьких программ на языке предметной области, определенном классами и механизмами архитектуры.  Инженеры разбираются в системе обозначений и в организации процесса разработки, но не слишком блестяще; зато они, как правило, являются очень хорошими программистами, знающими основные идиомы и слабые места выбранных языков программирования. Инженеры составляют половину команды или более того.  Разница в квалификации ставит проблему подбора кадров перед всеми организациями, которые обычно имеют несколько сильных проектировщиков и большее количество менее квалифицированного персонала. Социальная польза нашего подхода к кадровой политике состоит в том, что он открывает путь для карьеры начинающим сотрудникам: молодые разработчики работают под руководством более опытных. Когда они наберутся опыта в использовании хорошо определенных классов, они смогут сами проектировать классы. Вывод: не обязательно каждому разработчику быть экспертом по абстракциям, но каждый разработчик может со временем этому научиться.  В больших проектах могут потребоваться и другие роли. Большинство из них (например, роль специалиста в средствах разработки) явно не связаны с объектно-ориентированной технологией, но некоторые непосредственно вытекают из нее (такие, как инженер, отвечающей за повторное использование):    |  |  | | --- | --- | | ® Менеджер проекта | Отвечает за управление материалами проекта, заданиями, ресурсами и графиком работ. | | ® Аналитик | Отвечает за развитие и интерпретацию требований конечных пользователей; должен быть экспертом в проблемной области, однако его не следует изолировать от остальной команды разработчиков. | | ® Инженер по повторному использованию | Управляет хранилищем (репозитарием) материалов проекта; участвуя в просмотре и других действиях, активно ищет общее и добивается его использования; находит, разрабатывает или приспосабливает компоненты для общего использования в рамках конкретного проекта или целой организации. | | ® Контролер качества | Измеряет результаты процесса разработки; задает общее направление (на системном уровне) тестирования всех прототипов и релизов. | | ® Менеджер интеграции | Отвечает за сборку совместимых друг с другом версий категорий и подсистем в релизы; следит за их конфигурированием. | | ® Ответственный за документацию | Готовит документацию по выпускаемому продукту и его архитектуре для конечного пользователя. | | ® Инструментальщик | Отвечает за создание и адаптацию инструментов программирования, которые облегчают производство программ и (особенно) генерацию кода. | | ® Системный администратор | Управляет физическими компьютерными ресурсами в проекте. |   Конечно, не каждый проект требует всех этих ролей. Для небольших проектов обязанности могут совмещаться. С другой стороны, для очень больших проектов каждой из ролей может заниматься целая организация.  Опыт показывает, что объектно-ориентированная разработка может обойтись меньшим числом занятых в ней людей по сравнению с традиционными методами. На самом деле, чтобы за один год произвести высококачественную программу объемом в несколько сот тысяч строк достаточно 30-40 разработчиков. Однако мы согласны с Боемом, который считает, что "лучшие результаты получаются, когда разработчиков занято меньше, а квалификация их выше" [[6](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.6)]. К сожалению, если при разработке проекта пытаться обойтись меньшим количеством людей, чем считается необходимым, можно встретить известное сопротивление. Как отмечалось в предыдущей главе, такое отношение, возможно, вызвано попытками некоторых менеджеров построить империю. Другие менеджеры любят скрываться за множеством служащих, потому что большее количество людей означает больше власти. Кроме того, в случае провала проекта есть на кого свалить вину.  Применение самого изощренного метода проектирования или новейших инструментов не освобождает менеджера от ответственности за подбор проектировщиков, способных мыслить, и не является основанием для того, чтобы пустить проект на самотек [[7](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.7)].  7.3. Управление релизами  Интеграция  Промышленные программные проекты требуют создания семейств программ. В процессе разработки создаются прототипы и релизы. Очень часто каждый разработчик имеет свое собственное представление о разрабатываемой системе.  В предыдущей главе объяснялось, что в процессе объектно-ориентированной разработки интеграция редко проводится за один раз. Обычно происходит множество мелких интеграции, каждая из которых соответствует созданию нового прототипа или архитектурного релиза. Каждый новый релиз поступательно развивает предыдущие стабильные релизы. "При итеративной разработке сначала строится программный продукт, удовлетворяющий нескольким конечным требованиям, но конструктивно выполненный так, чтобы облегчить затем удовлетворение всех требований и достичь таким образом большей адаптируемости" [[8](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.8)]. С точки зрения конечного пользователя, поток релизов проистекает из макропроцесса. Каждый следующий релиз поддерживает все больше функций, и в конечном счете они развиваются в готовую систему. С точки зрения человека, наблюдающего процесс изнутри, создается много больше релизов, но только некоторые из них будут "заморожены", чтобы стабилизировать важнейшие интерфейсы системы, и взяты за основу для дальнейшей работы. Такая стратегия дает возможность снизить риск разработки, ускоряет выявление проблем в архитектуре и узких мест уже на ранних стадиях.  Для больших проектов организация может готовить внутренние релизы системы каждые несколько недель, а релизы для заказчика - раз в несколько месяцев, в соответствии с потребностями проекта. В стабильном состоянии релиз состоит из множества совместимых подсистем вместе с соответствующей документацией. Приступать к построению релиза можно при условии, что главные подсистемы проекта достаточно стабильны, а их совместное взаимодействие достаточно слажено, чтобы обеспечить новый уровень функциональности.  Управление конфигурацией и версиями  Рассмотрим поток релизов с точки зрения разработчика, занятого созданием некоторой подсистемы. Он имеет текущую версию этой подсистемы. Следовательно, в его распоряжении должны быть как минимум интерфейсы всех импортируемых подсистем. Когда рабочая версия стабилизируется, она передается команде, занимающейся интеграцией, которая отвечает за сборку совместимых подсистем в целую систему. В конце концов набор подсистем замораживается, берется за точку отсчета и входит во внутренний релиз. Внутренний релиз становится текущим оперативным релизом, доступным всем разработчикам, которым нужно провести дальнейшую доработку своих частей реализации. Наш разработчик в это время может трудиться над новой версией своей подсистемы. Таким образом, разработка может вестись параллельно и оставаться устойчивой благодаря четко определенным и защищенным интерфейсам подсистем.  В этой модели неявно подразумевается, что единицей контроля версий является не отдельный класс, а группа классов. Опыт показывает, что управление версиями классов слишком безнадежное дело, так как они слишком зависимы друг от друга. Лучше выпускать версии связанных групп классов, точнее говоря - подсистем, поскольку кластеры классов логической модели системы отображаются в подсистемы физической модели.  В любой момент разработки системы могут существовать несколько версий ее подсистем: версия для текущего разрабатываемого релиза, версия для текущего внутреннего релиза, версия для последующего релиза, предназначенного для заказчика и т.д. Это обостряет потребность в достаточно мощных средствах управления конфигурацией и версиями.  Под понятие "исходный код" подпадает не только текст программ, но и все остальные продукты объектно-ориентированного развития: технические требования, диаграммы классов, объектов, модулей и процессов.  Тестирование  Принцип непрерывной интеграции приложим и к тестированию, которое также производится в течение всего процесса разработки. В контексте объектно-ориентированной архитектуры тестирование должно охватывать как минимум три направления:  Тестирование модулей.  Предполагает тестирование отдельных классов и механизмов; является обязанностью инженера, который их реализовал.  Тестирование подсистем.  Предполагает тестирование целых категорий или подсистем; является обязанностью ответственного за подсистему; тесты подсистем могут использоваться регрессивно для каждой вновь выпускаемой версии подсистемы.  Тестирование системы  Предполагает тестирование системы как целого; является обязанностью контролеров качества; тестирование системы, как правило, тоже происходит регрессивно.  Тестирование должно фокусироваться на внешнем поведении системы; его побочная цель - определить границы системы чтобы понять, как она может выходить из строя при определенных условиях.  7.4. Повторное использование  Элементы повторного использования  Любой программный продукт (текст программы, архитектура, сценарий или документация) может быть использован повторно. Как сказано в главе 3, в объектно-ориентированных языках программирования первичным лингвистическим средством повторного использования являются классы: класс может порождать подклассы, специализирующие или дополняющие его. Далее, в главе 4 говорилось о повторном использовании шаблонов классов, объектов и элементов проектирования в форме идиом, механизмов и сред разработки. Повторное использование шаблонов находится на более высоком уровне абстракции по сравнению с использованием индивидуальных классов и дает больший выигрыш (хотя оно труднее достижимо).  Не следует доверять цифрам, характеризующим повторное использование [[9](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.9)]. В удачных проектах, с которыми мы сталкивались, количество повторно использованных элементов доходило до 70% (то есть почти три четверти программного обеспечения системы было взято без изменений из некоторого другого источника), но бывало и нулевым. Не следует думать, что повторное использование должно достичь некоторой обязательной величины; возможность повторного использования сильно зависит от предметной области и нетехнических факторов, таких, например, как степень напряженности рабочего графика, природа отношений с субподрядчиками и соображения безопасности.  Безусловно, любой процент повторного использования лучше, чем нулевой, так как экономит ресурсы, которые иначе пришлось бы потратить еще раз.  Как осуществить повторное использование?  Повторное использование в пределах проекта или даже целой организации не должно протекать по воле случая. Нужно специально выискивать возможности и поощрять успехи. Именно поэтому мы включили поиск повторяющихся шаблонов в макропроцесс.  Лучше всего поручить повторное использование кому-то лично. Как описывалось в предыдущей главе, надо искать возможные общности, обычно выявляемые при просмотре архитектуры, реализовывать их, создавая новые или приспосабливая старые компоненты, а потом отстаивать их перед другими разработчиками. Даже простые формы поощрения, такие, как равное признание автора первоначального кода и первооткрывателя возможности заимствования, оказывают стимулирующее воздействие. Можно придумать что-нибудь посущественнее - обед в ресторане или путешествие на выходные для двоих - и присуждать эти поощрения тем разработчикам, чьи решения были заимствованы чаще всего, или тем, которые заимствовали наибольшую часть кода за заданное время [Близкие к разработчикам люди часто терпят некоторый моральный урон в заключительной горячке разработки, и такая компенсация им будет весьма кстати].  Повторное использование может и не принести краткосрочных выгод, но окупается в долгосрочной перспективе. Этим имеет смысл заниматься в организации, которая имеет обширные, далеко идущие планы разработки программного обеспечения и смотрит дальше интересов текущего проекта.  7.5. Качество и измерения  Качество программного продукта  Шульмейер и МакМанус определяют качество программного продукта как "пригодность к использованию" [[10](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.10)]. Качество программы не должно быть делом случая. Качество должно гарантироваться процессом разработки. На самом деле, объектно-ориентированной технология не порождает качества автоматически: можно написать сколь угодно плохие программы на любом объектно-ориентированном языке программирования.  Вот почему в процессе объектно-ориентированной разработки мы придаем такое значение архитектуре программной системы. Качество закладывается благодаря простой, гибкой архитектуре и осуществляется естественными и последовательными тактическими решениями.  Контроль качества программного продукта - это "систематические действия, подтверждающие пригодность к использованию программного продукта в целом" [[11](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.11)]. Цель контроля качества - дать нам количественные меры качества программной системы. Многие традиционные количественные меры непосредственно приложимы и к объектно-ориентированным системам.  Как описывалось выше, разбор и просмотр не теряют своей значимости в объектно-ориентированных системах, позволяя предсказать качество системы и влиять на него. Возможно, самым главным количественным критерием качества является количество обнаруженных ошибок. Во время эволюции системы мы учитываем программные ошибки в соответствии с их весом и расположением. График обнаружения ошибок отображает зависимость количества обнаруженных ошибок от времени. Как указывает Доббинс, "не так важно действительное число ошибок, как наклон этого графика" [[12](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.12)]. Для управляемого процесса этот график имеет форму горба, с вершиной примерно в середине периода тестирования, а дальше эта кривая падает до нуля. Неуправляемому процессу соответствует неубывающая со временем или медленно убывающая кривая.  Одно из достоинств макропроцесса в объектно-ориентированной разработке состоит в том, что он позволяет вести непрерывный сбор данных о количестве обнаруженных ошибок уже на ранних стадиях разработки. Для каждого нового релиза мы можем провести тестирование системы и нарисовать график зависимости количества ошибок от времени. У "здорового" проекта горбовидная форма этого графика наблюдается для каждого релиза, начиная с самых ранних.  Другая количественная мера - плотность ошибок. Количество обнаруженных ошибок на килостроку программного текста (KSLOC - Kilo Source Lines Of Code) является традиционным показателем, применимым, в частности, к объектно-ориентированным системам. В "здоровых" проектах плотность ошибок "имеет тенденцию достигать стабильного значения при просмотре примерно 10 KSLOC. Просматривая код далее, мы не должны наблюдать увеличения этого показателя" [[13](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.13)].  Мы полагаем, что в объектно-ориентированных системах полезно также измерять число ошибок на категорию классов или на класс. При этом правило 80/20 считается приемлемым: 80% выявленных ошибок в программе сосредоточено в 20% классов системы [[14](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.14)].  В дополнение к этим более формальным подходам к накоплению получаемой при тестировании информации об ошибках, мы считаем полезным устраивать "охоту за ошибками", в которой все желающие могут экспериментировать с релизом в течение ограниченного промежутка времени, после чего награждается призами тот, кто обнаружил наибольшее количество ошибок, и тот, кто отыскал самую незаметную ошибку. Призы не должны быть экстравагантными: для награждения бесстрашных охотников годятся кофейная кружка, талоны на обед, билеты в кино или даже футболка.  Объектно-ориентированные меры  Наверное, самый скверный способ оценить сделанную работу, каким может воспользоваться управляющий, - сосчитать количество написанных строк текста программы. Число строк, попавших во фрагмент кода, абсолютно никак не связано с его завершенностью и сложностью. В дополнение к другим недостаткам этого неандертальского подхода, в нем слишком просто играть с цифрами, что приводит к оценкам производительности, отличающимся друг от друга более, чем на два порядка. Например, что такое строка программы (особенно на Smalltalk)? Считаются ли физические строки или точки с запятой? Как учесть несколько операторов на одной строке и операторы, которые занимают более одной строки? А как измерить количество затраченного труда? Считать код работой всего персонала или, может быть, только программистов, написавших реализацию? Рабочий день должен считаться восьмичасовым или время, проведенное за утренней раскачкой, тоже должно учитываться? Традиционные меры сложности более подходят для первых поколений языков программирования, они не являются показателями завершенности и сложности объектно-ориентированной системы.  Например, цикломатическая метрика МакКэйба не будет сколько-нибудь полезной мерой сложности, если ее применить к объектно-ориентированной системе в целом, потому что она слепа к структуре классов системы и механизмам. Однако, мы находим полезным применять цикломатическую метрику к отдельным классам, - она дает некоторое представление об их сложности и может быть использована для определения наиболее подозрительных классов, которые, вероятно, содержат больше всего ошибок.  Мы склонны измерять прогресс разработки числом готовых и работающих классов (логический аспект), или количеством функционирующих модулей (физический аспект). Как говорилось в предыдущей главе, другой мерой прогресса является стабильность ключевых интерфейсов (то есть насколько часто они подвергаются изменениям). Сначала интерфейсы всех ключевых абстракций изменяются ежедневно, если не ежечасно. Через некоторое время стабилизируются наиболее важные из ключевых интерфейсов, следом - вторые по важности и т.д. К концу жизненного цикла разработки только несколько несущественных интерфейсов нуждаются в доработке, так как основной упор делается на то, чтобы заставить готовые классы и модули работать вместе. Иногда в ключевые интерфейсы требуется внести некоторые изменения, но они обычно остаются совместимыми снизу вверх. Причем, эти изменения производятся только после того, как будет тщательно продумано их влияние. Эти изменения могут быть внесены в разрабатываемую систему при подготовке нового релиза.  Чидамбер и Кемерер предлагают несколько мер, которые непосредственно применимы к объектно-ориентированным системам [[15](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.15)]:  взвешенная насыщенность класса методами;  глубина дерева наследования;  число потомков;  зацепление объектов;  отклик на класс;  недостаток связности в методах.  Взвешенная насыщенность класса дает относительную меру его сложности; если считать, что все методы имеют одинаковую сложность, то это будет просто число методов в классе. Вообще, класс, который имеет большее количество методов среди классов одного с ним уровня, является более сложным; скорее всего, он специфичен для данного приложения и содержит наибольшее количество ошибок.  Глубина дерева наследования и число потомков - количественные характеристики формы и размера структуры классов. Как обсуждалось в главе 3, хорошо структурированная объектно-ориентированная система чаще бывает организована как лес классов, чем как одно высоченное дерево. Мы советуем строить сбалансированные по глубине и ширине структуры наследования: обычно - не глубже, чем 7Ѓ2 уровня, и не шире, чем 7Ѓ2 ветви.  Зацепление объектов - мера их взаимозависимости. Так же, как и при традиционном программировании, мы стремимся спроектировать незацепленные (то есть слабо связанные) объекты, поскольку они имеют больше шансов на повторное использование.  Отклик на класс - количество методов, которые могут вызываться экземплярами класса. Связность методов - мера насыщенности абстракции. Класс, который может вызывать существенно больше методов, чем равные ему по уровню классы, является более сложным. У класса с низкой связностью можно подозревать случайную или неподходящую абстракцию: такой класс должен, вообще говоря, быть переабстрагирован в несколько классов или его обязанности должны быть переданы другим существующим классам.  7.6. Документация  Наследие разработки  Разработка программной системы включает в себя гораздо больше, чем просто написание кода. Некоторые аспекты проекта должны быть постоянно доступны менеджерам разработки и внешним пользователям. Мы хотим также сохранить сведения о решениях, принятых при анализе и проектировании для тех, кто будет заниматься сопровождением системы. Как отмечалось в главе 5, результаты объектно-ориентированной разработки обычно содержат диаграммы классов, объектов, модулей и процессов. В совокупности эти диаграммы предоставляют возможность проследить их появление непосредственно из начальных требований к системе. Диаграммы процессов соответствуют программам, которые являются корневыми модулями диаграммы модулей. Каждый модуль представляет реализацию некоторой комбинации классов и объектов, которые, в свою очередь, можно найти на диаграммах классов и объектов соответственно. Наконец, диаграммы объектов представляют сценарии, определяемые требованиями, а диаграммы классов демонстрируют ключевые абстракции, которые формируют словарь предметной области.  Содержание документации  Документация по архитектуре системы важна, но ее составление не должно быть двигателем процесса разработки: документация - существенный, но не самый главный результат. Важно помнить, что документация - живой продукт, и ей надо позволить эволюционировать вместе с релизами проекта. Вместе с текстом программ сопровождающая документация служит основой для проведения многих формальных и неформальных просмотров.  Что должно быть документировано? Очевидно, что документация, представляемая конечному пользователю, должна включать инструкции по установке и использованию каждого релиза. Кроме того, должны быть документированы результаты анализа, чтобы зафиксировать семантику функциональных точек системы в последовательности сценариев. Должна также вестись документация по архитектуре и реализации для согласования в команде разработчиков общего видения системы и деталей архитектуры, а также для того, чтобы сохранить информацию обо всех стратегических решениях - это несомненно облегчает эволюцию и адаптацию системы.  Документация по архитектуре и реализации должна описывать:  архитектуру системы верхнего уровня;  ключевые абстракции и механизмы архитектуры;  сценарии, иллюстрирующие важнейшие аспекты предусмотренного поведения системы.  Наихудшая документация, которую можно создать для объектно-ориентированной системы - это расписанные по классам объяснения смысла каждого метода в отдельности. При таком подходе получаются горы бесполезной бумаги, которую никто не читает и не доверяет ей, причем оказываются потеряны наиболее важные архитектурные решения, выходящие за рамки отдельных классов и проявляющиеся в сотрудничестве классов и объектов. Гораздо лучше документировать эти структуры верхнего уровня на языке диаграмм в описанной выше системе обозначений, но без явных операторов языка программирования, и сделать ссылки для разработчиков на интерфейсы важнейших классов для уточнения тактических деталей.  7.7. Инструменты  В предыдущих поколениях языков программирования команде разработчиков достаточно было иметь минимальный набор инструментов: редактор, компилятор, компоновщик и загрузчик - вот все, что обычно требовалось (и, чаще всего, все, что имелось). Особо благополучная команда могла обзавестись кодовым отладчиком. Сложные задачи в корне изменили картину: попытка построить большую программную систему с минимальным набором инструментов эквивалентна намерению возвести многоэтажное здание вручную.  Объектно-ориентированный подход также изменил многое. Традиционные инструменты разработки сосредоточены только на тексте программы, но объектно-ориентированные анализ и проектирование выдвигают на первый план ключевые абстракции и механизмы, и нам нужны инструменты, работающие с более богатой семантикой. Кроме того, для ускорения движимого макропроцессом объектно-ориентированного развития, требуются инструменты, позволяющие ускорить циклы разработки, особенно цикл редактирование/компиляция/выполнение/отладка.  Важно выбрать хорошо масштабируемые инструменты. Инструмент, который удобен для программиста-одиночки, занятого написанием небольшого приложения, не всегда подходит для производства сложных систем. На самом деле, для каждого инструмента существует порог, за которым его возможности оказываются превышены: его достоинства перевешиваются неуклюжестью и нерасторопностью.  Виды инструментов  Мы выделяем по крайней мере семь различных видов инструментов для объектно-ориентированной разработки. Первый инструмент - система с графическим интерфейсом, поддерживающая объектно-ориентированную систему обозначений, представленную в главе 5. Такой инструмент может быть использован при анализе, чтобы зафиксировать семантику сценариев, на ранних стадиях разработки, чтобы передать стратегические и тактические решения, принятые при проектировании, а также для координирования действий проектировщиков. Подобный инструмент будет полезен на протяжении всего жизненного цикла и при сопровождении системы. В частности, мы считаем возможным восстанавливать по тексту программы многие важные аспекты объектно-ориентированной системы. Такая способность инструментальной системы очень важна: в традиционных CASE-средствах разработчик может создавать замечательные картинки только для того, чтобы обнаружить, что они устарели, потому что программисты манипулируют реализацией, не отраженной в проекте. Восстановление проекта по коду снижает вероятность того, что документация будет идти не в ногу с реализацией.  Следующий важный для объектно-ориентированной разработки инструмент - броузер, который показывает структуру классов и архитектуру модулей системы. Иерархия классов может сделаться настолько сложной, что трудно даже отыскать все абстракции, которые были введены при проектировании или выявить кандидатов для повторного использования [[16](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.16)]. При изучении фрагмента программы разработчику может понадобиться посмотреть определение класса некоторого объекта. Найдя этот класс, ему вероятно придется заглянуть в описание какого-нибудь из его суперклассов. Рассматривая этот суперкласс, разработчик может захотеть внести изменения в интерфейс класса, но при этом придется изучить поведение всех его клиентов. Этот анализ будет особенно громоздким, если он применяется к файлам, которые представляют физические, а не логические аспекты проекта. По этой причине броузер оказывается очень важным инструментом объектно-ориентированного анализа и проектирования. Броузеры есть, например, в среде Smalltalk. Подобные средства, хотя и разного качества, имеются и для других объектно-ориентированных языков.  Другой вид инструментов, который очень важен, если не абсолютно необходим - инкрементный компилятор. Метод эволюционной разработки, который применяется в объектно-ориентированном программировании, нуждается в компиляторе, который мог бы компилировать отдельные объявления и операторы. Мейровиц замечает, что "UNIX, с ее ориентацией на пакетное компилирование больших программных файлов в библиотеки, которые потом компонуются с другими фрагментами кода, не предоставляет необходимой поддержки для объектно-ориентированного программирования. Совершенно недопустимо тратить десять минут на компиляцию и компоновку, чтобы изменить реализацию метода и тратить целый час на компиляцию и компоновку только для того, чтобы добавить новое поле в суперкласс верхнего уровня! Для быстрой отладки методы и определения полей должны компилироваться инкрементно" [[17](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.17)]. Такие компиляторы существуют для многих языков, описанных в приложении. К сожалению, большинство реализации содержит традиционные пакетно-ориентированные компиляторы.  Мы также полагаем, что нетривиальные проекты нуждаются в отладчиках, которые могут работать с семантикой классов и объектов. При отладке программ часто требуется справка о переменных экземпляра и переменных класса для данного объекта. Традиционные отладчики для необъектных языков ничего не знают о классах и объектах. Так, пытаясь использовать стандартный отладчик языка С для программы на C++, разработчик не сможет получить всею информацию, необходимую для отладки объектно-ориентированной программы. Ситуация особенно критична для объектно-ориентированных языков, поддерживающих несколько потоков управления. При выполнении такой программы в один и тот же момент времени могут быть запущены несколько активных процессов. Естественно требуется отладчик, который позволял бы контролировать каждый отдельный поток и взаимодействие объектов между потоками.  В категорию отладочных средств мы включаем и такие инструменты, как стрессовые тестеры, которые испытывают программы в критических условиях ограниченности ресурсов, и инструменты для анализа памяти, которые распознают нарушения доступа к памяти (запись в неразрешенные участки памяти, чтение из неинициализированных участков, чтение или запись за границами массива).  Для больших проектов требуются инструменты управления конфигурацией и контроля версий. Как упоминалось ранее, для управления конфигурацией лучшими единицами являются категории классов и подсистемы.  Другой инструмент, который мы считаем важным для объектно-ориентированной разработки, - это библиотекарь классов. Многие из языков, о которых упоминается в этой книге, поставляются со стандартными библиотеками или библиотеки для них можно купить отдельно. По мере развития проекта библиотека классов растет, дополняясь новыми предметно-специфическими программными компонентами, годными для повторного использования. Библиотека быстро разрастается до таких размеров, что разработчики не могут отыскать понадобившийся класс. Одна из причин быстрого роста библиотеки состоит в том, что класс может иметь несколько реализации с различными временными и пространственными семантиками. Если ожидаемая стоимость (обычно преувеличенная) отыскания компоненты выше, чем ожидаемая стоимость (обычно преуменьшенная) создания этой компоненты заново, пропадает всякий смысл повторного использования. По этой причине бывает важно иметь хоть какой-нибудь минимальный библиотечный инструмент, который позволял бы разработчику искать классы и модули, удовлетворяющие различным критериям, и заносить в библиотеку полезные классы и модули по мере их разработки.  Еще один тип инструмента, который мы считаем полезным для некоторых систем - генератор графического интерфейса пользователя. Для систем, в которых велик объем взаимодействия с пользователем, лучше иметь специальный инструмент для интерактивного создания диалогов и окон, чем программировать все с нуля. Код, сгенерированный такой системой, может быть потом связан с остальной объектно-ориентированной системой и, если необходимо, вручную подкорректирован.  Организационные выводы  Потребность в мощных инструментах приводит к появлению двух специальных должностей в штате организации, занимающейся разработкой программных систем: инженер по повторному использованию и инженер-инструментальщик. Среди прочего, обязанности первого состоят в сопровождении библиотеки классов проекта. Без активных усилий она может стать необозримым пустырем превратившихся в хлам классов, в который ни один из разработчиков не захочет заглядывать. Часто бывает, что разработчиков надо побуждать к заимствованию существующих компонентов или предотвращать изобретение велосипеда; это тоже входит в задачи инженера по повторному использованию. В обязанности инженера-инструментальщика входят создание новых предметно-зависимых инструментов и переделка существующих инструментов для текущих нужд. Например, может потребоваться целая система тестов для проверки некоторых аспектов пользовательского интерфейса или более специализированный броузер классов. Инструментальщик облегчает свою работу тем, что разрабатывает и развивает инструменты, используя компоненты, уже помещенные в библиотеку классов. Их можно задействовать и в новых разработках.  Менеджер, ограниченный в средствах, может жаловаться, что хорошие инструменты, инженеры по повторному использованию и инструментальщики - непозволительная роскошь. Для некоторых проектов - да. Однако часто все это так или иначе делается, но стихийным, неэффективным образом. Мы стоим за явные затраты на средства и персонал, чтобы сделать эту деятельность более концентрированной и эффективной и увеличить ценность общей организации.  7.8. Специальные вопросы  Узко-специфические проблемы  Мы считаем, что некоторые предметные области заслуживают специального архитектурного рассмотрения.  Проектирование эффективного пользовательского интерфейса - скорее искусство, чем наука. В этой области абсолютно необходимо использование прототипов. Как можно раньше следует установить интенсивную обратную связь с конечными пользователями, чтобы выявить характерные движения рук, реакцию на ошибки и другие парадигмы взаимодействия. При анализе пользовательского интерфейса в высшей степени эффективно составление сценариев.  Некоторые приложения имеют собственную базу данных, для других приложений может требоваться интеграция с существующей базой данных, схема которой не может быть изменена (обычно из-за того, что база уже заполнена большим количеством данных - разновидность проблемы унаследованной сложности). В таких случаях хорошо работает принцип разделения обязанностей: лучше всего инкапсулировать доступ к таким базам данных в небольшом количестве четко определенных интерфейсов классов. Этот принцип особенно важен при совместном использовании объектно-ориентированной декомпозиции и технологии реляционных баз данных (РБД). Объектно-ориентированные базы данных (ООБД) лучше стыкуются с объектными программами, но мы должны помнить, что ООБД больше подходят для обеспечения продолжительности жизни объектов и меньше - для хранения больших объемов данных.  Коснемся также систем реального времени. Понятие реальное время в различном контексте воспринимается по-разному. В диалоговых системах оно может означать отклик в течение менее чем одной секунды, а в системах сбора данных и управления может требоваться отклик быстрее чем за одну микросекунду. Важно ясно понимать, что даже при очень жестких требованиях ко времени не каждая компонента должна (или может) быть оптимизирована. Для сложных систем наибольший риск состоит в том, будет или нет система завершена, а не в том, будет ли она удовлетворять требованиям эффективности. По этой причине мы предостерегаем от преждевременной оптимизации. Сосредоточьтесь на создании простой архитектуры, а узкие места выявятся в процессе эволюции системы сами собой (причем достаточно рано), и вы сможете принять меры.  Термин "унаследованная сложность" относится к приложениям, в которые были сделаны большие капиталовложения и от которых по экономическим причинам или по соображениям безопасности нельзя отказаться. Однако, такие системы могут иметь неподъемную стоимость сопровождения, отчего их и приходится со временем заменять. К счастью, совладать с унаследованной сложностью можно почти также, как с базами данных: инкапсулировать доступ к их услугам в контексте четко определенных интерфейсов классов, а потом постепенно, функцию за функцией, вытеснять их объектно-ориентированной архитектурой. Конечно, необходимо представлять, себе конечный результат, чтобы система в процессе неуправляемых изменений не превратилась в лоскутное одеяло.  Переход на объектные технологии  Как считает Кемпф, "Изучение объектно-ориентированного программирования может оказаться гораздо более трудной задачей, чем просто освоение очередного языка. В данном случае надо научиться другому стилю программирования, а не просто запомнить синтаксис. То есть учить приходится не язык, а способ мышления" [[18](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.18)]. Как развить объектно-ориентированное мировоззрение? Мы рекомендуем:  Обеспечить формальное обучение разработчиков и менеджеров элементам объектной модели.  Начать с проектов с низким уровнем риска и позволить команде делать ошибки; по мере приобретения опыта можно направлять участников в другие команды в качестве наставников.  Продемонстрировать разработчикам и менеджерам примеры хорошо структурированных объектно-ориентированных систем.  Хорошими кандидатами для первых проектов являются инструментальные средства или предметно-ориентированные библиотеки классов, которые можно потом использовать как ресурсы для следующих проектов.  Согласно нашему опыту, профессиональному разработчику требуется несколько недель, чтобы освоиться с синтаксисом и семантикой нового языка программирования. Потребуется в несколько раз больше времени, чтобы тот же разработчик начал понимать важность и мощь классов и объектов. Наконец, может потребоваться более шести месяцев экспериментов, чтобы разработчик созрел до хорошего проектировщика классов. Это не обязательно плохо - обучение мастерству всегда требует времени.  Мы считаем, что обучение на примерах часто оказывается эффективным и целесообразным подходом. Когда организация накопит критическую массу приложений, выполненных в объектно-ориентированном стиле, станет гораздо легче обучать этому делу новых разработчиков и менеджеров. Разработчики начинают как программисты-исполнители, применяя уже готовые хорошо структурированные абстракции. Через некоторое время разработчики, которые изучали и использовали эти компоненты под наблюдением более опытных сотрудников, сами приобретают достаточный опыт, чтобы проектировать классы.  7.9. Выгоды и опасности объектно-ориентированной разработки  Выгоды  Приверженцы объектно-ориентированной технологии обычно называют два ее главных преимущества. Во-первых, большая конкурентоспособность благодаря предсказуемости, сокращению времени на разработку и большой гибкости продукта. Во-вторых, разрабатываемые задачи могут быть настолько сложными, что не остается альтернативных решений.  В главе 2 говорилось, что использование объектной модели позволяет перенести в программу пять свойств хорошо структурированных сложных систем. Объектная модель формирует концептуальный каркас системы обозначений и процесса объектно-ориентированной разработки; таким образом, и эти выгоды мы получаем непосредственно благодаря методу. Отмечались и преимущества, вытекающие из того, что объектная модель (а значит и процесс разработки):  использует выразительную мощь объектно-ориентированных языков программирования;  стимулирует повторное использование программных компонент;  приводит к созданию более гибких, легко изменяемых систем;  сокращает риск разработки;  лучше воспринимается человеческим сознанием.  Изучение многочисленных случаев из практики подкрепляет эти выводы; особенно часто указывается на то, что объектный подход может сократить время разработки и размер кода [[19](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.19), [20](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.20), [21](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.21)].  Опасности  Говоря о теневой стороне объектно-ориентированной технологии, нужно рассмотреть два вопроса: производительность и начальные затраты. По сравнению с процедурными языками, объектно-ориентированные языки определенно вносят дополнительные накладные расходы на пересылку сообщения от одного объекта другому. Как указывалось в главе 3, при вызове методов, которые не найдены и не связаны статически во время компиляции, выполняемая программа должна динамически искать нужный метод по классу объекта-получателя. Исследования показывают, что, в худшем случае, на вызов метода тратится в 1.75-2.5 раза больше времени чем на обычный вызов процедуры [[22](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.22), [23](http://www.helloworld.ru/texts/comp/other/oop/liter.htm#7.23)]. С другой стороны, наблюдения показывают, что при вызове методов динамический поиск действительно необходим примерно в 20% случаев. В строго типизированных языках компилятор часто может определять, какие вызовы могут быть связаны статически и сгенерировать для них вызов процедуры вместо динамического поиска.  Другая причина снижения производительности кроется не столько в природе объектно-ориентированных языков, сколько в способе их использования в процессе объектно-ориентированной разработки. Как говорилось уже много раз, объектно-ориентированная технология порождает многослойные системы абстракций. Одно из следствий этого расслоения в том, что каждый метод оказывается очень маленьким, так как он строится на методах нижнего уровня. Другое следствие расслоения: иногда методы служат лишь для того, чтобы получить доступ к защищенным атрибутам объекта. В результате происходит слишком много вызовов. Вызов метода на высшем уровне абстракции обычно влечет каскад других вызовов; методы верхних уровней вызывают методы нижних уровней и т.д. Для приложений, в которых время - ограниченный ресурс, недопустимо слишком большое количество вызовов методов. Опять же, с позитивной стороны такое слоение способствует пониманию системы; к некоторым сложным системам невозможно даже подступиться, если не начать с проектирования слоев. Мы рекомендуем сначала проектировать систему с желаемыми функциональными свойствами, а потом определять узкие места. Часто их можно "расшить", объявив соответствующие методы как подстановки (выигрывая тем самым время), "подчистив" иерархию классов или нарушив инкапсуляцию атрибутов класса.  Похожий риск для потери производительности происходит из-за большого количества наследуемого кода. Класс, лежащий глубоко в структуре наследования, может иметь много суперклассов; при компоновке программы должно быть подгружено описание их всех. Для маленьких приложений это практически может означать, что нужно избегать глубоких иерархий классов, потому что они требуют чрезмерного количества объектного кода. Проблему можно несколько смягчить, используя высокоразвитые компиляторы и компоновщики, которые могли бы устранять бесполезные участки программы.  Еще один источник проблем для производительности объектно-ориентированных программ - их поведение в системе со страничной организацией памяти. Большинство компиляторов выделяет память сегментами, размещая каждый компилируемый модуль (обычно файл) в одном или более сегментах. Это подразумевает локальность большинства ссылок: процедуры в одном сегменте вызывают в основном процедуры в том же сегменте. В больших объектно-ориентированных системах все не так. Код каждого класса размещается в отдельном файле, а раз его методы интенсивно используют методы других (особенно вышестоящих) классов, при их выполнении происходит интенсивное переключение сегментов. Это поведение противоречит тому, чего большинство компиляторов ожидает от программ, особенно в системах с конвейерным процессором и страничной организацией памяти. Это еще один пример того, почему нужно разделять логические и физические аспекты проекта. Если программа работает слишком медленно из-за чрезмерно частого переключения страниц, можно попробовать изменить физическое расположение классов в модулях. Это проектное решение, касающееся физической модели системы - на логику программы оно не повлияет.  Наконец, еще одна составляющая риска - динамическое размещение и уничтожение объектов. Динамическое выделение памяти из "кучи" сопряжено с дополнительными вычислительными расходами по сравнению с размещением данных в стеке и (конечно) статическим резервированием при компиляции. Во многих системах это не вызывает никаких практических проблем, но иногда дополнительные накладные расходы непозволительны. Существуют простые решения: откажитесь от динамического создания объектов и разместите их все заранее, или замените стандартный алгоритм выделения памяти на специально приспособленный для ваших нужд.  И опять о хорошем: положительные свойства объектно-ориентированных систем часто окупают все перечисленные выше неприятности. Например, Руссо и Каплан сообщают, что производительность программы на C++ часто бывает выше, чем ее функционального эквивалента на С. Выигрыш, как они полагают, связан с использованием виртуальных функций, благодаря которым можно сэкономить на проверке типов и опустить многие управляющие конструкции. Согласно нашему опыту, код объектно-ориентированной программы и в самом деле обычно короче.  Для некоторых проектов начальные затраты на переход к объектно-ориентированной технологии могут оказаться непреодолимыми. Как при всякой смене технологии, придется вкладывать деньги в покупку новых инструментальных средств разработки. Кроме того, если какой-либо объектно-ориентированный язык используется организацией впервые, то нет и предметно-специфического задела для повторного использования. Короче говоря, приходится начинать все сначала или найти какой-то способ использовать существующие программы в объектно-ориентированном окружении. Наконец, первая попытка объектно-ориентированной разработки наверняка провалится, если не было проведено соответствующее обучение. Объектная ориентация - это не "еще один" язык программирования, который можно выучить на трехдневных курсах или по книжке. Как мы многократно указывали, требуется время, чтобы освоить объектно-ориентированное проектирование как новое мировоззрение, которое должно быть усвоено как разработчиками, так и менеджерами.  Выводы  Успешная разработка и внедрение сложных программных систем - это нечто больше, чем просто программирование.  Многие приемы традиционного менеджмента программных разработок, например, просмотр, применимы и в объектно-ориентированной технологии.  В стабильном состоянии объектно-ориентированные проекты требуют меньших ресурсов, а роли, необходимые для управления этими ресурсам, несколько отличаются от традиционных.  В процессе объектно-ориентированной разработки нельзя производить интеграцию всего сразу и за один раз; структурными единицами управления для релизов должны быть категории классов и подсистемы, а не отдельные файлы и классы.  Повторным использованием надо заниматься специально.  График числа обнаруженных ошибок за определенное время и плотность ошибок - полезные количественные меры качества объектно-ориентированных программ. Существует ряд полезных количественных характеристик, ориентированных на классы.  Документация никогда не должна ставиться во главу угла при разработке.  Объектно-ориентированная разработка требует иного инструментария по сравнению с традиционными методами.  Переход организации на объектно-ориентированные технологии - это смена мировоззрения, а не просто изучение нового языка программирования.  Объектно-ориентированные технологии связаны как с выгодами, так и с опасностями, но опыт показывает, что выгод много больше. |
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