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# Teil 1

## Vorwort

Diese Dokumentation gehört zur IPA von Artem Kägi, welcher bei der Firma Supercomputing System AG angestellt ist. In diesem Dokument ist die Arbeit und das Vorgehen dokumentiert.

Die Dokumentation ist in 2 Teile gegliedert

Im ersten Teil wird die deteillierte Aufgabenstellung und der Ablauf der Arbeit aufgezeigt. Hier werden die vorhandenen Vorkenntnisse und die benutzten Mittel aufgezählt

Im zweiten Teil wird das Projekt auch wirklich Dokumentiert und beschrieben, es wird auch erwähnt welche Probleme aufgetreten sind.

Der Ganze Sourcecode und Assets werden in einem Git repository Hochgeladen.

Durch die ganze Arbeit hinweg wurde die Projektplanungsmethode IPERKA eingesetzt.

## Aufgabenstellung

Das Ziel der IPA ist ein Android Spiel vom Typ "Endless Runner". Das Grundkonzept dieser Spiele ist folgendes: Der Avatar bewegt sich automatisch durch eine Spielwelt. Der Spieler steuert seinen Avatar und versucht den darin vorkommenden Hindernissen so lange wie möglich auszuweichen. Je länger der Spieler dies schafft, umso mehr Punkte werden gesammelt. Dazu stehen dem Spieler diverse Bewegungen wie z.B. springen, ducken, nach Links bzw. Rechts ausweichen etc. zur Verfügung. Sobald der Spieler mit einem Hindernis kollidiert, ist das Spiel zu Ende. Das Ziel des Spieles ist es also, so lange wie möglich zu überleben, d.h. Kollision zu vermeiden.

Die Mobile-Applikation wird mit einem zentralen Backend kommunizieren. Das Backend verwaltet die Spieler und deren erreichte Punkte. Damit können die Spieler ihre erreichten Highscores miteinander vergleichen.

Der Spieler kann während seinem Run eine Währung, sogenannte Coins, sammeln. Mit diesen kann er "Skins" kaufen. Diese Skins erlauben es dem Spieler das Aussehen seines Avatars im Spiel zu verändern.

Für die Assets im Spiel (z.B. Avatar, Skins, Objekte in den Levels) können bestehende Assets oder selbst erstellte Assets verwendet werden.

Die Mobile-Applikation schickt die erreichten Highscores an ein zentrales Backend, wo diese mit dem Spielerpseudonym persistiert werden. In der Mobile-Applikation sind neben den Highscores auch die freigeschalteten Skins einsehbar.

Voraussichtlich verwendete Technologien: C# (Unity) für Android Mobile Spiel, Python REST Server für Backend und MySQL Datenbank im Backend.

### App

Menusystem: Die App hat ein Menu mit den Inhalten "Spiel Starten", "Highscore" und "Skins".

* Spiel Starten: startet einen neuen Run.
* Highscore: zeigt die Top 10 Highscores über alle Spieler an. Der eigene Highscore wird separat angezeigt. Wie diese Highscores dargestellt werden, wird während der IPA evaluiert.
* Skins: Alle im Spiel vorhandenen Skins sind hier dargestellt. Bei jedem Skin ist ersichtlich, ob der Spieler ihn bereits freigeschaltet hat oder nicht. Skins können in diesem Menu mit den gesammelten Coins freigeschaltet und aktiviert werden.

### Gameplay

Die Spielwelt wird während dem Spiel zufällig generiert.

Der Avatar bewegt sich automatisch durch die Spielwelt. Der Run ist zu Ende, sobald der Avatar mit einem Hindernis kollidiert. Der Spieler hat folgende Aktionen zur Auswahl:

* Springen: Der Avatar weicht einem Hindernis aus, in dem er darüber springt.
* Sliden: Der Avatar weicht einem Hindernis aus, in dem er sich darunter durch bückt.
* Links: Der Avatar weicht einem Hindernis aus, in dem er nach links ausweicht.
* Rechts: Der Avatar weicht einem Hindernis aus, in dem er nach rechts ausweicht.
* Coins sammeln: kollidiert der Avatar mit einem Coin so wird dieser aufgenommen.
* Sterben: kollidiert der Avatar mit einem Hindernis ist der Run zu Ende. Der Spieler wird aufgefordert seinen Namen einzugeben. Wenn der Spieler will, kann der erreichte Highscore öffentlich gemacht werden.
* Punkte: der Spieler erhält Punkte je länger der Run dauert. Pro Frame, das der Avatar rennt, erhält der Spieler einen Punkt.

### Backend

Das Backend bietet eine REST Schnittstelle mit den folgenden Operationen

* Highscore erfassen und abrufen
* Coins erfassen und abrufen
* Skins freischalten und abrufen

Dieses REST API genau zu spezifizieren ist Teil der IPA.

Das Backend wird mit Python umgesetzt. Es verbindet mit einer MySQL Datenbank.

Die Datenbank speichert alle notwendigen Daten, um die Informationen in den Menüpunkten Highscore und Skins darstellen zu können.

### Nicht-Funktionale Anforderungen

Das Backend enthält ein Logging welches zeigt, wann welche Requests an das Backend geschickt wurden.

Das Backend läuft zentral auf einem Laptop im gleichen WLAN wie das Mobiltelefon (d.h. es ist kein Hosting via Internet notwendig).

Das System verfügt über ein Error-Handling. Die Mobile App soll auch dann funktionieren, wenn das Backend nicht erreichbar ist oder sich fehlerhaft verhält.

Die individuellen Beurteilungskriterien findet man im PkOrg.
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## Vorkenntnisse

Kandidat hat bei der SCS schon Handy Apps entwickelt und zu einer auch ein Python Backend erstellt. Er hat Interesse für Spiele Entwicklung und hat in seiner Freizeit schon mit Unity Spiele konstruiert. Für ein weiteres Projekt hat er auch eine MySql Datenbank mit einem Python Rest interface verbunden.

* Unity: Unregelmässig mit Unity, PC-Spiele erstellt. Noch nie ein Handygame entwickelt.
* Python: Rest Schnittstelle für Flutter App schon einmal erstellt.
* MySql: Datenbank für ein Python Backend erstellt.

## Vorarbeit

Für die IPA wurden folgende Massnahmen vorgenommen:

* Unity wurde auf dem Arbeitslaptop installiert
* Es wurde ein «Testspiel» auf ein Android Handy gebracht.

### In den letzten 6 Monaten

Entwicklung von Handy Apps und Python Applikationen:

* OFS: Eine App mit einem Python Rest backend
* .Net Applikation für SBB intern.

Werkzeuge:

* JetBrains: Rider, Intellij, PyCharm
* MySql Workbench

## Arbeitsprotokoll

Starttermin: 28.02.2022

Abgabedatum: 15.03.2022

|  |  |  |
| --- | --- | --- |
| Mo 28.02.2022 | | |
| Ausgeführte Arbeiten | | * Zeitplan erstellt * Aufbau der Dokumentation definiert * Leitfragen und Aufgabenstellung studiert |
| Ungeplante Arbeiten | |  |
| Erreichte Ziele | | * Der Zeitplan steht * Aufbau der Dokumentation ist klar |
| Beanspruchte Hilfestellungen | |  |
| Aufgetretene Probleme | |  |
| Reflexion | | Ich konnte gut in meine IPA starten, jedoch habe ich ein paar fragen und Unsicherheiten. Die fragen kann mir hoffentlich mein Hauptexperte morgen beim besuch beantworten. Meine grösste Unsicherheit bezieht sich auf die Dokumentation, ich bin mir unsicher, wie ich dieses Umsetzen soll. Ich habe es jetzt nach Leitfaden gemacht, jedoch endet der Streng definierte teil hier und ich muss mir was ausdenken. Ich hoffe, dass auch das beim Gespräch mit dem Hauptexperten morgen etwas klarer wird. |
| Di 01.03.2022 | | |
| Ausgeführte Arbeiten | | * Realisierungskonzept erstellen * Expertenbesuch durchführen * Datenmodell erstellen |
| Ungeplante Arbeiten | |  |
| Erreichte Ziele | | * Ein Realisierungskonzept steht * Expertenbesuch ist gut gelaufen * Ein Datenmodell für die Datenbank ist erstellt |
| Beanspruchte Hilfestellungen | | * Berufsbildner Pascal Iselin hat seine Meinung zu meinem Dokumentationsaufbau geäussert und erwähnt, wie dies andere Leute machen. |
| Aufgetretene Probleme | |  |
| Reflexion | | Es läuft malwieder gut, das Erstellen des Realisierungskonzepts ging länger als gedacht. Dafür ging das Erstellen des Datenmodell schneller als gedacht. Ich bin mir jetzt im Klaren, wie genau ich die Dokumentation strukturieren will. Morgen werde ich mit der ersten praktischen Aufgabe anfangen. |
| Mi 02.03.2022 | | |
| Ausgeführte Arbeiten | | * Git für das Projekt erstellen. * Bewegung realisiert. * GameManager entwickeln. * MenuSystem einrichten. |
| Ungeplante Arbeiten | |  |
| Erreichte Ziele | | * Git für das Projekt ist da * Bewegung ist realisiert * GameManager Steht. |
| Beanspruchte Hilfestellungen | |  |
| Aufgetretene Probleme | | * Musste ein Teil des Menu Systems schon umsetzten, um diese an den GameManager zu testen |
| Reflexion | | Es läuft gut, ich konnte die Praktische Arbeit heute anfangen. Die Bewegung hat mir ein paar Mal Kopfschmerzen bereitet, da ich mir nicht sicher war, wie ich das Springen umsetzen wollte, jedoch denke ich, ich habe eine gute Lösung gefunden. |
| Do 03.03.2022 | | |
| Ausgeführte Arbeiten | * MenuSystem einrichten * Sterben | |
| Ungeplante Arbeiten | * Versucht die Inputaufnahmen zu verbessern. | |
| Erreichte Ziele | * MenuSystem eingerichtet * Der Spieler kann jetzt sterben | |
| Beanspruchte Hilfestellungen | * Ein Tutorial angesehen zu Menu Systemen von Brackeys: https://www.youtube.com/watch?v=zc8ac\_qUXQY&ab\_channel=Brackeys | |
| Aufgetretene Probleme | * Die Bewegung des Spielers wird nicht richtig aufgenommen, vermutlich wegen der Inputaufnahme. | |
| Reflexion | Es läuft immer noch gut, ich konnte das Menu System mit dem GameManger integrieren und das Sterben des Spielers entwickeln. Jetzt wird das gesamte Spiel «Neugestartet» ohne dass die Szene neugestartet werden muss. Die eingaben vom Spieler werden scheinbar nicht immer aufgenommen, das sollte ich mir ansehen, denn es ruiniert die gesamte Spielerfahrung. | |
| Mo 07.03.2022 | | |
| Ausgeführte Arbeiten | * Skin System * Coins und Punktesystem entwickeln | |
| Ungeplante Arbeiten | * Inputaufnahme verbessert | |
| Erreichte Ziele | * Skin System steht * Coins und Punktesystem entwickelt. | |
| Beanspruchte Hilfestellungen |  | |
| Aufgetretene Probleme | * Die Bewegung des Spieler wird nicht richtig aufgenommen, vermutlich wegen der Inputaufnahme. | |
| Reflexion | Es läuft sehr gut. Ich konnte heute das Skin und Coin/Punkte System einrichten. Es funktioniert alles einwandfrei. Dazu konnte ich das Problem für die Inputaufnahmen feststellen und beseitigen. Es lag daran das der Input im FixedUpdate genommen wurde welcher viel zu selten geprüft hat, jetzt ist es in Update. | |
| Di 08.03.2022 | | |
| Ausgeführte Arbeiten | * Datenbank einrichten * Backend Schnittstelle aufsetzten | |
| Ungeplante Arbeiten |  | |
| Erreichte Ziele | * Datenbank eingerichtet | |
| Beanspruchte Hilfestellungen | * Pascal um Hilfe beim SQL-Problem gefragt, dieser hat als Vorschlag gebracht das die Query commit werden sollte, dies war auch richtig. | |
| Aufgetretene Probleme | * Python wollte keine Änderungen an der Datenbank machen. | |
| Reflexion | Es läuft ok. Die Schnittstelle hat viel mehr zeit verbraucht als erwartet, zum Glück habe ich ein bisschen Puffer übriggelassen, also hat es mich nicht zu stark aus dem Konzept gebracht. Die Datenbank war einfach aufzusetzen und ich sollte morgen auch einfach die Verbindung zwischen der App und dem Backend einrichten können. | |
| Mi 09.03.2022 | | |
| Ausgeführte Arbeiten | * Backend Schnittstelle aufsetzten * Backend zu Frontend Anbindung * Unittest Backend | |
| Ungeplante Arbeiten |  | |
| Erreichte Ziele | * Backend Schnittstelle aufgesetzt * Backend zu Frontend Anbindung steht | |
| Beanspruchte Hilfestellungen | * Pascal darum gebeten meinen bisherigen IPA-Bericht durchzulesen und mir eine Rückmeldung zu geben | |
| Aufgetretene Probleme |  | |
| Reflexion | Es läuft wieder mal gut, Ich habe mich dazu entschieden die Backend Anbindung zuerst zu machen, weil das wichtiger ist für dieses Projekt als die Unittests. Dennoch konnte ich heute die Unittests anfangen, bin mir aber nicht sicher, ob ich diese zum Laufen bringe. | |

|  |  |
| --- | --- |
| Do 10.03.2022 | |
| Ausgeführte Arbeiten | * Assets Kreiert * Unittests Backend |
| Ungeplante Arbeiten |  |
| Erreichte Ziele | * Ein paar Assets Kreiert |
| Beanspruchte Hilfestellungen | * Pascal hat mir eine Rückmeldung zu meinem Bericht gegeben. Mir fehlen noch ein paar Grafiken, das Realisierungskonzept ist nicht detailliert genug und bestimmte Kapitel müssen erweitert werden |
| Aufgetretene Probleme |  |
| Reflexion | Es läuft wieder nur Ok. Die Unittest laufen nicht und ich bin mir nicht sicher, wie ich diese Umsetzten kann. Ich habe wenig zeit und verlege diese auf später. Dafür konnte ich sehr gut mit den Assets vorankommen. Ich war schnell genug, um diese bei dem Expertenbesuch vorzustellen. |

# Projekt

## Zusammenfassung

Diese Kurzfassung richtet sich an die fachlich kompetenten Leser mit Fachwissen in der Informatik. Sie soll den Einstieg für das Verständnis dieser Arbeit erleichtern und einen ersten Überblick liefern.

### Ausgangslage

Es soll ein Android Spiel entwickelt werden. In diesem hat der Spieler eine Spielfigur, welche er kontrolliert und mit welcher er versuchen muss Hindernissen auszuweichen während sich die Figur von selben immer weiter nach vorne bewegt. Während des Spieles kriegt der Spieler Punkte basierend darauf, wie lange dieser überlebt hat. Das alles passiert in einer Spielewelt, welche im verlauf des Spiels generiert wird. Neben den Hindernissen kann der Spieler auch «Coins» in der Spielewelt finden, mit diesen kann er später Skins kaufen. Wenn der Spieler mit einem der Hindernisse kollidiert, stirbt dieser und das Spiel ist zu ende. Das Ziel ist es so lange wie möglich zu überleben.

Nach dem Tod des Spielers wird sein Highscore an die REST Schnittstelle geschickt, um diesen in der Datenbank zu speichern. Die gekauften Skins werden ebenfalls in der Datenbank festgehalten. In der App kann seinen Highscore und den Highscore von anderen einsehen.

### Umsetzung

Das Projekt wird in 3 Teile gegliedert. Frontend mit dem Handy Spiel, die Schnittstelle und die Datenbank.

Das Android Spiel wird mit der Game Engine Unity Entwickelt, wobei C# als Sprache benutzt wird. Für die Codebearbeitung wird JetBrains Rider benutzt, da dieser Unity Plugins besitzt. 3D Assets für das Spiel werden in Blender erstellt.

Die Schnittstelle wird mit dem Flask Framework für Python erstellt. Zum Programmieren und Ausführen wird PyCharm benutzt mit der neuesten Python version.

Die Datenbank wird mit SQL auf die beine gestellt. Für die Datenbank und das Modell wird MySql Workbench benutzt.

### Ergebnis

Das Endprodukt besteht aus 3 Teilen. Die Unity App, die Flask Schnittstelle in Python und die MySql Datenbank.

Die Unity App ist ein einfaches SubwaySurfers-artiges Spiel, in dem man Hindernissen ausweichen muss, während man immer schneller wird. Das Spiel versendet SpielDaten wie SpielerNamen, Highscore und Gekaufte Skins an das Backend.

Die Flask Schnittstelle läuft auf einem Laptop im gleichen Netzwerk wie das Spiel. Es konvertiert entweder die Daten die es von der App kriegt zu Queries welche es dann an die Datenbank versendet oder es führt eigene Queries aus um dann die Informationen aus der Datenbank an die App zu senden.

Die Datenbank besteht aus 3 Tabellen ( players, highscores, skins). Hier werden alle Queries die von der Flask Schnittstelle kommen, ausgeführt.

## Informieren

Der erste Teil der IPERKA-Methode ist Informieren. In dieser Phase wird der Auftrag untersucht und die Erkenntnisse ausgewertet. Die wesentlichen Punkte werden so früh wie möglich erkannt und allfällige Fragen geklärt.

### Ziele

Ein Android Spiel mit einer kontinuierlich generierten Welt.

Der Spieler bewegt sich durch die Welt und weicht Hindernissen aus.

Der Spieler kann Springen, Sliden, nach Links und nach rechts ausweichen.

Der Spieler stirbt, wenn er mit einem Hindernis kollidiert.

Der Spieler sammelt einen Coin, wenn er mit einem Coin kollidiert.

Der Spieler sammelt Punkte basierend darauf, wie lange er überlebt hat.

Das Spiel hat 3 Seiten. «Spiel Starten», «Highscore» und «Skins» zwischen dennen man mit einem Menu navigieren kann.

Der Spieler kann Skins mit Coins kaufen.

Die Punkte und Skins werden an ein REST Backend geschickt und in einer Datenbank gespeichert.

Das Backend verfügt über einen Log, worin alle Events und Errors an der REST Schnittstelle sowie Zugriffe auf die Datenbank geloggt werden. Das dazugehörige Logfile soll im Filesystem der Maschine, auf der das Backend und die DB laufen, abgelegt werden.

Die Highscores von anderen Spielern sind im Spiel einsehbar.

### Vorgaben

App:

* Läuft auf einem Android Handy.
* Greift auf Backend im gleichen Netz zu.
* Verfügt über Error-Handling und funktioniert ohne Backend.

Backend:

* Benutzt Python für eine REST Schnittstelle.
* Datenbank speichert alle notwendigen Daten, um die Informationen in den Menüpunkten Highscore und Skins darstellen zu können.
* Enthält ein Logging.
* Läuft zentral auf einem Laptop.

## Planen

Das Planen ist die zweite Phase der IPERKA-Methode. In dieser Phase wird der Zeitplan fertiggestellt und das Testkonzept sowie das Realisierungskonzept erstellt. Das Datenmodell mit den jeweiligen Tabellen und Feldern wird entworfen.

### Realisierungskonzept

Es wird ein neues Unity Projekt, ein Python Projekt und eine MySql Datenbank erstellt.

1. GameManager

Über das gesamte Spiel wird es einen so genannten GameManger geben. Dieser wird ein GameObject sein mit einem GameManager Script welcher, wie der Name schon impliziert, das Spiel Verwalten wird. Hier wird die Generierung der Welt, die Navigation durchs Menu und das Neustarten des Spieles, sobald der Spieler stirbt, gehandhabt.

1. Bewegung

Der Spieler hat die Möglichkeit sich zwischen 3 Bahnen Links und Rechts zu bewegen. Der Spieler kann auch Springen, um über Hindernisse zu kommen und Sliden/Ducken, um unter Hindernissen durch zu kommen.

Den Input des Spielers wird durch den Touchscreen aufgenommen. Wir benutzen das Wischen des Fingers über den Bildschirm, um den Spieler zu kontrollieren. Das machen wir in dem wir die Start- und Endposition des Fingers nehmen und diese vergleichen, um herauszufinden in welche Richtung gewischt wurde. Basierend darauf ändern wir die Position des Spielers.

1. Menu

In Unity gibt es Buttons, diese haben einen OnPress() Event welches beim Drücken des Buttons aktiviert wird. Diese kann man mit Funktionen aus dem GameManager verbinden.

Das Menu würde als UI über dem Spiel angezeigt werden. Während dessen könnte der Hintergrund das eigentliche Spiel anzeigen.

Für das Anzeigen der Skins kann man eine neue Kameraposition einsetzten, mit der Man die 3D Skins ansieht. Beim zurückwechseln zu Menu, wechselt man auch die Kameraposition zu der vom Anfang.

Für die Top 10 Highscores zeigt man vermutlich auch nur UI an, deswegen muss sich die Kameraposition nicht ändern.

1. Sterben

Hier haben wir die Möglichkeit ein OnCollisionEnter() void zu benutzen, welcher aufgerufen wird wenn der eigene Collider mit einem anderem Collider in Berührung kommt. Wir können dann überprüfen womit wir kollidiert sind und falls nötig das Spiel beenden.

Nach dem Tod des Spielers kann eine Methode die Informationen über den Highscore an das backend senden.

Danach kann man das Spiel neustarten oder zurück ins Menu gehen. Hier hat man mehrere Möglichkeiten. Man könnte die Szene neu laden, das würde alles zurücksetzten, dazu müsste man aber das Menu in einer anderen Szene haben, damit man dieses nicht auch zurückgesetzt. Stattdessen könnte man die Welt neugenerieren und die Spieler Position zurücksetzten, beides wird durch eine Funktion im GameManager ausgeführt, um den gleichen Effekt zu erreichen. Diese Methode braucht mehr Code aber ist leichter für das System.

1. Coins & Punkte

Die Punkte werden über zeit hinzugefügt und am Oberen Rand des Bildschirmes angezeigt. Das wird vom GameManager gehandhabt. Die Coins hingegen werden GameObjects sein welche der Spieler finden kann. Sobald der Spieler mit einem Coin kollidiert, wird dieser zu seinen Coins hinzugefügt. Die Anzahl Coins die der Spieler hat werden lokal gespeichert.

1. Skins

Skins sind die 3D Objekt die den Spieler darstellen. Diese können in ihrem eigenen Abteil gekauft und ausgerüstet werden. Die Skins kosten eine bestimmte Anzahl von Coins. Sobald ein Skin gekauft wurde, wird das backend darüber informiert, damit dieses weiss welche Skins schon gekauft wurden.

1. Datenbank

Die Datenbank wird eine einfache MySql Datenbank sein. Diese wird wie im Datenmodell abgebildet implementiert.

1. Backend Schnittstelle

Die Backend Schnittstelle wird mit Python und dem Flask framwork gelöst. Dieses wird

1. Unittest backend

Unittests werden mit der «unittest» Library von Python erstellt.

1. Backend zu Frontend anbindung

Unity wird webrequests an das Python Backend versenden. Das Python Backend wird Sql Queries ausführen, um die Informationen von der Datenbank zu kriegen und schickt diese in Form von Json strings zurück an Unity.

1. Assets

Alle 3D Assets werden in Blender modelliert und dann zu Unity Exportiert.

### Datenmodell

Die Datenbank läuft lokal auf dem Arbeitslaptop des Kandidaten.

Es werden insgesamt 3 Tabellen benötigt, dies sind players, highscores und skins.
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Abbildung 1: Datenbankmodell in MySql Workbench

**Tabellen:**

* players:
  + playerId: INT AI
  + playerName: VARCHAR(45)
  + deviceId: VARCHAR(100)
* skins
  + playerId: INT Foreign Key (players.playerId)
  + skins: VARCHAR(100)
* highscores
  + highscoreId: INT AI
  + playerId: INT Foreign Key (players.playerId)
  + highscore: DECIMAL(10,2)

### Testkonzept

Es wird die Black Box Testingmethode eingesetzt. Dies ist eine Testingmethode welche die Funktionalität einer Anwendung untersucht, ohne in ihre internen Strukturen oder Funktionsweisen einzudringen. So können wir einen klaren Einblick in die Userexperience schaffen.

Die Tests werden auf einem Android Handy durchgeführt. Basierend auf dem Test wird das Backen auf dem Laptop laufen und eine Verbindung mit dem Hotspot des Laptops wird stehen.

|  |  |
| --- | --- |
| Testfall-Nr: | 1 |
| Anforderung: | Erstellen vom User muss funktionieren |
| Beschreibung: | Der Spieler sollte beim ersten Öffnen der App eine Aufforderung erhalten einen Spieler zu erstellen |
| Voraussetzung: | 1. Eine Verbindung zum Backend steht 2. Der Name bleibt nicht leer |
| Erwartetes Resultat: | Ein neuer User wurde in der Datenbank erstellt |

|  |  |
| --- | --- |
| Testfall-Nr: | 2 |
| Anforderung: | Der Spieler kann das Spiel starten. |
| Beschreibung: | Der Spieler soll das Spiel Starten können, wenn er auf den Start-Knopf drückt. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert |
| Erwartetes Resultat: | Das Spiel Startet |

|  |  |
| --- | --- |
| Testfall-Nr: | 3 |
| Anforderung: | Der Spieler kann die Skins einsehen. |
| Beschreibung: | Dem Spieler werden Skins Angezeigt wenn er auf den Skins-Knopf drückt. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert |
| Erwartetes Resultat: | Die Skins werden Angezeigt |

|  |  |
| --- | --- |
| Testfall-Nr: | 4 |
| Anforderung: | Der Spieler kann einen Skin Ausrüsten. |
| Beschreibung: | Der Spieler kann auf den Equip-Knopf drücken um einen Skin auszurüsten. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert 2. Der Spieler besitzt mehrere Skins |
| Erwartetes Resultat: | Der Spieler hat den Skin ausgerüstet |

|  |  |
| --- | --- |
| Testfall-Nr: | 5 |
| Anforderung: | Der Spieler kann einen Skin Kaufen. |
| Beschreibung: | Der Spieler kann auf den Buy-Knopf drücken, um einen Skin zu kaufen. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert 2. Der Spieler hat genug Geld |
| Erwartetes Resultat: | Der Spieler hat den Skin gekauft |

|  |  |
| --- | --- |
| Testfall-Nr: | 6 |
| Anforderung: | Der Spieler kann Highscores einsehen |
| Beschreibung: | Der Spieler kann auf den Highscores-Knopf drücken um sowohl seinen als auch den Highscore von Anderen einsehen. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert 2. Die Verbindung zum Backend Steht 3. Das Backend Läuft |
| Erwartetes Resultat: | Der Spieler kann die Highscores einsehen |

|  |  |
| --- | --- |
| Testfall-Nr: | 7 |
| Anforderung: | Der Spieler kann sich nach Links, Rechts, Oben und Unten Bewegen |
| Beschreibung: | Der Spieler kann in eine Richtung swipen um die Spielfigur in diese Richtung zu bewegen |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert 2. Das Spiel läuft |
| Erwartetes Resultat: | Der Spieler kann sich in alle Richtungen bewegen |

|  |  |
| --- | --- |
| Testfall-Nr: | 8 |
| Anforderung: | Der Spieler kann Punkte verdienen. |
| Beschreibung: | Der Spieler verdient einen Punkt, wenn er ein Hindernis passiert. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert. |
| Erwartetes Resultat: | Der Spieler verdient Punkte für das Passieren von Hindernissen. |

|  |  |
| --- | --- |
| Testfall-Nr: | 9 |
| Anforderung: | Der Spieler kann Sterben. |
| Beschreibung: | Der Spieler soll sterben, wenn er mit einem Hindernis kollidiert. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert. |
| Erwartetes Resultat: | Der Spieler stirbt, wenn er mit einem Hindernis kollidiert. |

|  |  |
| --- | --- |
| Testfall-Nr: | 10 |
| Anforderung: | Der Score soll an das Backend versendet werden. |
| Beschreibung: | Der Score soll beim Tod an das Backend versendet. |
| Voraussetzung: | 1. Der Spieler-Name ist schon definiert. 2. Die Verbindung zum Backend steht. 3. Das Backend läuft |
| Erwartetes Resultat: | Der Score wird versendet. |

## Entscheiden

Das Entscheiden ist die dritte Phase der IPERKA-Methode.

In diese Phase wird entschieden welche Lösungsvarianten am sinnvollsten sind und geprüft, ob sie in dieser Form umgesetzt werden können.

### Varianten

Wie man im Realisierungskonzept gesehen hat, gibt es für einige Ziele, welche über mehrere Lösungsmöglichkeiten verfügen. Wir Schauen uns diese hier an:

**Sterben**

Variante 1: Unser gesamtes Spiel finden in einer Unity Szene statt. Man könnte diese neu laden um alles auf den Anfang zurück zu setzten. Ein Vorteil hier währe das es so gut wie keinen Code brauchen würde, wir müssten einfach die Szene angeben, die geladen werden soll. Es würde auch garantiert alles zurücksetzen inklusive aller Komponenten in dieser Szene. Ein Nachteil wäre, dass das Spiel sich dann verhalten würde als hätten wir es neugestartet, man könnte nicht direkt neustarten, da das Spiel im Menu anfängt.

Variante 2: Diese Variante würde beinhalten das wir eine Funktion schreiben, die versucht alles wieder auf den Anfang zu setzten, das heisst wir müssen verfolgen wo der Spieler startet und was wir bis Ende Spiel generiert haben, um alles wieder löschen zu können. Dies würde viel mehr code brauchen.

**Bewegung**

Variante 1: Unity enthält eine Komponente namens Rigidbody. Diese Komponente kann jedem Objekt Physische Qualitäten verleihen. Den Rigidbody könnten wir ansprechen und mit den richtigen Kräften ihn bewegen. Der Vorteil dieser Lösung ist eine reibungslose Bewegung, mit einer Klaren Beschleunigung. Vor allem in der Vorwärtsbewegung könnte das ein Gefühl von wahrer Geschwindigkeit im Spieler auslösen. Dazu kommt auch die verbesserte Kollisionserkennung, die ein Rigidbody aufweist. Der Nachteil ist das man nur schwer eine kurze und schnelle Bewegung hinkriegt, da ein Rigidbody eine Beschleunigungs- und eine Bremszeit hat.

Variante 2: Komplett ohne neue Komponente kann man die Position eines Unity Objekts einfach direkt manipulieren. Durch ein paar variablen könnte man einfach eine rigidbodyartige Beschleunigung simulieren. Ein Vorteil wäre, dass man keine Unnötigen Physikkalkulation durchführen müsste, die mit dem Rigidbody kommen. Ein anderer wäre eine sehr knackige Bewegung, was vor allem für das Ändern der Bahnen nützlich sein könnte. Ein Nachteil wäre die Kollisionserkennung, welche ohne Rigidbody leiden würde, aber unser Spieler sollte sich nicht zu schnell bewegen als dass das ein wirkliches Problem werden würde.

Variante 3: Als Letztes könnte man eine Hybridlösung anwenden, wobei man die Rechts- & Linksbewegung Statisch mit direkter Manipulation durchführt, die Vorwärtsbewegung hingegen mit Physik durchführt. Das würde am meisten Code brauchen, würde wahrscheinlich aber auch zur besten Spielerfahrung führen. Man hätte dazu auch noch die verbesserte Kollisionserkennung des Rigidbody und zugleich auch die knackige Bahnen Änderung.

**Menu**

Für das Menu können wir zwischen zwei Varianten entscheiden. Entweder wir kreieren eine eigene Szene für das Menu. Das würde sich gut mischen mit der ersten Sterben Variante. Dann könnten wir das Neustarten des Spieles gut umsetzen, jedoch müssten wir alle Menu Optionen zwischen den Szenen übergeben, was mehr Code brauchen würde.

Sonst könnten wir ein Menu in der gleichen Szene erstellen wie das eigentliche Spiel, dazu müssten wir die zweite Sterben Variante benutzen. Ein Vorteil wäre das man keine Szenen neu laden müsste, was wahrscheinlich weniger Leistung brauchen würde, jedoch malwieder mehr Code. Es würde auch einen viel saubereren Übergang zwischen Menu und Spiel machen.

### Entscheid

Beim Sterben habe ich mich dafür entschieden einfach eine Funktion zu konstruieren, da diese es mir einfacher macht das Menu System zu entwickeln für das ich mich entschieden habe.

Bei der Bewegung finde ich das eine Hybridlösung am besten für unsere zwecke passen sollte, da es für eine glatte vorwärts Beschleunigung benutzt werden kann und dennoch einen sehr schnellen und plötzlichen Positionswechsel für die Input des Spielers liefert. Das mach diese Lösung die schwerste zum Umsetzen, aber sie sollte sich durch ein gutes Spielgefühl auszeichnen.

Zu guter Letzt währe da noch das Menu. Hier entscheide ich mich für ein Menu in der gleichen Szene wie das Spiel, da dies zu einem nahtlosen Übergang zwischen Spiel und Menu führen sollte.

## Realisierung

Das Realisieren ist die vierte Phase der IPERKA-Methode.

In dieser Phase wird vor allem die Programmierarbeit dokumentiert.

### Projektumgebung

Wie in der Planung bereits beschrieben wird die App in Unity entwickelt, das Rest backend wird über python konstruiert und die Datenbank wird mit MySql umgesetzt.

In Unity wurde ein Leeres «3D Core» Projekt erstellt. Dieses enthält einen Leeren 3D Raum und keine nicht integrierten Packages.

**Installierte Packages:**

* **Universal Render Pipeline**
* **Post Processing**
* **Visual Effect Graph**
* **Shader Graph**

Alle installierten Packages wurden nur zur Verbesserung der Grafik benutzt.

### Set Up

Das gesamte System besteht aus dem App Frontend, dem Python Backend und der SQL Database. Das Python Backend und die SQL-Datenbank befinden sich beide auf einem Laptop. Der Laptop hat seinen Hotspot eingeschalten. Das Handy verbindet sich mit dem Hotspot des Laptops. Die App greift über das Python Backend auf die DB zu. Dazu hat es im Frontend eine BackendConnector Klasse, welche die anfragen auf das Backend ausführt. Das Python backend führt die passende SQL Query aus und Logged alle Zugriffe auf die Datenbank.

### Bewegung

Die Bewegung wird durch den PlayerController Skript ermöglicht. Der Spieler hat 3 Bahnen, auf denen er sich bewegen kann und auf jeder kann er Springen und Slider. Das heisst das der Spieler insgesamt 9 verschiedene Position einnehmen kann. Aus diesem Grund existieren 9 Leere Objekte, die diese 9 Positionen repräsentieren. Sie bewegen sich mit dem Spieler und werden in einem von 3 «PositionCluster» Structs gespeichert, wo sie dann in einem Array abgelegt werden. Dies ergibt etwas sehr Ähnliches zu einem 2D Array. Die Postitionen werden spezifisch angeordnet abgelegt damit man sich logisch durch diese bewegen kann. Das Spielerobjekt versucht immer eine Zielposition zu erreichen welche einem dieser 9 Positionen entspricht. Der SpielerController hat auch zwei Variablen namens currentVerticalPosition und currentHorizontalPosition mit denen die derzeitige Zielposition im 2D Array ausgelesen und die Zielposition des Spielers verändert werden kann.

Im PlayerController Skript wird überprüft ob und in welche Richtung der Spieler geswiped hat. Dies wird durch eine Kontrolle der Position des Touch Input gemacht, wo dieser Angefangen hat und wo er jetzt ist. Wenn sich die Position genug geändert hat, wird die derzeitige Position des Spielers passend geändert. Die Richtung des swipe wird durch einen einfachen Grössenvergleich der Horizontalen und Vertikalen Bewegung ermittelt.

switch (touch.phase)  
{  
 case TouchPhase.**Began**:  
 firstPosition = touch.position;  
 lastPosition = touch.position;  
 break;  
 case TouchPhase.**Moved**:  
  
 if (!moved)  
 {  
 lastPosition = touch.position;  
  
 if (Mathf.Abs(lastPosition.x - firstPosition.x) + 20 > dragDistance ||  
 Mathf.Abs(lastPosition.y - firstPosition.y) > dragDistance)  
 {  
 moved = true;  
 if (Mathf.Abs(lastPosition.x - firstPosition.x) > Mathf.Abs(lastPosition.y –

firstPosition.y))  
 {  
 if ((lastPosition.x > firstPosition.x))  
 {  
 if (currentHorizontalPosition < horizontalPositions.Length - 1)  
 {  
 currentHorizontalPosition++;  
 }  
 }  
 else  
 {  
 if (currentHorizontalPosition > 0)  
 {  
 currentHorizontalPosition--;  
 }  
 }  
 }  
 else  
 {  
 if (lastPosition.y > firstPosition.y)  
 {  
 if (!isJumping && !isDucking)  
 {  
 StartJump();  
 }  
 }  
 else  
 {  
 if (!isJumping && !isDucking)  
 {  
 StartDucking();  
 }  
 }  
 }  
  
 currentTransform = horizontalPositions[currentHorizontalPosition]  
 .verticalPositions[currentVerticalPosition].transform;  
 }  
 }  
  
 break;  
 case TouchPhase.**Ended**:  
 {  
 moved = false;  
 break;  
 }  
}

PlayerController: CheckInput() funktion

### Game Manager

Der GameManager ist für alles um den Spieler herum zuständig, die Navigation durchs Menu, das Versenden von Daten an das Backend. Dazu hat der GameManager verschiedene Funktionen, die von anderen Systemen angesprochen werden. Hier erkläre ich nur die Funktionen, die nirgendwo sonst benutzt werden.
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Structs

Ein Struct ist eine C++-Datenstruktur, die verwendet werden kann, um Elemente unterschiedlicher Datentypen zusammen zu speichern. In Unserem GameManager haben wir 2 Structs diese sind Obstacle und Tile.

Obstacle:

* Length: Abstand zum nächsten Hindernis.
* obstacleObject: das zu generierende Hindernis.
* exits: Ein Array für die möglichen Durchgänge bei einem Hinderniss.

public struct Obstacle  
{  
 public float **length**;  
 public GameObject **obstacleObject**;  
 public Transform[] **exits**;  
}

GameManager: Obstacle Struct

Tile:

* Length: Abstand zum nächsten Tile.
* tileObject: Die zu generierende Tile.

public struct Tile  
{  
 public float **length**;  
 public GameObject **tileObject**;  
}

GameManager: Tile Struct

Die grösste Funktion, die der GameManager während des Spiels ausführt, ist die Generation der Spielwelt. Er lässt die Bahnen, die Hindernisse und die Coins auf dem weg des Spielers entstehen. Dies Passiert alles durch das Aufrufen der richtigen Funktionen durch den Spieler. Wenn der Spieler ein Hindernis passiert, in dem er den unsichtbaren Box Collider berührt, so wird die Funktion «GenerateRandomObstacle» ausgeführt, wobei eine Zufallszahl generiert wird, welche nicht grösser sein kann als die Anzahl von Hindernissen im Array. Danach wird das Hindernis der mit der Zufallszahl übereinstimmt in der Welt platziert auf den Koordinaten [0, 0, currentGenerationZ]. currentGenerationZ ist die derzeitige Vorwärtsposition des Hindernisses, diese wird dann mit dem Abstand von diesem Hinderniss erweitert. Dazu wird der Score des Spielers auch um 1 erhöht.

public void GenerateRandomObstacle()  
{  
 int i = Random.Range(0, obstacles.Length);  
 GenerateObstacle(i);  
}  
  
public void GenerateObstacle(int i)  
{  
 GameObject x = Instantiate(obstacles[i].obstacleObject,  
 transform.position + Vector3.forward \* currentObstacleGenerationZ, transform.rotation,  
 null);  
 generatedObstacles.Add(x);  
  
 GenerateCoins(i);  
  
 currentObstacleGenerationZ += obstacles[i].length;  
 if (GameStarted)  
 {  
 if (player.GetComponent<PlayerController>().currentHorizontalPosition == 1)  
 {  
 score += 1;  
 }  
  
 score += 1;  
 scoreText.text = score.ToString();  
 }  
}

GameManager: GenerateRandomObstacle() und GenerateObstacle(int i) funktionen.

Wenn der Spieler eine Bahn passiert dann wird «GenerateRandomTile» ausgeführt, wobei es bei den Bahnen genau gleich durchgeführt wird wie bei den Hindernissen, ausser dass der Spieler keinen Score dazu kriegt.

public void GenerateRandomTile()  
{  
 int i = Random.Range(0, tiles.Length);  
 GenerateTile(i);  
}  
  
private void GenerateTile(int i)  
{  
 GameObject x = Instantiate(tiles[i].tileObject,  
 transform.position + Vector3.forward \* currentTileGenerationZ, transform.rotation,  
 null);  
 generatedTiles.Add(x);  
 currentTileGenerationZ += tiles[i].length;  
}

GameManager: GenerateRandomTile() und GenerateTile(int i) funktionen

Bei den Coins wird es wieder komplizierter. Die Coins werden immer mit den Hindernissen generiert. Der GenerateCoins funktion wird das derzeitig generierte Hindernis übergeben. Die Anzahl der Coins die generiert werden sollen wird ausgerechnet mit:

[Anzahl Coins] = [Die Länge des übergebenen Hindernisses] / [Abstand zwischen Coins]

Die Position der Coins wird herausgefunden in dem man einen zufälligen Eingang des derzeitigen Hindernisses nimmt und einen Zufälligen Ausgang des vorherigen Hindernisses nimmt und dessen Positionen vergleicht. Wenn der vertikale Abstand zwischen ihnen kleiner als oder gleich zu 1 ist, dann werden 2 Linien von Coins generiert mit ½ der zu generierenden Coins auf einer Linie was c.a. ½ der eigentlichen Länge des übergebenen Hindernisses entspricht. Wenn der Abstand grösser ist, dann werden 3 Linien mit ⅓ der Coins generiert. Danach wird das übergebene Hindernis und der zufällige Eingang als letzter Eingang gespeichert.

private void GenerateCoins(int currentObstacle)  
{  
 int amountOfCoins = (int) (obstacles[currentObstacle].length / coinDistance);  
 if (generatedObstacles.Count > 2)  
 {  
 if (lastExit == null)  
 {  
 lastExit = obstacles[lastObstacle].exits[Random.Range(0,

obstacles[lastObstacle].exits.Length)];  
 }  
  
 Transform currentExit = obstacles[currentObstacle]  
 .exits[Random.Range(0, obstacles[currentObstacle].exits.Length)];  
 if (1 <= Mathf.Abs(lastExit.position.y - currentExit.position.y))  
 {  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 2; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(lastExit.position.x, lastExit.position.y,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +  
 coinDistance \* currentCoin), transform.rotation, null));  
 }  
  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 2; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(currentExit.position.x, currentExit.position.y,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +  
 coinDistance \* (currentCoin + amountOfCoins / 2)),transform.rotation, null));  
 }  
 }  
 else  
 {  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 3; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(lastExit.position.x, lastExit.position.y,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +

coinDistance \* currentCoin),transform.rotation, null));  
 }  
  
 if (1 < Mathf.Abs(lastExit.position.x - currentExit.position.x))  
 {  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 3; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(lastExit.position.x, lastExit.position.y,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +  
 coinDistance \* (currentCoin + amountOfCoins / 3)), transform.rotation, null));  
 }  
 }  
 else  
 {  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 3; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(lastExit.position.x,  
 player.GetComponent<PlayerController>().startPosition.y + 1.5f,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +  
 coinDistance \* (currentCoin + amountOfCoins / 3)), transform.rotation, null));  
 }  
 }  
  
 for (int currentCoin = 0; currentCoin < amountOfCoins / 3 + 1; currentCoin++)  
 {  
 generatedCoins.Add(Instantiate(coin,  
 new Vector3(currentExit.position.x, currentExit.position.y,  
 (currentObstacleGenerationZ - obstacles[lastObstacle].length) +  
 coinDistance \* (currentCoin + (amountOfCoins / 3) \* 2)), transform.rotation, null));  
 }  
 }  
  
 lastExit = currentExit;  
 }  
  
 lastObstacle = currentObstacle;  
}

GameManager: GenerateCoins(int currentObstacle) funktion.¨

### Menu

Das Menu System wird vor allem durch die Unity Buttons gesteuert. Diese haben ein «OnClick» Event welche verschiedenen Funktionen aus dem GameManager ausführen.

![](data:image/png;base64,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)

Das Navigieren durch das Menu, wird durch das Aktivieren und Deaktivieren von UI Objekten ermöglicht. Durch das Menu wird auch das Spiel gestartet und die Highscores aufgerufen.

Das Menu enthält auch eine Login-Seite, welche aufgeht, wenn der Spielername nicht in den PlayerPrefs gesetzt ist. Der Spieler wird aufgefordert einen Namen einzugeben und dieser wird dann an das Backend mit der DeviceId an das Backend versendet.

### Sterben

Der Spieler stirbt, wenn er mit einem Hindernis kollidiert. Der Check, ob der Spieler kollidiert passiert im Spieler-Objekt. Wenn die «OnCollisionEnter» Funktion des Spielers aufgerufen wird. So überprüft der Spieler, ob er mit einem Objekt kollidiert, ist was einen «Obstacle» tag draufhatte. Wenn das so ist, wird die «Die» Funktion aufgerufen.

private void OnCollisionEnter(Collision collision)  
{  
 if (collision.gameObject.CompareTag("Obstacle"))  
 {  
 Die();  
 Debug.Log(collision.gameObject.transform.position);  
 }  
}

PlayerController: OnCollisionEnter(Collision collision) funktion

In der «Die» Funktion wird die Position und Zielposition des Spielers auf die Zentrale Position gesetzt, das Spielerobjekt deaktiviert und die «GameEnd» Funktion des GameManagers aufgerufen.

private void Die()  
{  
 gm.GameEnd();  
 GameObject currentExplosion =  
 Instantiate(explosionObject, playerTransform.position, playerTransform.rotation, null);  
 Destroy(currentExplosion, 10);  
 playerTransform.position = horizontalPositions[1].verticalPositions[1].transform.position;  
 currentTransform = horizontalPositions[1].verticalPositions[1].transform;  
 transform.position = startPosition;  
 currentHorizontalPosition = 1;  
 currentVerticalPosition = 1;  
 gameObject.SetActive(false);  
}

PlayerController: Die() funktion

Die GameEnd funktion im GameManager speichert die gesammelten Coins, Aktiviert das GameOver UI, setzt eine neue Position für die Kamera und verschickt den Highscore an das Backend.

### Coins

Die Coins werden als Objekte in der Spielwelt generiert (Siehe Game Manager). Wenn der Spieler mit einem der Coins kollidiert, so wird dies dem GameManager übergeben und diese fügt eine Anzahl von Coins zu der Gesamtanzahl von Coins hinzu. Dazu wird auch ein kleines Partikeleffekt instanziiert.

public void Pop()  
{  
 gm.AddCoins(value);  
 GameObject currentDeath=Instantiate(death, transform.position, transform.rotation, null);  
 Destroy(currentDeath, 2);  
 Destroy(gameObject);  
}

Die Anzahl der gesammelten Coins wird am Ende des Spiels angezeigt und zu der gesamten Anzahl Coins die der Spieler besitzt, hinzugefügt. Am ende von jeder Runde werden die Coins auch lokal in den PlayerPrefs gespeichert.

### Score

Der Score ist die Punktezahl, die der Spieler erreicht hat. Der Spieler kriegt einen Punkt für jedes Hindernis, welches er überwältigt. Diese werden am Ende des Spieles angezeigt und an das Backend versendet.

public void GameEnd()  
{  
 allCoins += currentCoins;  
 PlayerPrefs.SetInt("Coins", allCoins);  
 Destroy(cameraDeathPosition);  
 cameraDeathPosition = new GameObject();  
 var dathPos = cameraDeathPosition.transform.position;  
 dathPos = camera.currentCameraPosition.transform.position;  
 cameraDeathPosition.transform.rotation = camera.currentCameraPosition.transform.rotation;  
 dathPos = new Vector3(dathPos.x, dathPos.y, dathPos.z - 5);  
 cameraDeathPosition.transform.position = dathPos;  
 camera.currentCameraPosition = cameraDeathPosition;  
 gameOverUi.SetActive(true);  
 coinText.text = currentCoins.ToString();  
 if (GameStarted)  
 {  
 camera.Shake(-1, 0.3f);  
 }  
 SetNewHighscore(score);  
}

### Skins

Skins sind in unserem Spiel die 3D Modelle, die unseren Spieler darstellen. Diese werden mit dem Spiel heruntergeladen und sind nur lokal verfügbar. Die Skin Objekte werden mit einem SkinObjectController ausgestattet. Die SkinObjectController werden in einem Array im SkinController gespeichert. Der Spieler kann sich Skins kaufen mit den Coins die er während des Spieles sammelt. Wenn der Spieler einen Skin kauft, so wird das in den PlayerPrefs mit Keys und im Backend mit einem JsonBooleanArray festgehalten. Der SkinsController enthält ein Boolean Array, welcher die gleiche länge hat wie die Anzahl Skins. Wenn der Boolean auf True ist so besitzt der Spieler den Skin, welcher auf der gleichen Position in seinem Array sitzt. Wenn nicht, dann muss sich der Spieler den Skin zuerst Kaufen für den Preis, welcher im SkinObjectController definiert ist.

public class **SkinObjectController** : MonoBehaviour  
{  
 public GameObject **skin**;  
 public int **price**;

void **Update**()  
 {  
 skin.transform.Rotate(new Vector3(0, 30 \* Time.deltaTime, 0));  
 }  
}

SkinObjectController: Klasse SkinObjectController

### Datenbank

Die Datenbank befindet sich auf einem Laptop. Auf die Datenbank wird über ein Python Rest Interface zugegriffen (für Datenmodell siehe Datenmodell).

### Backend Schnittstelle

Die Backend Schnittstelle wurde mit dem Flask Framwork für Python umgesetzt. Dieses Backend hat 4 Pfade, die man ansprechen kann.

**Pfade:**

* /createNewPlayer/<playerName>/<deviceId>
  + Fügt einen neuen Spieler in die Datenbank hinzu und gibt einen String zurück
  + Die deviceId wird benutzt um den Spieler zu finden
  + Bei einem Fehler gibt es einen Error String zurück
* /setNewHighscore/<deviceId>/<highscore>
  + Fügt einen neuen Highscore in die Datenbank hinzu und gibt einen String zurück
  + Die deviceId wird benutzt um den Spieler zu finden
  + Bei einem Fehler gibt es einen Error String zurück
* /getHighscores
  + Gibt die top 100 Highscores in einem Json-String zurück
  + Bei einem Fehler gibt es einen Error String zurück
* /skins/<deviceId>/<skins>
  + Fügt ein oder ändert den Skins Json-String in der Datenbank
  + Bei einem Fehler gibt es einen Error String zurück

Die Schnittstelle kommuniziert mit der Datenbank auf dem geglichen gerät. Es benutzt die mysql-connector-python Library um sich mit der MySql Datenbank zu verbinden.

### Backend zu Frontend Anbindung

Die Anbindung an das Backend wird von der BackendConnector Klasse geregelt. Diese führt WebRequests aus mit denen es das Python Backend erreichen versucht. Falls dies nicht klappt, wird ein Error geloggt. Das Spiel wird nicht unterbrochen und der Spieler merkt so gut wie nicht davon.

# Glossar

|  |  |
| --- | --- |
| Begriff | Erklärung |
| Unity | Ein Tool zum Entwickeln von Spielen oder auch eine Game Engine genannt. In diesem Projekt wird vor allem in Unity gearbeitet, um das Spiel zu entwickeln. |
| Blender | Blender ist ein 3D-Computergrafik-Software-Toolset, dass in unserem Fall zum Erstellen von 3D Modellen verwendet wird. |
| Szene | Ein 3D Raum welcher GameObjects enthält. |
| GameObject | Basisklasse für alle GameObjects (3D Objekte in der Szene) in Unity-Szenen. |
| Komponente | Basisklasse für alles, was an GameObjects angehängt ist und angehängt wird. |
| Rigidbody | Rigidbody ist eine Komponente. Durch das Hinzufügen einer Rigidbody-Komponente zu einem Objekt wird seine Bewegung unter die Kontrolle der Physik-Engine von Unity gestellt. Auch ohne Hinzufügen von Code wird ein Rigidbody-Objekt durch die Schwerkraft nach unten gezogen und reagiert auf Kollisionen mit ankommenden Objekten, wenn auch die richtige Collider-Komponente vorhanden ist. |
| Collider | Collider-Komponenten definieren die Form und Grösse eines Objekts für physikalische Kollisionen. Man benutzt verschiedene Collider basierend auf Form (Box Collider, Sphere Collider…). Dabei ist wichtig zu erwähnen das ein Mesh Collider die genaue Form des Meshes vom GameObjekt annimmt an dem es angeschlossen ist. |
| Mesh | Die Grafische Darstellung des Objektes. Ein 3D Model. |
| OnCollisionEnter | Eine Unity funktion die aufgerufen wird wenn das Objekt auf dem dieses |
| Tag | Ein Tag ist ein Referenzwort, das man einem oder mehreren GameObjects zuweisen kann. |
| Unity Button | Ein UI Objekt von Unity welches beim drücken einen Event ausführen kann. |
| PlayerPrefs | „PlayerPrefs“ ist eine Klasse, die Spielereinstellungen zwischen Spielsitzungen speichert. Es kann String-, Float- und Integer-Werte in der Plattformregistrierung des Benutzers speichern. |