### Лекция 7.

1. Трехзначная логика.
2. Работа с NULL.
3. Использование агрегатных функций: AVG, SUM, COUNT, MAX, MIN и т.д. с NULL значениями.
4. LEFT JOIN, FULL JOIN.
5. Объединение таблиц: UNION

**Практика:**

* Написание запросов с использованием агрегатных функций. Агрегатные функции и NULL.
* Агрегация статистики из 2-х таблиц. Замена UNION на LEFT JOIN

Дом.задание:

1. *Подумать, как при помощи LEFT JOIN и NULL получать разность двух таблиц.*

**Присылаемое ДЗ:**

Домашние задания находятся в архиве на сайте. Домашнее задание включает в себя аналитическую задачу и пакет запросов.

Решения и вопросы по задаче следует присылать на адрес nixlab@nix.ru с заголовком "Парадигмы: задача 3 (4)", в теле письма указать ФИО, группу.

Контрольная пройдет 01.12.16 в 18:00 в 115 КПМ.

**Лекция 7.**

***Использование NULL:***

Для описания отсутствующих (либо неприемлимых) данных в БД используется общий тип данных NULL. С NULL-значениями следует обращаться аккуратно, потому что при неправильном их использовании итог расчетов может оказаться абсолютно неверным.

Обычно NULL-значениями в таблицах бывают еще незаполненные данные, которые в последствии планируется заменить на реальные значения. Пробел, ноль, или еще какая-либо пометка поля, в котором предполагалось нахождение неизвестного значения, не трактуется БД как неизвестное (пустое) значение, так как простановкой символа в поле пользователь как раз определяет значение поля (соответственно Ноль или пробел).

Примером использования NULL-значений в таблицах:

Завели новый товар в таблице товаров, но, например, взвесить (измерить, назначить цену) не успели.

Строки: (Товар Масса)

Мышка 0

и

Мышка NULL

различны, так как в первой строке значение массы определено и равно 0, а во второй строке значение массы не определено и соответственно неизвестно, равно 0 или не равно 0.

***Как сравнивать NULL - значения:*** К NULL - значениям неприменимы обычные операции сравнения. Кроме того, для корректной работы с NULL необходима трехзначная логика. Приведем таблицы истинности для операторов Not, True, False.

Для оператора Not:

|  |  |
| --- | --- |
| X | Not X |
| True | False |
| False | True |
| NULL | NULL |

Для оператора AND:

|  |  |  |  |
| --- | --- | --- | --- |
| AND | TRUE | FALSE | NULL |
| TRUE | TRUE | FALSE | NULL |
| FALSE | FALSE | FALSE | FALSE |
| NULL | NULL | FALSE | NULL |

Для оператора OR:

|  |  |  |  |
| --- | --- | --- | --- |
| OR | TRUE | FALSE | NULL |
| TRUE | TRUE | TRUE | TRUE |
| FALSE | TRUE | FALSE | NULL |
| NULL | TRUE | NULL | NULL |

Есть таблица “Номенклатура”:

|  |  |  |
| --- | --- | --- |
| Артикул | Наименование | Масса |
| 1 | Мышка | 0.02 |
| 2 | Монитор | 5 |
| 3 | Системный блок | 3 |
| 4 | Клавиатура | NULL |
| 5 | Видеокарта | 1 |

Запрос:

SELECT \*

FROM Номенклатура

WHERE Масса = 1

Выведет строки:

|  |  |  |
| --- | --- | --- |
| 5 | Видеокарта | 1 |

Запрос:

SELECT \*

FROM Номенклатура

WHERE Масса <> 1

|  |  |  |
| --- | --- | --- |
| 1 | Мышка | 0.02 |
| 2 | Монитор | 5 |
| 3 | Системный блок | 3 |

Таким образом, видим, что двузначная логика, где масса либо равна, либо не равна конкретному значению, в данном случае неприменима, так как про значение NULL мы не знаем, равно оно или не равно оно конкретному значению.

Для вывода строк с NULL – значениями используется оператор IS c ключевым словом NULL:

SELECT \*

FROM Номенклатура

WHERE Масса is NULL

|  |  |  |
| --- | --- | --- |
| 4 | Клавиатура |  |

Для вывода строк с известным значением поля:

SELECT \*

FROM Номенклатура

WHERE Масса is NOT NULL

Таблица истинности для IS NULL/IS NOT NULL:

|  |  |  |
| --- | --- | --- |
| X | IS NULL | IS NOT NULL |
| TRUE | FALSE | TRUE |
| FALSE | FALSE | TRUE |
| NULL | TRUE | FALSE |

**Что будет, если использовать оператор сравнения с NULL значениями:**

По умолчанию (ISO standard SET ANSI\_NULLS ON) если в запросе прописано условие WHERE column\_name = NULL возвращается 0 строк, даже есть в column\_name есть NULL значения, аналогично, если прописано условие WHERE column\_name <> NULL возвращается 0 строк, даже если есть неNULL значения.

При соединении по полям, содержащим NULL, NULL-значения не выводятся. При этом при сортировке, группировке и distinct NULL значения считаются одинаковыми.

DECLARE @T TABLE (id int, val int)

INSERT INTO @T

VALUES (1, NULL), (2, 1), (3, 2), (4, NULL)

SELECT \*

FROM @T T1 INNER JOIN @T T2 ON T1.val = T2.val

SELECT distinct val

FROM @T

Подробнее:

ms-help://MS.SQLCC.v10/MS.SQLSVR.v10.en/s10de\_6tsql/html/aae263ef-a3c7-4dae-80c2-cc901e48c755.htm

**Пример**

Что выведет запрос?

SELECT \*

FROM Номенклатура

WHERE Масса NOT IN (1 , 2 , NULL)

***Использование агрегатных функций с NULL.***

Агрегатные функции игнорируют NULL-значения.

То есть запрос:

SELECT Sum(Масса)

FROM Номенклатура

Выдаст: 9,02 , хотя, масса для клавиатуры не определена, и, казалось бы, итоговая сумма должна была бы принять значение NULL.

PS:

Если написать запрос с группировкой:

SELECT Артикул, Sum(Масса) as Масса

FROM Номенклатура

GROUP BY Артикул

То результатом выполнения такого запроса будет:

|  |  |
| --- | --- |
| Артикул | Масса |
| 1 | 0.02 |
| 2 | 5 |
| 3 | 3 |
| 4 |  |
| 5 | 1 |

То есть SUM(NULL) = NULL.

Аналогично, для функций AVG и COUNT

SELECT AVG(Масса)

FROM Номенклатура

Ответ: 2.255

SELECT COUNT(Масса)

FROM Номенклатура

Ответ: 4

В тоже время:

SELECT COUNT(Артикул)

FROM Номенклатура

Даст ответ: 5

Таким образом, если в каком-то запросе требуется пересчитать количество строк в таблице (в подзапросе), следует иметь в виду такую особенность агрегатных функций.

Для того чтобы не задаваться вопросом, есть в поле NULL-значения или нет, можно использовать агрегатную функцию COUNT (\*), которая будет применяться в отличие от обычного COUNT ко всей строке, а не к отдельному полю.

Запрос

SELECT COUNT(\*)

FROM Номенклатура

также даст ответ 5.

***При этом группировка по NULL-значениям производится.***

То есть:

SELECT Масса, count(Артикул)

FROM Номенклатура

GROUP BY Масса

Выведет:

|  |  |
| --- | --- |
| Масса | Count-Артикул |
|  | 1 |
| 0.02 | 1 |
| 1 | 1 |
| 3 | 1 |
| 5 | 1 |

**Функции для работы с NULL-значениями:**

IsNULL() – T-SQL

Coalesce() – T-SQL

Nz() – Access

ifNULL - MySQL

**Соединения таблиц (продолжение)**

LEFT JOIN (левое соединение):

Синтаксис:

SELECT A.\*, B.\* (указывать атрибуты для вывода)

FROM A LEFT JOIN B ON A.поле = B.поле

Левое соединение таблиц А и В включает в себя все строки из таблицы А и те строки из правой таблицы В, для которых обнаружено совпадение. Для строк из таблицы А, для которых не найдено соответствия в таблице В, в поля, извлекаемые из таблицы В, проставляются значения NULL.

В QBE визуально представляется стрелкой от левой таблицы к правой. Создается при выборе параметров соединения в QBE.

**RIGHT JOIN (правое соединение)**

Синтаксис:

SELECT A.\*, B.\* (указывать атрибуты для вывода)

FROM A RIGHT JOIN B ON A.поле = B.поле

Правое соединение таблиц А и В включает в себя все строки из таблицы В и те строки из левой таблицы А, для которых обнаружено совпадение. Для строк из таблицы В, для которых не найдено соответствия в таблице А, в поля, извлекаемые из таблицы А, проставляются значения NULL.

В QBE визуально представляется стрелкой от правой таблицы к левой.

![](data:image/png;base64,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)

**Пример:**

Документы и Покупатели:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **ндок** | **Покупатель\_ID** |  | **ID** | **Покупатель** |
| 1 | 10 |  | 10 | Иванов |
| 2 | 11 |  | 15 | Сидоров |

SELECT \*

FROM Документы LEFT JOIN Покупатели ON

Документы.Покупатель\_ID = Покупатели.ID

|  |  |  |  |
| --- | --- | --- | --- |
| **ндок** | **Покупатель\_ID** | **ID** | **Покупатель** |
| 1 | 10 | 10 | Иванов |
| 2 | 11 |  |  |

Вопрос: Проверьте, что будет, если написать условие WHERE Покупатель.ID > 5 ? Почему?

**Примечание:**

1. Все замечания для INNER JOIN справедливы и для LEFT и RIGHT.
2. При соединении нескольких таблиц с помощью различных типов соединений нужно помнить, что операции LEFT JOIN и RIGHT JOIN могут быть вложены в INNER JOIN, но операция INNER JOIN не может быть вложена в RIGHT или LEFT JOIN.

**Пример 2:**

Посмотрите на результаты работы запросов и подумайте, всё ли понятно.

DECLARE @A TABLE (id int)

INSERT INTO @A VALUES (1), (2)

DECLARE @B TABLE (id int)

INSERT INTO @B VALUES (1), (3)

SELECT \*

FROM @A A LEFT JOIN @B B ON

A.id = B.id

SELECT \*

FROM @A A LEFT JOIN @B B ON

A.id = B.id AND

A.id = 2

SELECT \*

FROM @A A LEFT JOIN @B B ON

A.id = B.id

WHERE A.id = 2

**Пример 3:**

Подумайте, как получить разницу между 2-мя таблицами?

Например, разница между таблицами А и Б в примере 2 будет id = 2.

SELECT A.id

FROM @A A LEFT JOIN @B B ON

A.id = B.id

WHERE B.id is NULL

**Пример 4:**

Что будет результатом следующего запроса:

SELECT \*

FROM A LEFT JOIN B ON

A.id = B.id

На таблицах:

|  |  |  |
| --- | --- | --- |
| **A** |  | **B** |
| **id** |  | **id** |
| 1 |  | 1 |
| 1 |  | 1 |
| 2 |  | 3 |

**Объединение таблиц (или запросов):**

Объединение множеств А и В – множество элементов, каждый из которых принадлежит либо одному из множеств, либо им обоим одновременно. Для таблиц справедливо следующее: множество строк, каждая из которых принадлежит либо одной из таблиц, либо им обеим.

Отсюда получаем требования на объединяемые таблицы:

* + - одинаковое количество соединяемых атрибутов;
    - одинаковые типы данных в соединяемых столбцах (i - й столбец первой таблицы такого же типа, что и i - й столбец второй таблицы).

**Синтаксис:**

SELECT поле1, поле2…, полеN

FROM А

WHERE …

UNION

SELECT поле1, поле2…, полеN

FROM B

WHERE …

Особенностью UNION является то, что при использовании UNION нет дублирующихся строк в выводе. То есть на выходе UNION дает уникальные строки, несмотря на то, что строки могли дублироваться в любом из запросов, либо одна строка выводится и из первого, и из второго.

Если все-таки на выходе хочется иметь дублирующиеся строки, то следует использовать UNION ALL.

Кроме того, учитывать то, что UNION “убивает” индексы в таблицах.

**UNION:**

1. Объединение таблиц из Архива с таблицами из неархива.

2. Пример подсчета оборота по месяцам с учетом аннулирования документов.

Пример:

В Вашей схеме документооборота можно аннулировать документы, в случае, если покупатель отказался от покупки.

Например, 20.10 Покупатель Иванов купил товар за 5000 руб, 21.10.16 Иванов вернулся с претензиями, документ от 20.10 был аннулирован (товар и деньги возвращены) и введен новый (например, с новым товаром) на сумму 2000 руб.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ндок | Дата | Покупатель | Сумма | Аннулирован | аДата |
| 1 | 20.10.16 | Иванов | 5000 | True | 21.10.16 |
| 2 | 21.10.16 | Иванов | 2000 | False |  |

Таким образом, выручка Вашего магазина по дням (денег в кассе на конец дня) должна быть равна:

|  |  |
| --- | --- |
| Дата | Оборот, руб |
| 20.10.16 | 5000 |
| 21.10.16 | -3000 |

Требуется написать запрос, который по дням будет правильно вычислять обороты (чтобы при запуске запроса на следующий день, обороты за предыдущие дни не менялись).

**Пример 5:**

**Пример составления сводных отчетов:**

Постановка: Есть две таблицы, в каждой из которых по покупателям известно, что они купили и что вернули через брак. При этом если покупатель ничего не покупал. То упоминания о нем в таблице Продажи не будет, и если покупатель ничего не сдавал в брак, то упоминания в таблице Брак так же не будет. Нужно написать запрос, который по каждому покупателю покажет его обороты: закупочный и оборот брака.

SELECT Покупатель, sum(Отпущено), sum(Брак)

FROM (

SELECT Покупатель, sum(Колво) as Отпущено, 0 as Брак

FROM Продажи

GROUP BY Покупатель

UNION

SELECT Покупатель, 0, sum(Колво)

FROM Брак

GROUP BY Покупатель

) T

GROUP BY Покупатель

Запрос можно написать без использования UNION, учитывая то, что у нас есть также отдельная таблица с покупателями.

Переписать запрос (из union (пример составления агрегированных отчетов)), без использования UNION, учитывая то, что имеется таблица со всеми покупателями.

SELECT Покупатели.Покупатель, isNULL(Отпущено, 0) Продажи, isNULL(Брак, 0) Брак

FROM Покупатели

LEFT JOIN

(

SELECT Покупатель, sum(Колво) as Отпущено

FROM Продажи

GROUP BY Покупатель

) as Продажи ON Покупатели.Покупатель = Продажи.Покупатель

LEFT JOIN

(

SELECT Покупатель, sum(Колво) as Брак

FROM Брак

GROUP BY Покупатель

) as Брак ON Покупатели.Покупатель = Брак.Покупатель
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