# Lab 4

## Overview

## This lab work is dedicated to the implementation of the Mesh Editor based on the MVO pattern. After implementing this Lab work, Mesh Editor will allow to load, save, delete face and display mesh using various settings of camera and viewport.

## Objective

1. To implement *saveModel/loadModel* functions that imports/exports .DAE to/from **Model** class
2. To implement **View** that uses **Viewport** and **Camera** from the Lab work 2:
   1. Implement **Application** class that manages **View** and **IRenderSystem** implemented in the Lab work 3
   2. Implement **Operator** class and add operators for the functions in the **Camera** and **Viewport** classes. The list of functions is listed below:

|  |  |
| --- | --- |
| Command | Key |
| A user presses the V key and a separate window displaying a model appears | V |
| Pressing the S key a user saves the result in DAE file (initial name + modified). | S |
| Front View | F1 |
| Rear View | F2 |
| Right View | F3 |
| Left View | F4 |
| Top View | F5 |
| Bottom View | F6 |
| Isometric View | F7 |
| Parallel Projection | F8 |
| Zoom to Fit | F9 |

1. Implement **DeleteFaceOperator**. *This problem is put in a separate item because it describes the problem of Collision Detection*

## Infrastructure

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **.** | **MeshEditor** | **GLRenderSystem** | **HalfEdge** | **Interfaces** | **ThirdParty** |
| MeshEditor  GLRenderSystem  HalfEdge  Interfaces  ThirdParty  MeshEditor.sln | **Application.h**  **Application.cpp**  **View.h**  **View.cpp**  **FilterValue.h**  **Contact.h**  **ColladaParser.h**  **ColladaParser.cpp**  **TrackBall.h**  **TrackBall.cpp**  **Pan.h**  **Pan.cpp**  **Node.h**  **Node.cpp**  **Model.h**  **Model.cpp**  Camera.h  Camera.cpp  Viewport.h  Viewport.cpp  Mesh.h  Mesh.cpp  DynamicLibrary.h  DynamicLibrary.cpp  main.cpp  MeshEditor.vcxproj | GLRenderSystem.h  GLRenderSystem.cpp  GLWindow.h  GLWindow.cpp  Exports.h  Exports.cpp  glad.h  glad.c  khrplatform.h  GLRenderSystem.vcxproj | HalfEdge.h  HalfEdge.cpp  HalfEdge.vcxproj | IWindow.h  IRenderSystem.h | **tinyxml2**  glm  glfw |

## Dependencies

## Add **tinyxml2** library which is needed for parsing COLLADA \*.dae files.

## Task 1

Start lab work by writing *loadModel* and *saveModel* methods. Note, that *loadModel* returns **unique\_ptr**. Thus, it is not necessary to manage lifetime of the result **Model** explicitly. In case of an error loading return **nullptr**.

Note that each COLLADA file may contain multiple mesh objects; more generally, a COLLADA file describes a scene graph that is a hierarchical representation of all objects in the scene (meshes, cameras, lights, etc.), as well as their coordinate transformations.

|  |  |
| --- | --- |
| COLLADAParser.h | MeshEditor |
| #include <string>  #include "Model.h"  std::unique\_ptr<Model> loadModel(const std::string& filename);  void saveModel(const Model& model, const std::string& filename); | |

**Model** is a tree node, which is built according to the loaded \*.dae file. Each **Node** stores a **Mesh**, a relative matrix transformation and the list of pointers to other **Node**s.

|  |  |
| --- | --- |
| Model.h | MeshEditor |
| #include "Node.h"  class Model  {  public:  Model();  void attachNode(std::unique\_ptr<Node> node);  const std::vector<std::unique\_ptr<Node>>& getNodes() const;  private:  std::vector<std::unique\_ptr<Node>> nodes;  }; | |

A **Node** is a *tree node* which contains a **Mesh** and its transformation into the scene, as well as the list of child elements and the pointer to the parent node.

*calcAbsoluteTransform* calculates absolute transformation matrix of the **Node** by applying all parents’ transformations recursively up by hierarchy.

*attachNode* adds *newNode* to the children list by moving input variable. It requires that *newNode* doesn’t have a parent. If this requirement is violated, then throw the *logic\_error* exception.

*deleteFromParent* pop back element from parent’s child list and deletes it. Don’t use pointer after calling this function.

*applyRelativeTransform* multiplies current relative transform by the input matrix. It is useful for some incremental changes to the transformation matrix.

|  |  |
| --- | --- |
| Node.h | MeshEditor |
| #include <string>  #include <memory>  #include <glm/glm.hpp>  #include "Mesh.h"  class Node  {  public:  Node();  virtual ~Node();  void setName(const std::string& inName);  const std::string& getName() const;  void attachMesh(std::unique\_ptr<Mesh> inMesh);  Mesh\* getMesh() const;  void setParent(Node\* inParent);  Node\* getParent() const;  void setRelativeTransform(const glm::mat4& trf);  const glm::mat4& getRelativeTransform() const;  void applyRelativeTransform(const glm::mat4& trf);  const std::vector<std::unique\_ptr<Node>>& getChildren() const;    glm::mat4 calcAbsoluteTransform() const;  void attachNode(std::unique\_ptr<Node> newNode);  void deleteFromParent();  private:  // TODO  }; | |

Note that for the relations **point to, BUT does not own**, a pointer (\*) is used. Hence, in this case a parent points to the **Node**, but does not own it.

For relations **owns and point to** **std::unique\_ptr<T>** is used.

### COLLADA Format

COLLADA is a XML specification (schema) that stores information about models, materials, scenes, cameras, lights, etc. This information is then transferable between different 3D applications. The specification is designed in such a way to accommodate most of the mainstream 3D development tools. As a starting point to support COLLADA, it is necessary to implement only a subset of the [COLLADA Release 1.4.1](#COLLADASpec) specification during this Lab work. The portion of the specification that will be implemented is concerned with the geometric information of models.

![http://www.real3dtutorials.com/images/img00095.png](data:image/png;base64,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)

The 3D cube model above is described by the COLLADA XML given below.

|  |
| --- |
| <collada>    <library\_geometries>      <geometry id="Cube-mesh">        <mesh>          <source id="Cube-mesh-positions">            <float\_array id="Cube-mesh-positions-array" count="24">              1 1 -1 1 -1 -1 -1 -1 -1 -1 1 -1 1 1 1 1 -1 1 -1 -1 1 -1 1 1            </float\_array>          </source>          <vertices id="Cube-mesh-vertices">            <input semantic="POSITION" source="#Cube-mesh-positions" />          </vertices>          <polylist material="Material1" count="6">            <input semantic="VERTEX" source="#Cube-mesh-vertices" offset="0"/>            <vcount>4 4 4 4 4 4 </vcount>            <p>0 1 2 3 4 7 6 5 0 4 5 1 1 5 6 2 2 6 7 3 4 0 3 7</p>          </polylist>        </mesh>      </geometry>    </library\_geometries>    <library\_visual\_scenes>      <visual\_scene id="Scene" name="Scene">        <node id="Cube" type="NODE">          <instance\_geometry url="#Cube-mesh"></instance\_geometry>  <translate>32 42 16</translate>        </node>      </visual\_scene>    </library\_visual\_scenes>  </collada> |

All the COLLADA information of the cube model is wrapped in the <collada> root node of the XML tree. The two children of the root node, <library\_geometries> and <library\_visual\_scenes>, describe the geometric information and instantiation of the cube respectively. When we look at the <library\_geometries> node it is easy to see that a geometry named ‘Cube-mesh’ is defined. This mesh contains 8 vertices (the 24 float values are the x, y and z dimensions of these vertices), and 6 four-sided polygons created from these vertices. The integer values in the <p> tag are indexes into the vertex array. The values in the <vcount> node indicates that the <p> tag should be interpreted as defining 6 four-sided polygons. In the <library\_visual\_scenes> section of the COLLADA, we use the <node> tag, to instantiate a "Cube-mesh" geometry and place it to the (32;42;16) location in the **WCS**. The above example should result into **Model** object that contains one **Node** with relative transformation matrix that corresponds to translation({32;42;16}) and **Mesh** with encapsulates HalfEdgeTable that consist of 12 faces, 8 vertices and 38 half-edges.

## Task 2

**Application** is the main class that manages objects of application. Using it, a user can create a **View**. The lifetime of **Application** is limited by the scope of the *main* function. The lifetime of **View** is limited by the lifetime of **Application**. **View** shouldn’t outlive the **Model**. *run* function starts an infinite loop that lasts until the user presses **ESC**.

|  |  |
| --- | --- |
| Application.h | MeshEditor |
| #include <memory>  #include <string>  #include <vector>  #include "View.h"  #include "Model.h"  class Application  {  public:  Application(const std::string& filename);  View\* createView(const std::string& title, uint32\_t width, uint32\_t height);  void run();  private:  std::unique\_ptr<IRenderSystem> renderSystem;  std::vector<std::unique\_ptr<View>> views;  // TODO  }; | |

## View

The *update* function does rendering of the **Model**. In order to implement rendering procedure it is necessary recursively traverse Nodes in the Model and get transformation of the node using *Node::calcAbsoluteMatrix* in the scene and pass it to *IRenderSystem::setWorldMatrix*, after that call *Mesh::render*. Inside, **View** owns pointer to the **IWindow** interface and window should be created inside **View** constructor. Method *raycast* will be explained while implementing **DeleteFaceOperator**.

|  |  |
| --- | --- |
| View.h | MeshEditor |
| #include <memory>  #include <vector>  #include <string>  #include "Viewport.h"  #include "Model.h"  #include "OperatorDispatcher.h"  #include "../Interfaces/RenderSystem.h"  class View  {  public:  View(IRenderSystem& rs, const std::string& title, uint32\_t width, uint32\_t height);  void update();  void setModel(Model\* model);  Model\* getModel() const;  void addOperator(KeyCode enterKey, KeyCode exitKey, std::unique\_ptr<Operator> op);  void addOperator(ButtonCode button, std::unique\_ptr<Operator> op);  void addOperator(KeyCode key, std::unique\_ptr<Operator> op);  template<class Lambda>  void addOperator(KeyCode key, Lambda lambda)  {  //TODO  }    Viewport& getViewport();  const Viewport& getViewport() const;  std::vector<Contact> raycast(double x, double y, FilterValue filterValues) const;  private:  OperatorDispatcher operatorDispatcher;  // TODO  }; | |

**View** contains four different *AddOperator* functions which can be used in the following way:

view->addOperator(ButtonCode::Button\_Left, std::make\_unique<PanOperator>());

Activates pan operator when user presses left key. Deactivates it when user releases left key.

view->addOperator(KeyCode::E, KeyCode::ESCAPE, std::make\_unique<EditMeshOperator>());

Activates **EditMeshOperator** when user presses E key and deactivates it when user presses ESC.

view->addOperator(KeyCode::F1, [](View& view, Action, Modifier) {view.getViewport().getCamera().setFrontView(); });

Sets Front View operator when user presses F1 key and deactivates it immediately.

All needed operators are set inside the *Application::createView* function.

**OperatorDispatcher** is a class that listens for keyboard and mouse events and fires operator that matches input. **OperatorDispatcher** contains three private functions that only visible to View class and are called in the View constructor:

|  |
| --- |
| window->setKeyCallback([&](KeyCode key, Action action, Modifier mods)  {  operatorDispatcher.processKeyboardInput(\*this, key, action, mods);  });  window->setCursorPosCallback([&](double x, double y)  {  operatorDispatcher.processMouseMove(\*this, x, y);  });  window->setMouseCallback([&](ButtonCode button, Action action, Modifier mods, double x, double y)  {  operatorDispatcher.processMouseInput(\*this, button, action, mods, x, y);  }); |

Implement class **OperatorDispatcher**. Start with the one-click operators as they are easiest to implement. Then think how to implement complex operators that starts and ends with the different keys. Note, that if operator is bind with the key that already in use then throw *logic\_error* exception. For example, the chain of the following calls: addOperator(KeyCode::F1, myOperator1); addOperator(KeyCode::F1, KeyCode::F2, myOperator2); should lead to the exception.

|  |  |
| --- | --- |
| OperatorDispatcher.h | MeshEditor |
| #include "Operator.h"  #include <vector>  #include <stack>  #include <map>  class OperatorDispatcher  {  public:  friend class View;  void addOperator(KeyCode enterKey, KeyCode exitKey, std::unique\_ptr<Operator> op);  void addOperator(ButtonCode button, std::unique\_ptr<Operator> op);  void addOperator(KeyCode key, std::unique\_ptr<Operator> op);  template<class Lambda>  void addOperator(KeyCode key, Lambda lambda)  {  //TODO  }  private:  void processMouseInput(View& view, ButtonCode button, Action action, Modifier mods, double x, double y);  void processMouseMove(View& view, double x, double y);  void processKeyboardInput(View& view, KeyCode key, Action action, Modifier mods);  //TODO  }; | |

In order to perform some kind of an action on the **Model** and the **View**, it is needed to specify the **Operator**:

|  |  |
| --- | --- |
| Operator.h | MeshEditor |
| #include "View.h"  #include "../Interfaces/Window.h"  class Operator  {  public:  virtual ~Operator() {}  virtual void onEnter(View&) {}  virtual void onExit(View&) {}  virtual void onMouseMove(View& view, double x, double y) {}  virtual void onMouseInput(View& view, ButtonCode button, Action action, Modifier mods, double x, double y) {}  virtual void onKeyboardInput(View& view, KeyCode key, Action action, Modifier mods) {}  }; | |

The *onEnter/onExit* functions are called respectively when the **Operator** is started/finished.

## Task 3

Implement **DeleteFaceOperator**. The logic goes as following: find the closest contact to the camera (intersected face and pointer to the node) between user ray and the tree nodes. If there is an intersection exist than take intersected node and intersected face and then call deleteFace in order to delete intersected face.

|  |
| --- |
| class DeleteFaceOperator : public Operator  {  void onMouseInput(View& view, ButtonCode button, Action action, Modifier mods, double x, double y) override  {  if (action == Action::Release)  {  std::vector<Contact> contacts = view.raycast(x, y, FilterValue::Node);  if (contacts.empty())  return;  Contact& contact = contacts.front();  Node\* node = contact.node;  if (node)  {  Mesh\* mesh = node->getMesh();  if (mesh)  mesh->deleteFace(contact.face);  }  }  } }; |

### Contact Detection

It is necessary to implement *View::raycast* function. This function takes as input mouse position and filter value. Filter value can be *Node* or *Manipulator*:

|  |  |
| --- | --- |
| FilterValue.h | MeshEditor |
| enum class FilterValue : uint32\_t  {  Node = 1,  Manipulator = 2,  NM = (uint32\_t)(Node | Manipulator), //Node and Manipulator  }; | |

It returns a sorted list of *Contact*s between ray and a **Model** (tree node). Contacts are sorted by distance to the observer along the ray.

Contact contains the following fields: face – interested face and corresponding intersected node.

|  |  |
| --- | --- |
| Contact.h | MeshEditor |
| struct Contact  {  HalfEdgeLib::FaceHandle face;  Node\* node;  }; | |

Green dotes are contacts in the figure below. Purple line is the cursor ray. Blue box is a clip space.
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### Brute force algorithm

Simple brute force algorithm requires checking all faces in all Node’ Meshes that result in big complexity and low performance:

*For each i-th object in the Scene:*

*Calculate intersection between ray and i-th object:*

*If there is intersection then add intersected face and node to the contacts list*

*Sort contacts by distance to the observer along the ray*

Let’s divide raycast algorithm into two phases:

1. [The Broad phase](#BroadphaseVSNarrowphase) – all Node’ geometries are approximated with simple convex geometries like Bounding Boxes or Spheres for example. Now checking the ray for a simple geometry is cheaper than checking each face in the **Mesh**. The result of Broad phase is a list of Nodes whose bounding volumes intersect with the ray.

### The Narrow phase takes as an input the result of the Broad phase, and then for each node in the list it checks the ray against the Node’s Mesh.

### Broad phase

To speed up a process of finding potential candidates for the intersecting ray and tree node consider the following trick:

1. Build bonding boxes for each node. Each **Mesh** has *getBoundingBox* function that returns bounding box
2. Calculate intersection between ray and bounding boxes of the nodes. Note it is necessary to consider transformation matrix in the process of bounding box calculation

Now, instead of checking all faces in all meshes, it is necessary to check their bounding boxes only. As the outcome of the Broad phase there are the list of potential candidates (Nodes).

### Narrow phase

Now it is necessary to check each candidate’s (from the previous step) **Mesh** against the ray and [find the closest intersected](#RayTriangleIntersection) triangle to the camera. As the output a list of intersected triangles is created that are sorted by distance to the camera. This is called Narrow phase.

Now do filtering by the *filterValue*. If user asked for checking intersection only with Manipulators then remove all nodes from the list that are not Manipulators. The inverse logic works for Nodes: if **Node** is not a **Manipulator** than it should be in the result list.

Such filtering is needed in order to check if user selects **Node** (geometry) or **Manipulator** and based on the type of the selection provides needed manipulations.

## Exercise

1. While implementing *Node::calcAbsoluteTransform* think how it can be optimized for the large hierarchies
2. Implement **Pan** operator based on the code from lab work 2 (see Exercises section)
3. Implement **TrackBall** operator based on the code from lab work 2 (see Exercises section)
4. Implement **Broad phase** using [Octree](#Octree). Measure the performance gain after adding **Octree**. Think how you can add **Octree** without removing brute force algorithm for checking list of bounding boxes

## Resources and Notes

1. <https://www.khronos.org/files/collada_spec_1_4.pdf> - DAE format specification
2. <https://en.wikipedia.org/wiki/Octree> - Octree

1. <http://planning.cs.uiuc.edu/node214.html> - Broad phase vs Narrow phase

1. <https://www.scratchapixel.com/lessons/3d-basic-rendering/ray-tracing-rendering-a-triangle/barycentric-coordinates> – Barycentric coordinates and ray-triangle intersection