**JAVASCRIPT**

**JavaScripts**

* HTML to define the content of web pages
* CSS to specify the layout of web pages
* JavaScript to program the behaviour of web pages

**JavaScript Variables:**

* Variable means anything that can vary. In JavaScript, a variable stores the data value that can be changed later.
* Use the reserved keyword var to declare a variable in JavaScript.

**Syntax:**

var <*variable-name*>;

var <*variable-name*> = <*value*>;

**Example: Variable Initialization:**

*var msg;*

*msg = "Hello JavaScript!";*

*alert(msg);*

*var num = 100;*

*var hundred = num;*

**Example: Multiple Variables in a Single Line**

*var one = 1, two = 'two', three;*

**Loosely typed Variables:**

* JavaScript is a loosely typed language. It means it does not require a data type to be declared. You can assign any literal values to a variable, e.g., string, integer, float, Boolean, etc.

**Example: Loosely Typed Variables**

*var myvariable = 1; // numeric value*

*myvariable = 'one'; // string value*

*myvariable = 1.1; // decimal value*

*myvariable = true; // Boolean value*

*myvariable = null; // null value*

**Hoisting of var:**

Hoisting is a JavaScript mechanism where variables and function declarations are moved to the top of their scope before code execution. This means that if we do this:

*console.log (greeter).*

*var greeter = "say hello”.*

it is interpreted as this:

*var greeter.*

*console.log(greeter); // greeter is undefined*

*greeter = "say hello"*

So var variables are hoisted to the top of their scope and initialized with a value of undefined.

**Problem with var:**

There's a weakness that comes with var. I'll use the example below to explain:

*var greeter = "hey hi”;*

*var times = 4;*

*if (times > 3) {*

*var greeter = "say Hello instead”;*

*}*

*console.log(greeter) // "say Hello instead"*

**Let**

let is now preferred for variable declaration. It's no surprise as it comes as an improvement to var declarations. It also solves the problem with var that we just covered. Let's consider why this is so.

**let is block scoped**

A block is a chunk of code bounded by {}. A block lives in curly braces. Anything within curly braces is a block.

So, a variable declared in a block with let is only available for use within that block.

**let can be updated but not re-declared.**

Just like var, a variable declared with let can be updated within its scope. Unlike var, a let variable cannot be re-declared within its scope. So while this will work:

*let greeting = "say Hi”;*

*greeting = "say Hello instead”;*

this will return an error:

*let greeting = "say Hi”;*

*let greeting = "say Hello instead”;*

**Hoisting of let:**

use a let variable before declaration, you'll get a Reference Error.

**Const**

Variables declared with the const maintain constant values. const declarations share some similarities with let declarations.

Ex:

*Const name = ‘suriya’;*

**JS datatypes:**

1. Primitive data type
2. Non-primitive (reference) data type

**Primitive Types:**

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| String | represents sequence of characters e.g. "hello" |
| Number | represents numeric values e.g. 100 |
| Boolean | represents boolean value either false or true |
| Undefined | represents undefined value |
| Null | represents null i.e. no value at all |

**Non-Primitive Types:**

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| Object | represents instance through which we can access members |
| Array | represents group of similar values |
| RegExp | represents regular expression |

**Objects:**

JavaScript variables can also contain many values.

Objects are variables too. But objects can contain many values.

Object values are written as **name : value** pairs (name and value separated by a colon).

**Example**

*let person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};*

It is a common practice to declare objects with the const keyword.

*const person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};*

**Object Properties:**

The named values, in JavaScript objects, are called **properties**.

**JavaScript Arrays:**

An array is a special variable, which can hold more than one value:

*const cars = ["Saab", "Volvo", "BMW"];*

**Why Use Arrays?**

*let car1 = "Saab";  
let car2 = "Volvo";  
let car3 = "BMW”.*

**Creating an Array:**

*const array\_name = [item1, item2, ...];*

It is a common practice to declare arrays with the const keyword.

**Example**

*const cars = ["Saab", "Volvo", "BMW"];*

You can also create an array, and then provide the elements:

**Example**

*const cars = [];  
cars[0]= "Saab";  
cars[1]= "Volvo";  
cars[2]= "BMW";*

**Accessing Array Elements**

You access an array element by referring to the **index number**:

*const cars = ["Saab", "Volvo", "BMW"];  
let car = cars[0];*

**Changing an Array Element**

**Example**

*const cars = ["Saab", "Volvo", "BMW"];  
cars[0] = "Opel";*

# JavaScript Array Methods:

# toString()

The JavaScript method toString() converts an array to a string of (comma separated) array values.

Ex:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
console.log(fruits.toString());

# join()

The join() method also joins all array elements into a string.

Ex:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
console.log(fruits.join(" \* "));

# pop()

The pop() method removes the last element from an array:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.pop();

The pop() method returns the value that was "popped out":

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let fruit = fruits.pop();

# push()

The push() method adds a new element to an array (at the end):

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.push("Kiwi");

The push() method returns the new array length:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let length = fruits.push("Kiwi");

# shift()

The shift() method removes the first array element and "shifts" all other elements to a lower index.

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.shift();

The shift() method returns the value that was "shifted out":

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let fruit = fruits.shift();

# unshift()

The unshift() method adds a new element to an array (at the beginning), and "unshifts" older elements:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.unshift("Lemon");

The unshift() method returns the new array length.

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.unshift("Lemon");

# length

The length property provides an easy way to append a new element to an array:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits[fruits.length] = "Kiwi";

# delete()

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
delete fruits[0];

# Note:

Array elements can be deleted using the JavaScript operator delete.

Use pop() or shift() instead.

# Merging (Concatenating) Arrays

The concat() method creates a new array by merging (concatenating) existing arrays.

const myGirls = ["Cecilie", "Lone"];  
const myBoys = ["Emil", "Tobias", "Linus"];  
  
const myChildren = myGirls.concat(myBoys);

The concat() method does not change the existing arrays. It always returns a new array.

The concat() method can take any number of array arguments:

const arr1 = ["Cecilie", "Lone"];  
const arr2 = ["Emil", "Tobias", "Linus"];  
const arr3 = ["Robin", "Morgan"];  
const myChildren = arr1.concat(arr2, arr3);

The concat() method can also take strings as arguments:

const arr1 = ["Emil", "Tobias", "Linus"];  
const myChildren = arr1.concat("Peter");

# Splicing and Slicing Arrays

The splice() method adds new items to an array.

The slice() method slices out a piece of an array.

# splice()

The splice() method can be used to add new items to an array:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(2, 0, "Lemon", "Kiwi");

The first parameter (2) defines the position **where** new elements should be **added** (spliced in).

The second parameter (0) defines **how many** elements should be **removed**.

The rest of the parameters ("Lemon" , "Kiwi") define the new elements to be **added**.

The splice() method returns an array with the deleted items:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(2, 2);

# splice() to Remove Elements

With clever parameter setting, you can use splice() to remove elements without leaving "holes" in the array:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.splice(0, 1);

The first parameter (0) defines the position where new elements should be **added** (spliced in).

The second parameter (1) defines **how many** elements should be **removed**.

The rest of the parameters are omitted. No new elements will be added.

# slice()

The slice() method slices out a piece of an array into a new array.

This example slices out a part of an array starting from array element 1 ("Orange"):

const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  
const citrus = fruits.slice(1);

The slice() method can take two arguments like slice(1, 3).

The method then selects elements from the start argument, and up to (but not including) the end argument.

const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  
const citrus = fruits.slice(1, 3);

# Note

The slice() method creates a new array.

The slice() method does not remove any elements from the source array.

# Sorting an Array

The sort() method sorts an array alphabetically:

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();

# Reversing an Array

The reverse() method reverses the elements in an array.

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();  
fruits.reverse();

# Numeric Sort

By default, the sort() function sorts values as **strings**.

This works well for strings ("Apple" comes before "Banana").

However, if numbers are sorted as strings, "25" is bigger than "100", because "2" is bigger than "1".

Because of this, the sort() method will produce incorrect result when sorting numbers.

You can fix this by providing a **compare function**:

const points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return a - b});

Use the same trick to sort an array descending:

const points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return b - a});

# The Compare Function

The purpose of the compare function is to define an alternative sort order.

The compare function should return a negative, zero, or positive value, depending on the arguments:

function(a, b){return a - b}

When the sort() function compares two values, it sends the values to the compare function, and sorts the values according to the returned (negative, zero, positive) value.

If the result is negative, a is sorted before b.

If the result is positive, b is sorted before a.

If the result is 0, no changes are done with the sort order of the two values.

# The Difference between Arrays and Objects

* In JavaScript, **arrays** use **numbered indexes**.
* In JavaScript, **objects** use **named indexes**.

# JavaScript Conditional Statements

The **JavaScript if-else statement** is used to execute the code whether condition is true or false. There are three forms of if statement in JavaScript.

1. If Statement
2. If else statement
3. if else if statement

### If statement

It evaluates the content only if expression is true. The signature of JavaScript if statement is given below.

Syntax:

if(expression){

//content to be evaluated

}

### Flowchart of JavaScript If statement

![if statement in javaScript](data:image/png;base64,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)

### JavaScript If...else Statement

It evaluates the content whether condition is true of false. The syntax of JavaScript if-else statement is given below.

Ex:

if(expression){

//content to be evaluated if condition is true

}

else{

//content to be evaluated if condition is false

}

### Flowchart of JavaScript If...else statement

![if else statement in javaScript](data:image/png;base64,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)

### JavaScript If...else if statement

It evaluates the content only if expression is true from several expressions. The signature of JavaScript if else if statement is given below.

if(expression1){

//content to be evaluated if expression1 is true

}

else if(expression2){

//content to be evaluated if expression2 is true

}

else if(expression3){

//content to be evaluated if expression3 is true

}

else{

//content to be evaluated if no expression is true

}

**Ex:**

var a=10;

if(a==10){

document.write("a is equal to 10");

}

else if(a==15){

document.write("a is equal to 15");

}

else if(a==20){

document.write("a is equal to 20");

}

else{

document.write("a is not equal to 10, 15 or 20");

}

# JavaScript Switch

The **JavaScript switch statement** is used to execute one code from multiple expressions. It is just like else if statement that we have learned in previous page. But it is convenient than if..else..if because it can be used with numbers, characters etc.

Syntax:

switch(expression){

case value1:

 code to be executed;

 break;

case value2:

 code to be executed;

 break;

......

default:

 code to be executed if above values are not matched;

}

***Ex:***

var grade='B';

var result;

switch(grade){

case 'A':

result="A Grade";

break;

case 'B':

result="B Grade";

break;

case 'C':

result="C Grade";

break;

default:

result="No Grade";

}

document.write(result);

# Conditional (ternary) operator

The **conditional (ternary) operator** is the only JavaScript operator that takes three operands: a condition followed by a question mark (?), then an expression to execute if the condition is [truthy](https://developer.mozilla.org/en-US/docs/Glossary/Truthy) followed by a colon (:), and finally the expression to execute if the condition is [falsy](https://developer.mozilla.org/en-US/docs/Glossary/Falsy). This operator is frequently used as an alternative to an [if...else](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/if...else) statement.

Syntax:

condition ? exprIfTrue : exprIfFalse

***Ex:***

const age = 26;

const beverage = age >= 21 ? "food": "Juice";

console.log(beverage); // " food "

### JavaScript functions

To avoid repeating the same code all over places, you can use a function to wrap that code and reuse it.

### Declare a function

To declare a function, you use the function keyword, followed by the function name, a list of parameters, and the function body as follows

function functionName(parameters) {

// function body

// ...

}

A function can accept zero, one, or multiple parameters. In the case of multiple parameters, you need to use a comma to separate two parameters.

The following declares a function **say**() that accepts no parameter:

function say() {

}

The following declares a function named square() that accepts one parameter:

function square(a) {

//

}

And the following declares a function named add() that accepts two parameters:

function add(a, b) {

//

}

### Calling a function

Calling a function is also known as invoking a function. To call a function, you use its name followed by arguments enclosing in parentheses like this

functionName(arguments);

*Ex:*

say('Hello');

### Parameters vs. Arguments

The terms parameters and arguments are often used interchangeably. However, they are essentially different.

When declaring a function, you specify the parameters. However, when calling a function, you pass the arguments that are corresponding to the parameters.

For example, in the **say**() function, the **message** is the parameter and the **'Hello'** string is an argument that corresponds to the **message** parameter.

### Returning a value

Every function in JavaScript implicitly returns undefined unless you explicitly specify a return value. For example:

function say(message) {

console.log(message);

}

let result = say('Hello');

console.log('Result:', result);

### Function hoisting

In JavaScript, you can use a function before declaring it. For example:

showMe(); // a hoisting example

function showMe(){

console.log('an hoisting example');

}

# Advantage of JavaScript function

* Code reusability: We can call a function several times so it save coding.
* Less coding: It makes our program compact. We don’t need to write many lines of code each time to perform a common task.

# Arrow Function:

* Arrow functions are introduced in ES6, which provides you a more accurate way to write the functions in JavaScript.
* They allow us to write smaller function syntax. Arrow functions make your code more readable and structured.
* Arrow functions are **anonymous functions** (the functions without a name and not bound with an identifier).
* They are also called as **Lambda Functions** in different language.

# Syntax:

const functionName = (param1, param2, ?..) => {

    //body of the function

}

There are three parts to an Arrow Function or Lambda Function:

* **Parameters:** Any function may optionally have the parameters.
* **Fat arrow notation/lambda notation:** It is the notation for the **arrow (=>).**
* **Statements:** It represents the instruction set of the function.

### Ex:

// function expression

var myfun1 = function show() {

 console.log("It is a Function Expression");

}

// Anonymous function

var myfun2 = function () {

    console.log("It is an Anonymous Function");

   }

//Arrow function

var myfun3 = () => {

    console.log("It is an Arrow Function");

   };

myfun1();

myfun2();

myfun3();

**Optional parentheses for the single parameter**

var num = x => {

    console.log(x);

}

num(140);

**Optional braces for single statement and the empty braces if there is not any parameter required.**

var show = () => console.log("Hello World");

show();

# Arrow Function with Parameters

If you require to pass more than one parameter by using an arrow function, then you have to pass them within the parentheses.

var show = (a,b,c) => {

    console.log(a + " " + b + " " + c );

}

show(100,200,300);

# Arrow function with default parameters

In ES6, the function allows the initialization of parameters with default values, if there is no value passed to it, or it is undefined.

var show = (a, b=200) => {

console.log(a + " " + b);

}

show(100);

In the above function, the value of **b** is set to **200** by default. The function will always consider **200** as the value of **b** if no value of **b** is explicitly passed.

var show = (a, b=200) => {

console.log(a + " " + b);

}

show(100,500);

# Advantages of Arrow Functions

* It reduces the code size.
* Return statement and Functional braces are optional for single line functions.
* Lexically bind the context lexically bind the context.

# Increment and Decrement:

++: Increment Operator

--: Decrement Operator

Post Increment:

Let num = 10;

Let result = num++; // result = (num+1)

Pre Increment:

Let result = ++num; // result = (num+1)

Post Decrement:

Let num = 10;

Let result = num--; // result = (num-1)

Pre Decrement:

Let result = --num; // result = (num-1)

# JavaScript Loops

The **JavaScript loops** are used *to iterate the piece of code* using for, while, do while or for-in loops. It makes the code compact. It is mostly used in array.

There are four types of loops in JavaScript.

1. for loop
2. while loop
3. do-while loop
4. for-in loop
5. for-of loop

# For loop

The **JavaScript for loop** iterates the elements for the fixed number of times. It should be used if number of iteration is known.

Syntax:

for (initialization; condition; increment)

{

    code to be executed

}

Ex:

for (i=1; i<=5; i++)

{

console.log(i );

}

# while loop

The **JavaScript while loop** iterates the elements for the infinite number of times. It should be used if number of iteration is not known.

*Syntax:*

while (condition)

{

    code to be executed

}

*Ex:*

var i=11;

while (i<=15)

{

document.write(i + "<br/>");

i++;

}

# do while loop

The **JavaScript do while loop** iterates the elements for the infinite number of times like while loop. But, code is executed at least once whether condition is true or false.

*Syntax:*

do{

    code to be executed

}while (condition);

*Ex:*

var i=21;

do{

document.write(i + "<br/>");

i++;

}while (i<=25);

# For In Loop

The JavaScript for in statement loops through the properties of an Object:

for (key in object) {  
  // *code block to be executed*  
}

*Ex:*

const person = {fname:"John", lname:"Doe", age:25};  
  
let text = "";  
for (let x in person) {  
  text += person[x];  
}

# For In Over Arrays

The JavaScript for in statement can also loop over the properties of an Array:

for (variable in array) {  
  code  
}

Ex:

const numbers = [45, 4, 9, 16, 25];  
  
let txt = "";  
for (let x in numbers) {  
  txt += numbers[x];  
}

# note:

Do not use **for in** over an Array if the index **order** is important.

The index order is implementation-dependent, and array values may not be accessed in the order you expect.

It is better to use a **for** loop, a **for of** loop, or **Array.forEach()** when the order is important.

# For Of Loop

The JavaScript for of statement loops through the values of an iterable object.

It lets you loop over iterable data structures such as Arrays, Strings, Maps, NodeLists, and more.

### Syntax:

for (variable of iterable) {  
  // *code block to be executed*  
}

# Looping over an Array

const cars = ["BMW", "Volvo", "Mini"];  
  
let text = "";  
for (let x of cars) {  
  text += x;  
}

# Looping over a String

let language = "JavaScript";  
  
let text = "";  
for (let x of language) {  
text += x;  
}

# ForEach:

The JavaScript array forEach() method is used to invoke the specified function once for each array element.

# Syntax

array.forEach(function(currentvalue,index,arr),thisArg)

# Parameter

|  |  |
| --- | --- |
| *function()* | Required.  A function to run for each array element. |
| *currentValue* | Required. The value of the current element. |
| *Index* | Optional. The index of the current element. |
| *Arr* | Optional. The array of the current element. |
| *thisValue* | Optional. Default undefined. A value passed to the function as its this value. |

### Return Value

Return value is undefined

Ex:

let sum = 0;  
const numbers = [65, 44, 12, 4];  
numbers.forEach(myFunction);  
  
function myFunction(item) {  
  sum += item;  
}

# filter()

* The filter() method creates a new array filled with elements that pass a test provided by a function.
* The filter() method does not execute the function for empty elements.
* The filter() method does not change the original array.

### Syntax

array.filter(function(currentValue, index, arr), thisValue)

### Parameters

|  |  |
| --- | --- |
| *function()* | Required. A function to run for each array element. |
| *currentValue* | Required. The value of the current element. |
| *Index* | Optional. The index of the current element. |
| *Arr* | Optional. The array of the current element. |
| *thisValue* | Optional. Default undefined A value passed to the function as its this value. |

### Return Value(array)

* Containing the elements that pass the test.
* If no elements pass the test it returns an empty array.

### Ex:

const ages = [32, 33, 16, 40];  
const result = ages.filter(checkAdult);  
  
function checkAdult(age) {  
  return age >= 18;  
}

# map()

* map() creates a new array from calling a function for every array element.
* map() calls a function once for each element in an array.
* map() does not execute the function for empty elements.
* map() does not change the original array.

# Syntax

array.map(function(currentValue, index, arr), thisValue)

# Parameter:

|  |  |
| --- | --- |
| *function()* | Required. A function to be run for each array element. |
| *currentValue* | Required. The value of the current element. |
| *Index* | Optional. The index of the current element. |
| *Arr* | Optional. The array of the current element. |
| *thisValue* | Optional. Default value undefined. A value passed to the function to be used as its this value. |

# Return Value(array)

The results of a function for each array element.

# every()

* The every() method executes a function for each array element.
* The every() method returns true if the function returns true for all elements.
* The every() method returns false if the function returns false for one element.
* The every() method does not execute the function for empty elements.
* The every() method does not change the original array

# Syntax

array.every(function(currentValue, index, arr), thisValue)

# Parameters

|  |  |
| --- | --- |
| Parameter | Description |
| function() | Required. A function to be run for each element in the array. |
| currentValue | Required. The value of the current element. |
| Index | Optional. The index of the current element. |
| Arr | Optional. The array of the current element. |
| thisValue | Optional. Default undefined. A value passed to the function as its this value. |

### Return Value(boolean)

**true** if all elements pass the test, otherwise **false**.

Ex:

const ages = [32, 33, 16, 40];  
  
ages.every(checkAge)  
  
function checkAge(age) {  
  return age > 18;  
}

# some()

* The some() method checks if any array elements pass a test (provided as a callback function).
* The some() method executes the callback function once for each array element.
* The some() method returns true (and stops) if the function returns true for one of the array elements.
* The some() method returns false if the function returns false for all of the array elements.
* The some() method does not execute the function for empty array elements.
* The some() method does not change the original array.

# Syntax

array.some(function(value, index, arr), this)

|  |  |
| --- | --- |
| Parameter | Description |
| *Function* | Required. A function to run for each array element. |
| Function parameters:   |  |  | | --- | --- | | *value* | Required. The value of the current element. | | *index* | Optional. The index of the current element. | | *arr* | Optional. The array the current element belongs to. | | |
| *This* | Optional. Default undefined. A value passed to the function to be used as its "this" value. |

# Return Value

true if any of the aray elements pass the test, otherwise false.

# Ex:

const ages = [3, 10, 18, 20];  
  
ages.some(checkAdult);   
function checkAdult(age) {  
  return age > 18;  
}

# JavaScript String Methods

# String charAt()

The JavaScript string charAt() method is used to find out a char value present at the specified index in a string.

# Ex:

var str="Javatpoint";

document.writeln(str.charAt(4));

# String charCodeAt()

The JavaScript string **charCodeAt()** method is used to find out the Unicode value of a character at the specific index in a string.

# Ex:

var x="Javatpoint";

document.writeln(x.charCodeAt(3));

# String concat()

The JavaScript string concat() method combines two or more strings and returns a new string. This method doesn't make any change in the original string.

# Ex:

var x="Javatpoint";

var y=".com";

document.writeln(x.concat(y));

let fistName = 'james';

let lastName = 'Vasanth';

let fullName = fistName +' '+ lastName;

console.log(fullName);

# indexOf()

var web="Learn JavaScript on Javatpoint";

document.write(web.indexOf('a'));

# lastIndexOf()

var web="Learn JavaScript on Javatpoint";

document.write(web.lastIndexOf('a'));

# String search()

# Ex 1:

var str="JavaScript is a scripting language. Scripting languages are often interpreted";

document.writeln(str.search("scripting"));

# Ex 2:

var str="JavaScript is a scripting language. Scripting languages are often interpreted";

document.writeln(str.search(/Scripting/));

# Ex 3:

var str="JavaScript is a scripting language. Scripting languages are often interpreted";

document.writeln(str.search(/Scripting/i));

# String match()

It searches a specified regular expression in a given string and returns that regular expression if a match occurs.

# Ex:

var str="Javatpoint";

document.writeln(str.match("Java"));

# String replace()

It replaces a given string with the specified replacement.

# Ex:

var str="Javatpoint";

document.writeln(str.replace("tpoint","Script"));

replaceAll:

str="Javatpoint Javatpoint Javatpoint Javatpoint ";

document.writeln(str.replace(/point/g,"Point"));

# String substr()

It is used to fetch the part of the given string on the basis of the specified starting position and length.

# Ex:

var str="Javatpoint";

document.writeln(str.substr(0,4));

# String substring()

It is used to fetch the part of the given string on the basis of the specified index.

# Ex:

var str="Javatpoint";

document.writeln(str.substring(0,4));

# String slice()

It is used to fetch the part of the given string. It allows us to assign positive as well negative index.

# Ex:

var str = "Javatpoint";

document.writeln(str.slice(2,5));

# toLowerCase()

It converts the given string into lowercase letter.

# Ex:

var str = "JAVATPOINT";

document.writeln(str.toLowerCase());

# String toString()

The JavaScript toString() method returns a string representing the calling object. In other words, this method provides a string representation of the object and treats same as the valueof() method.

# Ex:

var str="Javatpoint";

document.writeln(str.toString());

# String valueOf()

The JavaScript string valueOf() method is used to find out the primitive value of String object. This method is invoked by JavaScript automatically.

# Ex:

var str=new String("Javatpoint");

document.writeln(str.valueOf());

# String split()

It splits a string into substring array, then returns that newly created array.

Ex:

let str = "test";

console.log(str.split());

# String trim()

It trims the white space from the left and right side of the string.

Ex:

let str = " test";

console.log(str.trim());

# Date:

The **JavaScript date** object can be used to get year, month and day. You can display a timer on the webpage by the help of JavaScript date object.

Create date object before use below methods.

Let date = new Date();// Object creation

|  |  |
| --- | --- |
| Methods | Description |
| getDate() | It returns the integer value between 1 and 31 that represents the day for the specified date on the basis of local time. |
| getDay() | It returns the integer value between 0 and 6 that represents the day of the week on the basis of local time. |
| getFullYear() | It returns the integer value that represents the year on the basis of local time. |
| getHours() | It returns the integer value between 0 and 23 that represents the hours on the basis of local time. |
| getMilliseconds() | It returns the integer value between 0 and 999 that represents the milliseconds on the basis of local time. |
| getMinutes() | It returns the integer value between 0 and 59 that represents the minutes on the basis of local time. |
| getMonth() | It returns the integer value between 0 and 11 that represents the month on the basis of local time. |
| getSeconds() | It returns the integer value between 0 and 60 that represents the seconds on the basis of local time. |

# array.reduce()

Javascript **reduce()** is an inbuilt array method that executes a [callback function](https://developer.mozilla.org/en-US/docs/Glossary/Callback_function) known as a **reducer** on each element of the array and results in a single output value.

The reduce() method executes the function for each value of the array (non-empty array) from left to right.

# Syntax:

let arr = [];

arr.reduce(function(acc, curVal, index, src), initVal);

# Parameters:

**Accumulator** | **required:** This is the accumulated value previously returned from the function or the initial value if it was supplied.

**Current Value** | **required:** This is the value of the current element in the array.

**Current Index | optional:** This is the index of the current element in the array.

**Source Array** | **optional:** This is the array object reduce() was called upon.

**Initial Value |** **optional:** This is the initial value to be passed to the function. If no initial value is supplied, the first element in the array will be used as the initial accumulator value and the second element becomes the current value

Ex:

const numbers = [1, 2, 3, 4, 5, 6];

function sum\_reducer(accumulator, currentValue) {

return accumulator + currentValue;

}

let sum = numbers.reduce(sum\_reducer);

console.log(sum); // 21

// using arrow function

let summation = numbers.reduce(

(accumulator, currentValue) => accumulator + currentValue

);

console.log(summation); // 21

# JavaScript DOM

* The document object represents the whole html document.
* When html document is loaded in the browser, it becomes a document object. It is the root element that represents the html document. It has properties and methods. By the help of document object, we can add dynamic content to our web page.

# DOM Tree Structure:

![DOM HTML tree](data:image/gif;base64,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)

### Selecting elements:

1. [getElementById()](https://www.javascripttutorial.net/javascript-dom/javascript-getelementbyid/)
2. [getElementsByName()](https://www.javascripttutorial.net/javascript-dom/javascript-getelementsbyname/)
3. [getElementsByTagName()](https://www.javascripttutorial.net/javascript-dom/javascript-getelementsbytagname/)
4. [getElementsByClassName()](https://www.javascripttutorial.net/javascript-dom/javascript-getelementsbyclassname/)
5. [querySelector()](https://www.javascripttutorial.net/javascript-dom/javascript-queryselector/)

### JavaScript getElementById() method

* The document.getElementById() method returns an Element object that represents an HTML element with an id that matches a specified string.
* If the document has no element with the specified id, the document.getElementById() returns null.
* Because the id of an element is unique within an HTML document, the document.getElementById() is a quick way to access an element.

### Syntax:

const element = document.getElementById(id);

* In this syntax, the id is a string that represents the id of the element to select. The id is case-sensitive. For example, the 'root' and 'Root' are totally different.
* The id is unique within an HTML document. However, HTML is a forgiving language. If the HTML document has multiple elements with the same id, the document.getElementById() method returns the first element it encounters.

### Example:

<html>

<head>

<title>JavaScript getElementById() Method</title>

</head>

<body>

<p id="message">A paragraph</p>

</body>

</html>

* The document contains a <p> element that has the id attribute with the value message:

const p = document.getElementById('message');

console.log(p);

### getElementsByName() method

* Every element on an HTML document may have a name attribute:
* Unlike the id attribute, multiple HTML elements can share the same value of the name.

### Syntax:

let elements = document.getElementsByName(name);

* The getElementsByName() accepts a name which is the value of the name attribute of elements and returns a live NodeList of elements.
* The return collection of elements is live. It means that the return elements are automatically updated when elements with the same name are [inserted](https://www.javascripttutorial.net/dom/manipulating/insert-an-element-before-an-existing-element/) and/or [removed](https://www.javascripttutorial.net/javascript-dom/javascript-removechild/) from the document.

### Example:

<html>

<body>

<p>Please rate the service:</p>

<p>

<label for="very-poor">

<input type="radio" name="rate" value="Very poor" id="very-poor"> Very poor

</label>

<label for="poor">

<input type="radio" name="rate" value="Poor" id="poor"> Poor

</label>

<label for="ok">

<input type="radio" name="rate" value="OK" id="ok"> OK

</label>

<label for="good">

<input type="radio" name="rate" value="Good"> Good

</label>

<label for="very-good">

<input type="radio" name="rate" value="Very Good" id="very-good"> Very Good

</label>

</p>

<p>

<button id="btnRate">Submit</button>

</p>

<p id="output"></p>

</body>

</html>

JS code:

let btn = document.getElementById('btnRate');

let output = document.getElementById('output');

btn.addEventListener('click', () => {

let rates = document.getElementsByName('rate');

rates.forEach((rate) => {

if (rate.checked) {

output.innerText = `You selected: ${rate.value}`;

}

});

});

### getElementsByTagName() method

* The getElementsByTagName() is a method of the document object or a specific DOM element.
* The getElementsByTagName() method accepts a tag name and returns a live HTMLCollection of elements with the matching tag name in the order which they appear in the document.

Syntax:

let elements = document.getElementsByTagName(tagName);

* The return collection of the getElementsByTagName() is live, meaning that it is automatically updated when elements with the matching tag name are added and/or removed from the document.

Example:

<html>

<body>

<h1>JavaScript getElementsByTagName() Demo</h1>

<h2>First heading</h2>

<p>This is the first paragraph.</p>

<h2>Second heading</h2>

<p>This is the second paragraph.</p>

<h2>Third heading</h2>

<p>This is the third paragraph.</p>

<button id="btnCount">Count H2</button>

</body>

</html>

JS code:

let btn = document.getElementById('btnCount');

btn.addEventListener('click', () => {

let headings = document.getElementsByTagName('h2');

alert(`The number of H2 tags: ${headings.length}`);

});

### getElementsByClassName() method

* The getElementsByClassName() method returns an array-like of objects of the child elements with a specified class name.
* The getElementsByClassName() method is available on the document element or any other elements.
* When calling the method on the document element, it searches the entire document and returns the child elements of the document:

let elements = document.getElementsByClassName(names);

* Code language: JavaScript (javascript)
* However, when calling the method on a specific element, it returns the descendants of that specific element with the given class name:

let elements = rootElement.getElementsByClassName(names);

* Code language: JavaScript (javascript)
* The method returns the elements which is a live HTMLCollection of the matches elements.
* The *names* parameter is a string that represents one or more class names to match; To use multiple class names, you separate them by space.

### Example:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>JavaScript getElementsByClassName</title>

</head>

<body>

<header>

<nav>

<ul id="menu">

<li class="item">HTML</li>

<li class="item">CSS</li>

<li class="item highlight">JavaScript</li>

<li class="item">TypeScript</li>

</ul>

</nav>

<h1>getElementsByClassName Demo</h1>

</header>

<section>

<article>

<h2 class="secondary">Example 1</h2>

</article>

<article>

<h2 class="secondary">Example 2</h2>

</article>

</section>

</body>

</html>

### Example:

let menu = document.getElementById('menu');

let items = menu.getElementsByClassName('item');

for (let i = 0; i < collection.length; i++) {  
  items [i].style.backgroundColor = "red";  
}

### querySelector() and querySelectorAll() methods:

The querySelector() is a method of the Element interface. The querySelector() method allows you to select the first element that matches one or more CSS selectors.

let element = parentNode.querySelector(selector);

In this syntax, the selector is a CSS selector or a group of CSS selectors to match the descendant elements of the parentNode.

If the selector is not valid CSS syntax, the method will raise a SyntaxError exception.

If no element matches the CSS selectors, the querySelector() returns null.

The querySelector() method is available on the document object or any Element object.

Besides the querySelector(), you can use the querySelectorAll() method to select all elements that match a CSS selector or a group of CSS selectors:

let elementList = parentNode.querySelectorAll(selector);

The querySelectorAll() method returns a static NodeList of elements that match the CSS selector. If no element matches, it returns an empty NodeList.

**Note** that the NodeList is an array-like object, not an array object. However, in modern web browsers, you can use the [forEach()](https://www.javascripttutorial.net/javascript-array-foreach/) method or the [for...of](https://www.javascripttutorial.net/es6/javascript-for-of/) loop.

To convert the NodeList to an array, you use the Array.from() method like this:

let nodeList = document.querySelectorAll(selector);

let elements = Array.from(nodeList);

### 1) Universal selector

let element = document.querySelector('\*');

let elements = document.querySelectorAll('\*');

### 2) Type selector

let firstHeading = document.querySelector('h1');

let heading2 = document.querySelectorAll('h2');

### 3) Class selector

let note = document.querySelector('.menu-item');

let notes = document.querySelectorAll('.menu-item');

### 4) ID Selector

let logo = document.querySelector('#logo');

### 5) Attribute selector

let autoplay = document.querySelector('[autoplay]');

let autoplays = document.querySelectorAll('[autoplay]');

### Grouping selectors

let elements = document.querySelectorAll('div, p');

### Traversing elements:

1. [Get the parent element](https://www.javascripttutorial.net/javascript-dom/javascript-get-parent-element-parentnode/) – get the parent node of an element.
2. [Get child elements](https://www.javascripttutorial.net/javascript-dom/javascript-get-child-element/) – get children of an element.
3. [Get siblings of an element](https://www.javascripttutorial.net/javascript-dom/javascript-siblings/) – get siblings of an element.

### Manipulating elements:

# JavaScript CreateElement:

The document.createElement() accepts an HTML tag name and returns a new Node with the Element type.

let element = document.createElement(htmlTag);

# Ex:

let div = document.createElement('div');

div.id = 'content';

div.className = 'note';

// create a new text node and add it to the div

let text = document.createTextNode('CreateElement example');

div.appendChild(text);

let h2 = document.createElement('h2');

h2.textContent = 'Add h2 element to the div';

div.appendChild(h2);

document.body.appendChild(div);

# JavaScript appendChild

The appendChild() is a method of the Node interface. The appendChild() method allows you to add a node to the end of the list of child nodes of a specified parent node.

parentNode.appendChild(childNode);

# JavaScript textContent

To get the text content of a node and its descendants, you use the textContent property:

let text = node.textContent;

# Example:

<div id="note">

JavaScript textContent Demo!

<span style="display:none">Hidden Text!</span>

<!-- my comment -->

</div>

JS Code:

let note = document.getElementById('note');

console.log(note.textContent);

let note = document.getElementById('note');

console.log(note.innerText);

### textContent vs. innerText

Use the textContent property to return the concatenation of the textContent of every child node. You can use it to set a text for a node.

The innerText returns the human-readable text that takes CSS into account.

# JavaScript innerHTML

The innerHTML is a property of the Element that allows you to get or set the HTML markup contained within the element.

element.innerHTML = 'new content';

# Reading the innerHTML

let content = element.innerHTML;

# JavaScript removeChild

To remove a child element of a node, you use the removeChild() method:

let childNode = parentNode.removeChild(childNode);

The childNode is the child node of the parentNode that you want to remove. If the childNode is not the child node of the parentNode, the method throws an exception.

The removeChild() returns the removed child node from the DOM tree but keeps it in the memory, which can be used later.

Example:

<ul id="menu">

<li>Home</li>

<li>Products</li>

<li>About Us</li>

</ul>

Ex:

let menu = document.getElementById('menu');

menu.removeChild(menu.lastElementChild);