**Nama : Affan Radiansyah Putra**

**NIM : 222048**

**Kelas : 5TKKO-G**

**Tabel Laporan**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| No | Spesifikasi | Berhasil (√) | Kurang Berhasil(√) | Keterangan |
| 1. | Vigenere Chiper | √ |  | Dapat bekerja dengan baik |
| 2. | Extended Vigenere Chiper | √ |  | Dapat bekerja dengan baik |
| 3. | Playfair Chiper | √ |  | Sedikit kurang di dekripsi |
| 4. | Enigma Chiper | √ |  | Dapat bekrja dengan baik |
| 5. | One-Time Pad | **√** |  | Dapat bekerja dengan baik |

**Source Program**

import tkinter as tk

from tkinter import messagebox, ttk

def vigenere\_cipher\_standard(text, key, mode):

    alphabet\_upper = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

    alphabet\_lower = 'abcdefghijklmnopqrstuvwxyz'

    result = ''

    key = key.upper()

    key\_len = len(key)

    j = 0

    for i, char in enumerate(text):

        if char.isupper():

            shift = alphabet\_upper.index(key[j % key\_len])

            idx = alphabet\_upper.index(char)

            new\_idx = (idx + shift) % 26 if mode == 'encrypt' else (idx - shift) % 26

            result += alphabet\_upper[new\_idx]

            j += 1

        elif char.islower():

            shift = alphabet\_upper.index(key[j % key\_len])

            idx = alphabet\_lower.index(char)

            new\_idx = (idx + shift) % 26 if mode == 'encrypt' else (idx - shift) % 26

            result += alphabet\_lower[new\_idx]

            j += 1

        else:

            result += char

    return result

def vigenere\_cipher\_extended(text, key, mode):

    result = ''

    key\_len = len(key)

    for i, char in enumerate(text):

        shift = ord(key[i % key\_len])

        char\_code = ord(char)

        new\_code = (char\_code + shift) % 256 if mode == 'encrypt' else (char\_code - shift) % 256

        result += chr(new\_code)

    return result

def playfair\_cipher(text, key, mode):

    def create\_matrix(key):

        alphabet = "ABCDEFGHIKLMNOPQRSTUVWXYZ"

        key = ''.join(sorted(set(key.upper()), key=lambda x: key.index(x)))

        matrix = [char for char in key if char in alphabet]

        for char in alphabet:

            if char not in matrix:

                matrix.append(char)

        return [matrix[i:i+5] for i in range(0, 25, 5)]

    def find\_position(char, matrix):

        for row\_idx, row in enumerate(matrix):

            if char in row:

                return row\_idx, row.index(char)

    def process\_pair(a, b, matrix, mode):

        ra, ca = find\_position(a, matrix)

        rb, cb = find\_position(b, matrix)

        if ra == rb:

            return (matrix[ra][(ca+1) % 5] + matrix[rb][(cb+1) % 5]) if mode == 'encrypt' else (matrix[ra][(ca-1) % 5] + matrix[rb][(cb-1) % 5])

        elif ca == cb:

            return (matrix[(ra+1) % 5][ca] + matrix[(rb+1) % 5][cb]) if mode == 'encrypt' else (matrix[(ra-1) % 5][ca] + matrix[(rb-1) % 5][cb])

        else:

            return matrix[ra][cb] + matrix[rb][ca]

    matrix = create\_matrix(key)

    text = text.replace('J', 'I').upper().replace(' ', '')

    if len(text) % 2 != 0:

        text += 'X'

    result = ''

    for i in range(0, len(text), 2):

        result += process\_pair(text[i], text[i+1], matrix, mode)

    return result

def one\_time\_pad(text, key, mode):

    alphabet = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

    result = ''

    key = key.upper()

    key\_len = len(key)

    if len(key) < len(text):

        messagebox.showerror("Error", "Key must be at least as long as the text")

        return ""

    for i, char in enumerate(text):

        if char.isalpha():

            shift = alphabet.index(key[i])

            idx = alphabet.index(char.upper())

            new\_idx = (idx + shift) % 26 if mode == 'encrypt' else (idx - shift) % 26

            result += alphabet[new\_idx] if char.isupper() else alphabet[new\_idx].lower()

        else:

            result += char

    return result

def enigma\_cipher(text, key, mode):

    rotor\_1 = 'EKMFLGDQVZNTOWYHXUSPAIBRCJ'

    rotor\_2 = 'AJDKSIRUXBLHWTMCQGZNPYFVOE'

    rotor\_3 = 'BDFHJLCPRTXVZNYEIWGAKMUSQO'

    reflector = 'YRUHQSLDPXNGOKMIEBFZCWVJAT'

    alphabet = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

    rotor\_1\_position = alphabet.index(key[0].upper())

    rotor\_2\_position = alphabet.index(key[1].upper())

    rotor\_3\_position = alphabet.index(key[2].upper())

    result = ''

    def rotate\_rotor(rotor):

        return rotor[1:] + rotor[0]

    for char in text.upper():

        if char not in alphabet:

            result += char

            continue

        rotor\_1 = rotate\_rotor(rotor\_1)

        rotor\_1\_position = (rotor\_1\_position + 1) % 26

        if rotor\_1\_position == 0:

            rotor\_2 = rotate\_rotor(rotor\_2)

            rotor\_2\_position = (rotor\_2\_position + 1) % 26

            if rotor\_2\_position == 0:

                rotor\_3 = rotate\_rotor(rotor\_3)

                rotor\_3\_position = (rotor\_3\_position + 1) % 26

        idx = alphabet.index(char)

        idx = alphabet.index(rotor\_1[idx])

        idx = alphabet.index(rotor\_2[idx])

        idx = alphabet.index(rotor\_3[idx])

        idx = alphabet.index(reflector[idx])

        idx = rotor\_3.index(alphabet[idx])

        idx = rotor\_2.index(alphabet[idx])

        idx = rotor\_1.index(alphabet[idx])

        result += alphabet[idx]

    return result

def process\_cipher():

    text = input\_text.get("1.0", "end-1c")

    key = key\_entry.get()

    cipher\_type = cipher\_var.get()

    mode = mode\_var.get()

    if cipher\_type == "Vigenere Standard":

        result = vigenere\_cipher\_standard(text, key, mode)

    elif cipher\_type == "Vigenere Extended":

        result = vigenere\_cipher\_extended(text, key, mode)

    elif cipher\_type == "Playfair":

        result = playfair\_cipher(text, key, mode)

    elif cipher\_type == "One-Time Pad":

        result = one\_time\_pad(text, key, mode)

    elif cipher\_type == "Enigma":

        result = enigma\_cipher(text, key, mode)

    else:

        messagebox.showerror("Error", "Unsupported cipher type")

        return

    output\_text.delete("1.0", "end")

    output\_text.insert("1.0", result)

root = tk.Tk()

root.title("Cipher GUI")

root.geometry("600x600")

root.config(bg="#f0f5fc")

header = tk.Label(root, text="Cipher Encryption & Decryption", font=("Arial", 16, "bold"), bg="#4a7a8c", fg="white")

header.pack(fill="x")

frame = tk.Frame(root, bg="#e0efff")

frame.pack(expand=True, fill="both", padx=20, pady=20)

tk.Label(frame, text="Input Text:", font=("Arial", 12), bg="#e0efff").grid(row=0, column=0, sticky="w", pady=5)

input\_text = tk.Text(frame, height=5, width=50, font=("Arial", 10))

input\_text.grid(row=1, column=0, columnspan=2, pady=5)

tk.Label(frame, text="Key:", font=("Arial", 12), bg="#e0efff").grid(row=2, column=0, sticky="w", pady=5)

key\_entry = tk.Entry(frame, font=("Arial", 10))

key\_entry.grid(row=3, column=0, columnspan=2, pady=5)

cipher\_var = tk.StringVar(value="Vigenere Standard")

cipher\_menu = ttk.Combobox(frame, textvariable=cipher\_var, values=["Vigenere Standard", "Vigenere Extended", "Playfair", "One-Time Pad", "Enigma"], font=("Arial", 10))

cipher\_menu.grid(row=5, column=0, columnspan=2, pady=5)

mode\_var = tk.StringVar(value="encrypt")

mode\_menu = ttk.Combobox(frame, textvariable=mode\_var, values=["encrypt", "decrypt"], font=("Arial", 10))

mode\_menu.grid(row=7, column=0, columnspan=2, pady=5)

ttk.Button(frame, text="Process", command=process\_cipher).grid(row=8, column=0, columnspan=2, pady=10)

output\_text = tk.Text(frame, height=5, width=50, font=("Arial", 10))

output\_text.grid(row=10, column=0, columnspan=2, pady=5)

root.mainloop()

**Tampilan Antarmuka**

**![](data:image/png;base64,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)**

**Contoh Plainteks dan Chiperteks**
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Teks yang diinput diatas merupakan sebuah plainteks setelah dilakukan pengenkripsian melalui metode vigenere standard maka terbentuklah chiperteks.