**【摘 要】**同学聚会交友系统是一个用于班级同学增进友谊情感，动态共享，资源共享，师生聊天交流的一个系统。系统建立在Oracle数据库之上，采用JAVA语言和MVC设计模式，同时使用JSP/Servlet、Ajax等技术进行前后台的数据交互，实现在线聊天功能。在系统中，用户可以加入某一个“班级”，并在班级发布或参加班级活动，发布或参与班级话题，通过上传文件到班级空间进行班级分享或在班级空间下载由其他成员上传的文件，或进入聊天室参与班级聊天；或添加好友，查看并评论好友的动态信息、给好友留言；或发表自己的动态，并对好友评论进行回复；或者查看好友给自己的留言，并进行回复等。对系统的需求分析，设计及实现过程做了详细介绍。

**【关键词】**Oracle，JSP/Servlet，Ajax，JAVA，MVC设计模式

Design and Implementation of Classmate Party Dating System

**【****Abstract】**The student dating system is a system for class students to promote friendship, dynamic sharing, resource sharing, teacher and student chat communication. The system is built on the Oracle database, using JAVA language and MVC design pattern, while using JSP / Servlet, Ajax technology for front and back of the data exchange, to achieve online chat. In the system, the user can join a "class" and publish or participate in class activities in the class, publish or participate in class topics, upload files to the class space for class sharing or in the class space to download files uploaded by other members, or Enter the chat room to participate in class chat; or add friends, view and comment on friends of the dynamic information, to a friend message; or publish their own dynamic, and friends comments to reply; or view friends to their message and reply. The requirements analysis, design and implementation of the system are described in detail.  
**【Keywords】**Oracle, JSP / Servlet, Ajax, JAVA, MVC design patterns
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# 1 绪论

## >>>>>>1.1课题来源

近年以来，我国校园文化蓬勃发展，但校园文化的发展迅速的与此同时，大学班集体凝聚力不强且同学之间缺少交流，不太利于同学们的友谊建立。为了使校园文化蓬勃发展的同时又能保证班集体凝聚力的提高，加强同学与同学之间的交流，同时又能互相分享快乐，分享资源。还为同学们的生活，日常学习，以及今后的社会发展起到一定的帮助，

且在同学们离开校园进入社会之后还能相互分享，相互交流提供一种快捷的方式。同学聚会交友系统应运而生，作为一个专门为校园服务以班集体为单位的聊天系统，分享系统，互动系统能够给同学们带来巨大的帮助。

## 1.2 国内现状

目前国内外无数优秀的微博系统开始涌现。它们允许用户以简短文字随时随地更新自己的状态，每条信息的长度都在140字以内，支持图片、音频、视频等多媒体的出版，每个用户既是微内容的创造者也是微内容的传播者和分享者，极大得拉低了用户的创作门槛，这140字的内容，让每个人都成了莎士比亚。

## 1.3研究意义

随着计算机技术的飞速发展，大数据时代已经到来，越来越多的移动端应用开始瞄准了用户的碎片化时间（手机游戏，短视频应用等），微博的出现尤其影响了人们的日常社交方式。

因此，微博系统的重要性不言而喻，一个稳定，高效，安全的微博系统，方便了用户的社交，加深了用户的交流，保护了用户的隐私，还优化了从发布内容到浏览信息的所有细节，降低了用户的上手操作门槛，拉近了每一个用户之间的距离。

# 2开发环境

## 2.1 硬件

MacBook Pro (13-inch, 2018)

系统macOS Catalina 10.15.3

CPU 2.3 GHz 四核Intel Core i5

内存 8 GB 2133 MHz LPDDR3

磁盘 Macintosh HD

腾讯云主机 (标准型S2 1Mbps)

系统 Ubuntu 16.04.1 LTS

CPU 1核

内存 2GB

磁盘 高性能云硬盘。

## 2.2 软件

JDK 1.8.0\_231

Tomcat 8.5.50

MySQL 5.7

IntelliJ IDEA 2019.3.2

Navicat Premium 15.0.8

Spring 4.2.23

MyBatis 3.3.0

# 2技术路线

## 2.1 技术栈

后端：

Java

Spring

SpringMVC

Tomcat

MySQL

log4J

MyBatis

Maven

Linux

WebSocket

HTTP

前端：

HTML5

CSS

JavaScript

Jsp

jquery

bootstrap

## 2.1 项目依赖

<dependency>

<groupId>com.github.pagehelper</groupId>

<artifactId>pagehelper</artifactId>

<version>5.1.4</version>

</dependency>

<dependency>

<groupId>com.github.jsqlparser</groupId>

<artifactId>jsqlparser</artifactId>

<version>0.9.1</version>

</dependency>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.11</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-all</artifactId>

<version>1.9.5</version>

</dependency>

<dependency>

<groupId>org.apache.commons</groupId>

<artifactId>commons-lang3</artifactId>

<version>3.8</version>

</dependency>

<dependency>

<groupId>org.hamcrest</groupId>

<artifactId>hamcrest-core</artifactId>

<version>1.3</version>

</dependency>

<dependency>

<groupId>org.hibernate</groupId>

<artifactId>hibernate-validator</artifactId>

<version>5.4.1.Final</version>

</dependency>

<!-- https://mvnrepository.com/artifact/commons-fileupload/commons-fileupload -->

<dependency>

<groupId>commons-fileupload</groupId>

<artifactId>commons-fileupload</artifactId>

<version>1.3.3</version>

</dependency>

<!-- https://mvnrepository.com/artifact/commons-io/commons-io -->

<dependency>

<groupId>commons-io</groupId>

<artifactId>commons-io</artifactId>

<version>1.3.2</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.slf4j/slf4j-log4j12 -->

<dependency>

<groupId>commons-codec</groupId>

<artifactId>commons-codec</artifactId>

<version>1.6</version>

</dependency>

<dependency>

<groupId>net.coobird</groupId>

<artifactId>thumbnailator</artifactId>

<version>0.4.7</version>

</dependency>

<dependency>

<groupId>log4j</groupId>

<artifactId>log4j</artifactId>

<version>1.2.12</version>

</dependency>

<dependency>

<groupId>com.drewnoakes</groupId>

<artifactId>metadata-extractor</artifactId>

<version>2.9.1</version>

</dependency>

<dependency>

<groupId>javax</groupId>

<artifactId>javaee-api</artifactId>

<version>7.0</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-web</artifactId>

<version>4.3.23.RELEASE</version>

</dependency>

<!-- https://mvnrepository.com/artifact/com.mchange.c3p0/com.springsource.com.mchange.v2.c3p0 -->

<!-- https://mvnrepository.com/artifact/com.mchange/c3p0 -->

<dependency>

<groupId>com.mchange</groupId>

<artifactId>c3p0</artifactId>

<version>0.9.5.4</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-webmvc</artifactId>

<version>4.3.23.RELEASE</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-websocket -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-websocket</artifactId>

<version>4.3.23.RELEASE</version>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>8.0.11</version>

</dependency>

<!--jstl-->

<dependency>

<groupId>jstl</groupId>

<artifactId>jstl</artifactId>

<version>1.2</version>

</dependency>

<dependency>

<groupId>taglibs</groupId>

<artifactId>standard</artifactId>

<version>1.1.2</version>

</dependency>

<!--mybatis-->

<dependency>

<groupId>org.mybatis</groupId>

<artifactId>mybatis</artifactId>

<version>3.3.0</version>

</dependency>

<dependency>

<groupId>org.mybatis</groupId>

<artifactId>mybatis-spring</artifactId>

<version>1.2.3</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.springframework/spring-test -->

<!-- https://mvnrepository.com/artifact/org.springframework/org.springframework.jdbc -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-jdbc</artifactId>

<version>4.3.23.RELEASE</version>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-test</artifactId>

<version>4.3.23.RELEASE</version>

</dependency>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.12</version>

<scope>compile</scope>

</dependency>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<!--确保版本与其他spring开头的依赖相同 -->

<version>4.3.23.RELEASE</version>

</dependency>

<!-- 打包时报错加的https://mvnrepository.com/artifact/javax.activation/activation -->

<dependency>

<groupId>javax.activation</groupId>

<artifactId>activation</artifactId>

<version>1.1</version>

</dependency>

## 2.1 项目结构

arvinclub-blog

├── README.md

├── blog-model

│   ├── pom.xml

│   ├── src

│   │   ├── main

│   │   │   └── java

│   │   │   └── com

│   │   │   └── arvinclub

│   │   │   └── model

│   │   │   ├── entity

│   │   │   │   ├── Blog.java

│   │   │   │   ├── Comment.java

│   │   │   │   └── User.java

│   │   │   └── util

│   │   │   ├── BASE64DecodedMultipartFile.java

│   │   │   ├── ImageSizeUtil.java

│   │   │   ├── MutedException.java

│   │   │   └── ToolsUtil.java

│   │   └── test

│   │   └── sql.txt

│   └── target

│   ├── arvinclub-blog.jar

│   ├── classes

│   ├── generated-sources

│   ├── maven-archiver

│   └── maven-status

│

│

├── blog-service

│   ├── pom.xml

│   ├── src

│   │   ├── main

│   │   │   ├── java

│   │   │   │   └── com

│   │   │   │   └── arvinclub

│   │   │   │   └── service

│   │   │   │   ├── config

│   │   │   │   │   ├── GetHttpSessionConfigurator.java

│   │   │   │   │   ├── RootConfig.java

│   │   │   │   │   └── WebSocket.java

│   │   │   │   ├── dao

│   │   │   │   │   ├── BlogDao.java

│   │   │   │   │   ├── CommentDao.java

│   │   │   │   │   └── UserDao.java

│   │   │   │   └── service

│   │   │   │   ├── BlogService.java

│   │   │   │   ├── CommentService.java

│   │   │   │   ├── UserService.java

│   │   │   │   └── impl

│   │   │   │   ├── BlogServiceImpl.java

│   │   │   │   ├── CommentServiceImpl.java

│   │   │   │   └── UserServiceImpl.java

│   │   │   └── resources

│   │   │   ├── database.properties

│   │   │   ├── log4j.properties

│   │   │   └── mapper

│   │   │   ├── blogMapper.xml

│   │   │   ├── commentMapper.xml

│   │   │   └── userMapper.xml

│   │   └── test

│   │   └── java

│   │   └── com

│   │   └── arvinclub

│   │   └── service

│   │   └── MyTest.java

│   └── target

│   ├── arvinclub-blog.jar

│   ├── classes

│   ├── generated-sources

│   ├── generated-test-sources

│   ├── maven-archiver

│   ├── maven-status

│   ├── surefire-reports

│   └── test-classes

│

│

├── blog-web

│   ├── pom.xml

│   ├── src

│   │   └── main

│   │   ├── java

│   │   │   └── com

│   │   │   └── arvinclub

│   │   │   └── web

│   │   │   ├── config

│   │   │   │   ├── BlogWebAppInitializer.java

│   │   │   │   └── WebConfig.java

│   │   │   ├── controller

│   │   │   │   ├── admin

│   │   │   │   │   └── AdminController.java

│   │   │   │   ├── blog

│   │   │   │   │   ├── BlogsController.java

│   │   │   │   │   └── CommentController.java

│   │   │   │   ├── error

│   │   │   │   │   └── ErrorController.java

│   │   │   │   ├── fun

│   │   │   │   │   ├── PageController.java

│   │   │   │   │   ├── RredirectController.java

│   │   │   │   │   └── SearchController.java

│   │   │   │   ├── other

│   │   │   │   │   └── DownloadController.java

│   │   │   │   └── user

│   │   │   │   ├── AttentionController.java

│   │   │   │   ├── LoginController.java

│   │   │   │   └── RegisteController.java

│   │   │   └── filter

│   │   │   ├── AdminFilter.java

│   │   │   ├── CharactorFilter.java

│   │   │   └── userFilter.java

│   │   ├── resources

│   │   │   └── static

│   │   │   ├── assets

│   │   │   │   ├── css

│   │   │   │   ├── fonts

│   │   │   │   ├── images

│   │   │   │   └── js

│   │   │   ├── css

│   │   │   ├── favicon.ico

│   │   │   ├── file

│   │   │   │   └── images

│   │   │   ├── fonts

│   │   │   ├── images

│   │   │   ├── js

│   │   │   ├── lib

│   │   │   │   └── layui

│   │   │   │   ├── css

│   │   │   │   ├── font

│   │   │   │   ├── images

│   │   │   │   ├── lay

│   │   │   ├── prepros-6.config

│   │   │   └── vendor

│   │   │   ├── bootstrap

│   │   │   │   ├── css

│   │   │   │   └── js

│   │   │   └── jquery

│   │   └── webapp

│   │   └── WEB-INF

│   │   ├── admin

│   │   │   └── list.jsp

│   │   ├── attention.jsp

│   │   ├── base.jsp

│   │   ├── blogs.jsp

│   │   ├── chat.jsp

│   │   ├── detail.jsp

│   │   ├── error.jsp

│   │   ├── list.jsp

│   │   ├── login.jsp

│   │   ├── page.jsp

│   │   ├── registe.jsp

│   │   └── search.jsp

│   └── target

│   ├── blog

│   │   ├── META-INF

│   │   └── WEB-INF

│   ├── blog.war

│   ├── classes

│   ├── generated-sources

│   └── maven-archiver

│

│

│

│

└── pom.xml

# 2技术介绍

## >>>>>>>2.1 JAVA开发语言介绍

Java语言作为1995年Sun公司推出的跨系统性的编程语言，其作用影响非常巨大，其中它具有跨系统性的特点，使Java代码能够一次编译多次运行，在不同的环境下能够快速进行使用。Java技术拥有三种技术架构，JavaSE（标准版），JavaEE（企业版）和JavaME（小型版）。其中JavaSE作为java编程语言学习的基础，在学习JAVASE后可以进行JAVAEE和JAVAME的进阶学习。JAVAEE（企业版）其用途主要是为企业的开发环境下提供的一系列解决策略，在我们的生活中主要应用与WEB开发。JAVAME（小型版）是针对电子消费产品和嵌入式设备提供的一系列解决策略，常见的有安卓开发手机应用程序。本项目采用的JAVAEE架构进行开发。

### >>>>>>>>2.1.1 JAVA语言的特点

· 简单性：Java与C++都属于面向对象语言，但Java“取C++之精华，避其糟粕”，与C++极具相似，但又有所不同。Java封装了大量的类库，满足更多的需求，使程序员有更多的时间和精力用在Java研发上。

· 面向对象：面向对象是Java中重要特性之一，是将实现特定功能的原始的面向过程的代码进行封装成对象，将原始的操作角色（实现特定功能的过程的代码）转变成领导角色（将实现特定功能的代码封装成方法，使用对象调用方法实现特定功能），方便了程序的开发，提高了工作效率。

· 分布式：将Java语言设计成支持网络上的应用，属于分布式语言，由于Java包括一个支持HTTP和FTP，基于TCP/IP协议的子库，支持各层次的网络连接，因此，可以产生分布式的客户机与服务器。

· 健壮性：Java是强类型语言，可检查程序在编译和运行时出现的异常，例如类型不匹配的问题。Java的存储模型，不支持指针，消除了重写存储和讹误数据的可能性，而且存在异常处理，便于程序员进行处理与恢复。

· 可移植性：之所以Java如此受广大开发人员喜爱，主要原因是Java具有很强的可移植性，主要归功于JVM（虚拟机）技术，在不同的操作系统系统使用不同的虚拟机，可以对相同的Java程序进行编译和运行。

· 安全性：Java语言中，通过两个方面来增强自身的安全性：一方面，Java没有指针与Java的存储分配模型，阻止了非法内存操作的可能性；另一方面，Java创建的浏览器，其功能可以与浏览器功能更好的融合，是Java的使用更加安全。

· 高性能：Java是一种先编译，再解释，最后运行的语言，在效率方面没有全编译的快，但是，在特殊情况下，能在运行时把Java字节码翻译成特定CPU的机器代码，也就是实现全编译了。提高了效率，与C/C++翻译代码的速度所差无几。

· 多线程：在Java语言中，支持多线程的使用，就是在一个运行的程序中（进程），同时进行多个操作，处理不同的任务，提高了程序的执行效率。

动态性：Java在语言设计时，将其设计成一个适应于变化的环境，可在其面向对象的基础上进行延伸，在程序运行过程中，能动态的封装程序需要的类。

### >>>>>>>2.1.2 JAVAEE开发三层结构

JavaEE开发的典型三层结构为为表现层，业务处理层和数据持久层。表现层用于接收数据进行封装，并将封装后的数据传递给业务处理层进行处理，业务处理层根据相应功能业务将数据进行对应的逻辑处理，处理完成后将数据交给持久层，持久层将数据写入数据库进行数据存储或查询，并将结果重新返回给业务逻辑层再次进行数据逻辑处理，处理完成后，将数据返回给表现层，表现层将数据响应回给客户端。分层次的开发不仅使工作能够进行合理安排，同时使项目更加便于维护。

## 2.1 Maven简介

1. 历史

[Maven](https://baike.baidu.com/item/Maven)项目对象模型(POM)，可以通过一小段描述信息来管理项目的构建，报告和文档的[项目管理工具](https://baike.baidu.com/item/项目管理工具/6854630)软件。

Maven 除了以程序构建能力为特色之外，还提供高级项目管理工具。由于 Maven 的缺省构建规则有较高的可重用性，所以常常用两三行 Maven 构建脚本就可以构建简单的项目。由于 Maven 的面向项目的方法，许多 Apache Jakarta 项目发文时使用 Maven，而且公司项目采用 Maven 的比例在持续增长。

Maven设计之初， 是为了简化Jakarta Turbine项目的建设。 在几个项目， 每个项目包含了不同的Ant构建文件。 JAR检查到CVS。 Apache组织开发Maven可以建立多个项目， 发布项目信息， 项目部署， 在几个项目中JAR文件提供团队合作和帮助。

Maven的经历了Maven-> Maven2 -> Maven3的发展

2. 国内外现状

国内外都有无数知名项目通过maven构建，并托管在GitHub平台

## 2.1 Spring简介

1. 历史

2002 年 10 月，Rod Johnson 撰写了一本名为 Expert One-on-One J2EE 设计和开发的书。本书由 Wrox出版，介绍了当时 Java 企业应用程序开发的情况，并指出了 Java EE 和 EJB 组件框架中的存在的一些主要缺陷。在这本书中，他提出了一个基于普通 Java 类和依赖注入的更简单的解决方案。

在本书发布后不久，开发者 Juergen Hoeller 和 Yann Caroff 说服 Rod Johnson 创建一个基于基础结构代码的开源项目。Rod，Juergen 和 Yann 于 2003 年 2 月左右开始合作开发该项目 。Yann 为新框架创造了“Spring”的名字。Yann Caroff 在早期离开了团队，Rod Johnson 在 2012 年离开，Juergen Hoeller 仍然是 Spring 开发团队的积极成员。

自 2004 年 1.0 版本发布以来，Spring 框架迅速发展。Spring 2.0 于 2006 年 10 月发布，到那时，Spring的下载量超过了 100 万。Spring 2.0 具有可扩展的 XML 配置功能，用于简化 XML 配置，支持 Java 5，额外的 IoC 容器扩展点，支持动态语言。

在 Rod 领导下管理 Interface21 项目于 2007 年 11 月更名为 SpringSource。同时发布了 Spring 2.5。Spring 2.5 中的主要新功能包括支持 Java 6 / Java EE 5，支持注释配置，classpath 中的组件自动检测和兼容 OSGi 的 bundle。

2007 年，SpringSource 从基准资本获得了 A 轮融资（1000万美元）。SpringSource 在此期间收购了多家公司，如Hyperic，G2One 等。2009年8月，SpringSource 以 4.2 亿美元被 VMWare 收购。SpringSource 在几周内收购了云代工厂，这是一家云 PaaS 提供商。2015 年，云代工厂转型成了非营利云代工厂。

2009 年 12 月，Spring 3.0 发布。Spring 3.0 具有许多重要特性，如重组模块系统，支持 Spring 表达式语言，基于 Java 的 bean 配置（JavaConfig），支持嵌入式数据库（如 HSQL，H2 和 Derby），模型验证/ REST 支持和对 Java EE 的支持。

2011 年和 2012 年发布了许多 3.x 系列的小版本。2012 年 7 月，Rod Johnson 离开了团队。2013 年 4月，VMware 和 EMC 通过 GE 投资创建了一家名为 Pivotal 的合资企业。所有的 Spring 应用项目都转移到了 Pivotal。

2013 年 12 月，Pivotal 宣布发布 Spring 框架 4.0。Spring 4.0 是 Spring 框架的一大进步，它包含了对Java 8 的全面支持，更高的第三方库依赖性（groovy 1.8+，ehcache 2.1+，hibernate 3.6+等），Java EE 7 支持，groovy DSL for bean 定义，对 websockets 的支持以及对泛型类型的支持作为注入 bean 的限定符。

2014 年至 2017 年期间发布了许多 Spring 框架 4.xx 系列版本。

Spring 5.0 GA版本于2017年9月28日发布。Spring 5.0开始支持JDK 8和Java EE 7，同时兼容JDK9。全面支持Servlet 3.1，还引入了一个全新的模块Spring WebFlux用于替代老话的 spring-webmvc；对Kotlin也有了更好的支持。

本项目中使用的版本为Spring 4

Spring 4.x新特性：

Spring 4.x全面支持Java 8.0，支持Lambda表达式的使用，提供了对@Scheduled和@PropertySource重复注解的支持，提供了空指针终结者Optional，对核心容器进行增加：支持泛型的依赖注入、Map的依赖注入、Lazy延迟依赖的注入、List注入、Condition条件注解注入、对CGLib动态代理类进行了增强。

Spring 4.x还支持了基于Groovy DSL的配置，提高Bean配置的灵活性。

Spring 4.x开始，Spring MVC基于Servlet 3.0 开发，并且为了方便Restful开发，引入了新的RestController注解器注解，同时还增加了一个AsyncRestTemplate支持Rest客户端的异步无阻塞请求。

Spring框架为任何类型的部署平台上的基于Java的现代企业应用程序提供了全面的编程和配置模型。

Spring的一个关键元素是在应用程序级别的基础架构支持：Spring专注于企业应用程序的“管道”，以便团队可以专注于应用程序级别的业务逻辑，而不必与特定的部署环境建立不必要的联系。

支持政策和迁移

特征

- [核心技术](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html)：依赖项注入，事件，资源，i18n，验证，数据绑定，类型转换，SpEL，AOP。

- [测试](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/testing.html)：模拟对象，TestContext框架，Spring MVC测试，`WebTestClient`。

- [数据访问](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/data-access.html)：事务，DAO支持，JDBC，ORM，封送XML。

- [Spring MVC](https://docs.spring.io/spring/docs/current/spring-framework-reference/web.html)和 [Spring WebFlux](https://docs.spring.io/spring/docs/current/spring-framework-reference/web-reactive.html) Web框架。

- [集成](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/integration.html)：远程处理，JMS，JCA，JMX，电子邮件，任务，调度，缓存。

- [语言](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/languages.html)：Kotlin，Groovy，动态语言。

1. 国内外现状

国内外都有无数知名Java项目通过maven构建，并托管在GitHub平台

### IOC

本章介绍了控制反转（IoC）原理的Spring框架实现。IoC也称为依赖注入（DI）。在此过程中，对象仅通过构造函数参数，工厂方法的参数或在构造或从工厂方法返回后在对象实例上设置的属性来定义其依赖项（即，与它们一起使用的其他对象） 。然后，容器在创建bean时注入那些依赖项。此过程从根本上讲是通过使用类的直接构造或诸如服务定位器模式之类的机制来控制其依赖项的实例化或位置的bean本身的逆过程（因此称为Control Inversion）。

在`org.springframework.beans`和`org.springframework.context`包是Spring框架的IoC容器的基础。该 [`BeanFactory`](https://docs.spring.io/spring-framework/docs/5.2.4.RELEASE/javadoc-api/org/springframework/beans/factory/BeanFactory.html) 界面提供了一种高级配置机制，能够管理任何类型的对象。 [`ApplicationContext`](https://docs.spring.io/spring-framework/docs/5.2.4.RELEASE/javadoc-api/org/springframework/context/ApplicationContext.html) 是的子接口`BeanFactory`。它增加了：

- 与Spring的AOP功能轻松集成

- 消息资源处理（用于国际化）

- 活动发布

- 应用层特定的上下文，例如`WebApplicationContext` 用于Web应用程序中的。

简而言之，`BeanFactory`提供了配置框架和基本功能，并`ApplicationContext`增加了更多针对企业的功能。该`ApplicationContext`是对一个完整的超集`BeanFactory`，并在Spring的IoC容器的描述本章独占使用。有关使用的详细信息`BeanFactory`，而不是`ApplicationContext,`看到 [的`BeanFactory`](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html#beans-beanfactory)。

在Spring中，构成应用程序主干并由Spring IoC容器管理的对象称为bean。Bean是由Spring IoC容器实例化，组装和以其他方式管理的对象。否则，bean仅仅是应用程序中许多对象之一。Bean及其之间的依赖关系反映在容器使用的配置元数据中。

1.2 容器概述

该`org.springframework.context.ApplicationContext`接口代表Spring IoC容器，并负责实例化，配置和组装Bean。容器通过读取配置元数据来获取有关要实例化，配置和组装哪些对象的指令。配置元数据以XML，Java批注或Java代码表示。它使您能够表达组成应用程序的对象以及这些对象之间的丰富相互依赖关系。

`ApplicationContext`Spring提供了该接口的几种实现。在独立应用程序中，通常创建[`ClassPathXmlApplicationContext`](https://docs.spring.io/spring-framework/docs/5.2.4.RELEASE/javadoc-api/org/springframework/context/support/ClassPathXmlApplicationContext.html) 或的实例 [`FileSystemXmlApplicationContext`](https://docs.spring.io/spring-framework/docs/5.2.4.RELEASE/javadoc-api/org/springframework/context/support/FileSystemXmlApplicationContext.html)。尽管XML是定义配置元数据的传统格式，但是您可以通过提供少量XML配置来声明性地启用对这些其他元数据格式的支持，从而指示容器将Java注释或代码用作元数据格式。

在大多数应用场景中，不需要显式的用户代码来实例化一个Spring IoC容器的一个或多个实例。例如，在Web应用程序场景中，应用程序文件中的简单八行（约）样板Web描述符XML `web.xml`通常就足够了（请参阅[Web应用程序的便捷ApplicationContext实例化](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html#context-create)）。如果使用 [Spring Tool Suite](https://spring.io/tools/sts)（基于Eclipse的开发环境），则只需单击几次鼠标或击键即可轻松创建此样板配置。

下图显示了Spring的工作原理的高级视图。您的应用程序类与配置元数据结合在一起，因此，在`ApplicationContext`创建和初始化之后，您将拥有一个完全配置且可执行的系统或应用程序。

### AOP

面向方面的编程（AOP）通过提供另一种思考程序结构的方式来补充面向对象的编程（OOP）。OOP中模块化的关键单元是类，而在AOP中模块化是方面。方面使关注点（例如事务管理）的模块化跨越了多个类型和对象。（这种关注在AOP文献中通常被称为“跨领域”关注。）

Spring的关键组件之一是AOP框架。虽然Spring IoC容器不依赖于AOP（这意味着您不需要使用AOP），但AOP是对Spring IoC的补充，以提供功能非常强大的中间件解决方案。

具有AspectJ切入点的Spring AOP

Spring通过使用[基于模式的方法](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html#aop-schema)或[@AspectJ批注样式，](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html#aop-ataspectj)提供了编写自定义方面的简单而强大的方法 。这两种样式都提供了完全类型化的建议，并使用了AspectJ切入点语言，同时仍然使用Spring AOP进行编织。

本章讨论基于架构和基于@AspectJ的AOP支持。[下一章](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/core.html#aop-api)将讨论较低级别的AOP支持。

AOP在Spring Framework中用于：

- 提供声明式企业服务。这种服务最重要的是 [声明式事务管理](https://docs.spring.io/spring-framework/docs/current/spring-framework-reference/data-access.html#transaction-declarative)。

- 让用户实现自定义方面，并通过AOP补充其对OOP的使用。

### SpringMVC

Spring Web MVC是基于Servlet API构建的原始Web框架，并且从一开始就已包含在Spring框架中。正式名称“ Spring Web MVC”来自其源模块（[`spring-webmvc`](https://github.com/spring-projects/spring-framework/tree/master/spring-webmvc)）的名称，但它通常被称为“ Spring MVC”。

与Spring Web MVC并行，Spring Framework 5.0引入了一个反应式堆栈Web框架，其名称“ Spring WebFlux”也基于其源模块（[`spring-webflux`](https://github.com/spring-projects/spring-framework/tree/master/spring-webflux)）。本节介绍Spring Web MVC。在[下一节](https://docs.spring.io/spring/docs/current/spring-framework-reference/web-reactive.html#spring-web-reactive) 介绍春季WebFlux。

## 2.1 MyBatis简介

MyBatis 是支持定制化[ SQL](https://www.w3cschool.cn/sql/)、存储过程以及高级映射的优秀的持久层框架。MyBatis 避免了几乎所有的 JDBC 代码和手动设置参数以及获取结果集。MyBatis 可以对配置和原生Map使用简单的 XML 或注解，将接口和 Java 的 POJOs(Plain Old Java Objects,普通的 Java对象)映射成数据库中的记录。

MyBatis SQL映射器框架使将关系数据库与面向对象的应用程序一起使用变得更加容易。MyBatis使用XML描述符或注释将对象与存储过程或SQL语句耦合。相对于对象关系映射工具，简单性是MyBatis数据映射器的最大优势。

### \*\*优点：\*\*

- 简单易学：本身就很小且简单。没有任何第三方依赖，最简单安装只要两个jar文件+配置几个sql映射文件易于学习，易于使用，通过文档和源代码，可以比较完全的掌握它的设计思路和实现。

- 灵活：mybatis不会对应用程序或者数据库的现有设计强加任何影响。 sql写在xml里，便于统一管理和优化。通过sql基本上可以实现我们不使用数据访问框架可以实现的所有功能，或许更多。

- 解除sql与程序代码的耦合：通过提供DAL层，将业务逻辑和数据访问逻辑分离，使系统的设计更清晰，更易维护，更易单元测试。sql和代码的分离，提高了可维护性。

- 提供映射标签，支持对象与数据库的orm字段关系映射

- 提供对象关系映射标签，支持对象关系组建维护

- 提供xml标签，支持编写动态sql。

### \*\*缺点：\*\*

- 编写SQL语句时工作量很大，尤其是字段多、关联表多时，更是如此。

- SQL语句依赖于数据库，导致数据库移植性差，不能更换数据库。

- 框架还是比较简陋，功能尚有缺失，虽然简化了数据绑定代码，但是整个底层数据库查询实际还是要自己写的，工作量也比较大，而且不太容易适应快速数据库修改。

- 二级缓存机制不佳

MyBatis的功能架构：

我们把Mybatis的功能架构分为三层：

1. API接口层：提供给外部使用的接口API，开发人员通过这些本地API来操纵数据库。接口层一接收到调用请求就会调用数据处理层来完成具体的数据处理。

2. 数据处理层：负责具体的SQL查找、SQL解析、SQL执行和执行结果映射处理等。它主要的目的是根据调用的请求完成一次数据库操作。

3. 基础支撑层：负责最基础的功能支撑，包括连接管理、事务管理、配置加载和缓存处理，这些都是共用的东西，将他们抽取出来作为最基础的组件。为上层的数据处理层提供最基础的支撑。

Mybatis的使用

要使用 MyBatis， 只需将 mybatis-x.x.x.jar 文件置于 classpath 中即可。

如果使用 Maven 来构建项目，则需将下面的 dependency 代码置于 pom.xml 文件中：

```xml

<dependency>

<groupId>org.mybatis</groupId>

<artifactId>mybatis</artifactId>

<version>x.x.x</version>

</dependency>

```

## 2.1 Tomcat简介与搭建

### 简介

Apache Tomcat 支持了Java Servlet，JavaServer Page，Java Expression Language和Java的WebSocket技术的一个开源Web容器。Java Servlet，JavaServer Pages，Java Expression Language和Java WebSocket规范是在[Java Community Process](http://jcp.org/en/introduction/overview)下开发的 。它是一个开源的轻量级Web应用服务器，在中小型系统和并发量小的场合下被普遍使用，是开发和调试Servlet、JSP 程序的首选。

Tomcat主要组件：服务器Server，服务Service，连接器Connector、容器Container。连接器Connector和容器Container是Tomcat的核心。

一个Container容器和一个或多个Connector组合在一起，加上其他一些支持的组件共同组成一个Service服务，有了Service服务便可以对外提供能力了，但是Service服务的生存需要一个环境，这个环境便是Server，Server组件为Service服务的正常使用提供了生存环境，Server组件可以同时管理一个或多个Service服务。

### 搭建

本项目使用的版本是\*\*Tomcat\*\* 8.5.50（https://tomcat.apache.org/download-80.cgi）

目录结构如下所示

```

tomcat

├── BUILDING.txt

├── CONTRIBUTING.md

├── LICENSE

├── NOTICE

├── README.md

├── RELEASE-NOTES

├── RUNNING.txt

├── bin

│   ├── attachments

│   ├── bootstrap.jar

│   ├── catalina-tasks.xml

│   ├── catalina.sh

│   ├── ciphers.sh

│   ├── commons-daemon-native.tar.gz

│   ├── commons-daemon.jar

│   ├── configtest.sh

│   ├── daemon.sh

│   ├── digest.sh

│   ├── hs\_err\_pid69993.log

│   ├── logs

│   │   └── logback

│   │   ├── error-2020-01-06.log

│   │   ├── smile\_2020-1-6.log

│   │   └── spring\_2020-1-6.log

│   ├── logs.log

│   ├── logs.log\_2020-01-19.log\ \

│   ├── logs.log\_2020-02-02.log\ \

│   ├── setclasspath.sh

│   ├── shutdown.sh

│   ├── startup.sh

│   ├── tomcat-juli.jar

│   ├── tomcat-native.tar.gz

│   ├── tool-wrapper.sh

│   └── version.sh

├── conf

│   ├── Catalina

│   │   └── localhost

│   ├── catalina.policy

│   ├── catalina.properties

│   ├── context.xml

│   ├── jaspic-providers.xml

│   ├── jaspic-providers.xsd

│   ├── logging.properties

│   ├── server.xml

│   ├── tomcat-users.xml

│   ├── tomcat-users.xsd

│   └── web.xml

├── lib

├── logs

├── temp

├── webapps

│   ├── ROOT

│   ├── blog

│   ├── blog.war

│   ├── docs

│   ├── examples

│   ├── host-manager

│   ├── manager

└── work

└── Catalina

└── localhost

├── ROOT

├── blog

├── docs

├── examples

├── host-manager

└── manager

```

先把Tomcat的目录的读写权限设置好，方便接下来的设置与部署。

在conf/server.xml中配置端口号，初始堆大小，最大堆大小，以及自动热部署功能，并把本项目设置为Tomcat的默认应用

最后把本项目编译好的blog.war拷贝到wepapps下，启动Tomcat：startup.sh

Tomcat会启动JVM，自动扫描wepapps下的项目并解压，把类加载到堆内存中。

## 2.1WebSocket简介

​ WebSocket 是 HTML5 开始提供的一种在单个 TCP 连接上进行全双工通讯的协议。

​ WebSocket 使得客户端和服务器之间的数据交换变得更加简单，允许服务端主动向客户端推送数据。在 WebSocket API 中，浏览器和服务器只需要完成一次握手，两者之间就直接可以创建持久性的连接，并进行双向数据传输。

​ 在 WebSocket API 中，浏览器和服务器只需要做一个握手的动作，然后，浏览器和服务器之间就形成了一条快速通道。两者之间就直接可以数据互相传送。

​ 现在，很多网站为了实现推送技术，所用的技术都是 Ajax 轮询。轮询是在特定的的时间间隔（如每1秒），由浏览器对服务器发出HTTP请求，然后由服务器返回最新的数据给客户端的浏览器。这种传统的模式带来很明显的缺点，即浏览器需要不断的向服务器发出请求，然而HTTP请求可能包含较长的头部，其中真正有效的数据可能只是很小的一部分，显然这样会浪费很多的带宽等资源。

​ HTML5 定义的 WebSocket 协议，能更好的节省服务器资源和带宽，并且能够更实时地进行通讯。

​ 浏览器通过 JavaScript 向服务器发出建立 WebSocket 连接的请求，连接建立以后，客户端和服务器端就可以通过 TCP 连接直接交换数据。

​ 当你获取 Web Socket 连接后，你可以通过 \*\*send()\*\* 方法来向服务器发送数据，并通过 \*\*onmessage\*\* 事件来接收服务器返回的数据。

​ WebSocket 协议本质上是一个基于 TCP 的协议。

​ 为了建立一个 WebSocket 连接，客户端浏览器首先要向服务器发起一个 HTTP 请求，这个请求和通常的 HTTP 请求不同，包含了一些附加头信息，其中附加头信息"Upgrade: WebSocket"表明这是一个申请协议升级的 HTTP 请求，服务器端解析这些附加的头信息然后产生应答信息返回给客户端，客户端和服务器端的 WebSocket 连接就建立起来了，双方就可以通过这个连接通道自由的传递信息，并且这个连接会持续存在直到客户端或者服务器端的某一方主动的关闭连接。

## 2.1 JavaWeb原理介绍

Java Web 是用 Java 技术来解决相关 web 互联网领域的技术总和。

Web 包括：web 服务器和 web 客户端两部分。

Java 在客户端的应用有 java applet，使用得很少，Java 在服务器端的应用非常丰富，比如 Servlet，JSP 和第三方框架等等。

1. C/S 体系结构

（1）概念

​ C/S 是 Client/Server 的缩写，即客户端 / 服务器结构。

（2）特点

这种结构可以充分利用两端硬件环境的优势，将任务合理分配到客户端和服务器，从而降低了系统的通信 开销。同时安全性较高。

3. B/S 体系结构

（1）概念

​ B/S 是 Browser/Server 的缩写，即 浏览器/ 服务器结构。统一采用如 IE、Firefox、Chrome 等浏览器，通过 Web 浏览器向 Web 服务器发送请求，由 Web 服务器进行处理，并将处理结果逐级传回客户端。

​ （2）特点

​ 节约了开发成本，是一种全新的软件体系结构。这种体系结构已经成为当今应用软件的首选体系结构。 安全性相对C/S较低。

### Servlet

​ 类路径：`javax.servlet.HttpServlet`

​ Servlet是一种独立于平台和协议的服务器端的Java应用程序，可以生成动态的web页面。它担当Web浏览器或其他http客户程序发出请求、与http服务器上的数据库或应用程序之间交互的中间层。

​ Servlet是用Java编写的Server端程序，它与协议和平台无关。Servlet运行于Java服务器中。

​ Java Servlet可以动态地扩展服务器的能力，并采用请求-响应模式提供Web服务。

​ Servlet是使用Java Servlet应用程序设计接口及相关类和方法的Java程序。它在Web服务器上或应用服务器上运行并扩展了该服务器的能力。Servlet装入Web服务器并在Web服务器内执行。

​ Servlet是以Java技术为基础的服务器端应用程序组件，Servlet的客户端可以提出请求并获得该请求的响应，它可以是任何Java程序、浏览器或任何设备。

​ 当Web服务器接收到一个HTTP请求时，它会先判断请求内容——如果是静态网页数据，Web服务器将会自行处理，然后产生响应信息；如果牵涉到动态数据，Web服务器会将请求转交给Servlet容器。此时Servlet容器会找到对应的处理该请求的Servlet实例来处理，结果会送回Web服务器，再由Web服务器传回用户端。

​ 针对同一个Servlet，Servlet容器会在第一次收到http请求时建立一个Servlet实例，然后启动一个线程。第二次收到http请求时，Servlet容器无须建立相同的Servlet实例，而是启动第二个线程来服务客户端请求。所以多线程方式不但可以提高Web应用程序的执行效率，也可以降低Web服务器的系统负担。

### JSP（JavaServer Pages）

​ 类路径：`javax.servlet.jsp`

​ JSP和Servlet的本质是一样的，因为JSP最终需要编译成Servlet才能运行，换句话说JSP是生成Servler的草稿文件。

​ JSP就是在HTML中嵌入Java代码，或者使用JSP标签，包括使用用户自定义标签，从而可以动态的提供内容。早起JSP应用比较广泛，一个web应用可以全部由JSP页面组成，只需要少量的JavaBean即可，但是这样导致了JSP职责过于复杂，这是Java EE标准的出现无疑是雪中送炭，因此JSP慢慢发展成单一的表现技术，不再承担业务逻辑组件以及持久层组件的责任。

原理概述：

​ JSP的本质是servlet，当用户指定servlet发送请求时，servlet利用输出流动态生成HTML页面。由于包含大量的HTML标签。静态文本等格式导致servlet的开发效率极低，所有的表现逻辑，包括布局、色彩及图像等，都必须耦合在Java代码中，起静态的部分无需Java程序控制，只有那些需要从数据库读取或者需要动态生成的页面内容才使用Java脚本控制。

因此，JSP页面内容有以下两部分组成：

静态部分：HTML标签

动态部分：Java脚本

## >>>>>>动态部分：Java脚本2.2 JSP技术

JSP全名是Java Server Pages， 是一门动态网页开发技术，建立在Servlet之上的一门技术。JSP页面相比HTML页面，HTML页面用于实现网页中静态内容的实现，而在JSP页面中不仅含有HTML代码，同时还含有JAVA代码，Java代码用来实现网也中的动态内容传统Html页面的后缀名为.html,而JSP页面的后缀名为.jsp。

JSP是基于JAVA语言的，所以它具备了JAVA语言的许多特性，如跨系统，当我们切换系统时不需要重新编译。JSP还具有自己预编译的特点，在用户第一次通过客户端访问服务器时，服务器对JSP页面中的代码进行唯一的一次编译，当用户再次访问时，不再编译JSP页面中的代码，而是在缓存提取直接执行之前已经编译过的代码，只有在JSP页面代码进行过改动的情况下，用户重新访问，JSP页面代码才会再次执行编译，否则有且仅有一次编译。

JSP页面业务代码相分离的特点使开发团队再进行页面开发时能够更好的分工合作，界面开发人员专注于页面开发，程序开发人员专注使用JSP标签和相关脚本来对页面上的动态内容进行开发。由于浏览器只识别HTML页面，JSP引擎（本项目指Tomcat）对开发完成的JSP页面进行JSP标签和脚本解析，将执行结果通过Html页面形式响应给浏览器，用户便能看到展示的内容。

### >>>>>2.2.1 JSP页面的9大内置对象

JSP页面中我们要经常使用到一些对象的功能，于是便需要创建这些对象，但创建过程非常麻烦，为了让程序员更专注，高效的开发JSP页面，所以在JSP2.0规范时定义了9个隐式（内置）对象，用于简化Web应用程序的开发，这些对象已经在JSP页面中创建好，我们直接使用即可，9个隐式（内置）对象具体如下：

·out对象，类型为javax.Servlet.jsp.JsWriter,该对象的方法主要应用于页面输出数据的对数据缓冲区中的相关操作

·request对象，类型为javax.servlet.http.HttpServletrequest，该请求对象的方法主要应用于客户端相关信息的获取以及对服务器发起请求，获取Cookie,Session对象等。

·response对象，类型为javax.servlet.http.HttpServletResponse，该相应对象的主要方法主要用于对客户端响应服务器的相关信息。

·session对象，类型为javax.servlet.http.HttpSession，该对象的方法主要用于Session域的信息的存取以及客户端最后请求时间。

·pageContext对象，类型为javax.servlet.jsp.PageContext，该页面上下文对象的方法主要用于重定向页面以及获取其他内置对象，操作其它域对象及获取域作用范围内的全局静态常量。

·application对象，类型为javax.servlet.ServletContext，该应用程序对象相当于服务器中的ServletContext对象，用于存储信息。

·config对象，类型为javax.servlet.ServletConfig，该对象用途较少，可用于返回所执行的Servlet的名字，返回所执行的Servlet的环境对象等。

·page对象，类型为java.lang.object，该JSP实例对象常用于作为域来存储信息。

·exception对象，类型为java.lang.Throwable，该对象为运行时异常对象，被调用的错误页面的结果，只有在错误页面中才可以使用。

## >>>>>>2.3 Servlet概述

Servlet是用Java语言编写的Server端程序表现层，它和协议或者是系统没有太大关系。Servlet在Java－enabled Web Server里运行。Java Servlet有动态扩展server的功能，它提供Web服务所选的模式是请求、响应。

其实JavaSoft的Java Web Server是最开始支持Servlet技术的。从那以后，其它的一些基于Java的Web Server基础上的也开始支持Servlet API。Servlet的最大特性是可以交互式地浏览并且可以修改数据，从而生成动态的网络页面。详细过程是：

　　客户端先发送请求到服务器端；服务器端将请求信息发送到Servlet,Servlet再把生成的响应内容传递给service，动态的生成相应内容这一步骤，一般和客户端的请求有关,服务器再把响应内容返回到客户端.

Servlet可能看上去是一个普通的java应用程序。Servlet按照servlet的API导入相应的包。并动态地把对象字节码加载到网络上，Servlet和Server的关系就像Applet和Client类似，但是，因为Servlet是在Server里运行的，它们对图形用户界面的需求不是很大。从这一方面看，Servlet也常常被大家叫做Faceless Object。Servlet和CGI一样，它们都是在Web服务器上工作的，用于生成web网络页面。Servlet可以建立一个必要的框架去增强服务器在web上的能力，当客户机发送请求至服务器时，服务器可以将请求信息发送给Servlet，并让Servlet建立起服务器返回给客户机的响应其工作流程图

Servlet工作流程：

1．客户端发送到服务器的请求信息。

2. 服务器再将请求信息发送到Servlet上。

3．Servlet生成一个响应的内容并把它传给Servlet。动态生成相应内容，一般取决于客户端的所做出的请求。

4．服务器再将响应信息返回到客户端上。

## >>>>>>2.4 JavaBean原理和机制

JSP的一大特点就是结合了JavaBeans,他们的结合有一个很好的优点，最突出的优点是界面显示和业务逻辑是分离的。这可以提高团队的协作性，从而开发出更好的更人性化，更多人喜欢的站点。

JavaBean是一种Java组件，它有可以重用的特点，在众多JSP程序中经常可以用来封装事物逻辑、进行数据库的操作等，可以实现前台程序与业务逻辑分离。这样，就使得程序更为健壮，更为灵活。

## >>>>>>2.5 AJAX技术

AJAX叫做asynchronous javascript and Xml，其实现原理为浏览器内置的（RIA）丰富因特网应用程序引擎在浏览器的后台实现，页面触发JS脚本通过XmlHttpRequest对象发送json格式的数据串到服务器进行处理后返回Json数据串，调用相应函数实现局部刷新页面。在使用体验上，能够提高用户体验，异步局部刷新，不整个刷新页面，解决了传统同步请求响应模式下的刷新页面导致用户操作不连续（白屏）的问题 。在使用体验上，能够提高用户体验，异步局部刷新，不整个刷新页面，解决了传统同步请求响应模式下的刷新页面导致用户操作不连续（白屏）的问题 。其经典的使用方式为网页游戏和异步用户名校验，还有搜索的异步自动填充。在上本项目采用的是JS搭配JSON数据格式进行的异步数据传输，JSON数据格式相比Xml数据格式更为轻量，更利于开发人员的快捷操作，其格式简单，可理解为JAVA对象，在前后端搭配框架能够更加便捷的使用。

# >>>>>>>>3需求分析

## >>>>>>>>3.1可行性分析

同学聚会交友系统是利用互联网络管理系统模式，帮助各学校师生在校内外沟通和交流的系统。目的是加大师生之间的关系，帮助同学们找到珍惜校园生活。

## >>>>>>>>>3.2安全性分析

因为交友系统涉及大量的学生、老师等个人和公共信息，而且系统流程复杂，所以必须具有强大的权限管理功能，提供全面的安全策略。为此，本系统中几乎每一步达到操作都必须进行身份验证，并根据其身份与角色配置相应的控制、访问权限。

对于本交友系统所涉及到的大量信息，本文对敏感信息，如用户的密码，等进行加密处理。对系统中的重要的数据，如好友悄悄话进行远程异地备份处理。对重要数据的修改，在进行角色认证之后，还要进行数据修改前的数据备份以及数据修改信息的跟踪。

## >>>>>>>>>>3.3性能需求分析

网络环境下的多用户系统，信息主要存储在服务器端的数据库中，根据用户权限在各自客户端上进行录入、修改和删除相关的信息，各用户之间还能实现信息共享，如相互查询、调用等等。数据的完整性和准确性，采用表格方式进行数据的录入，通过限制录入数据类型和取值范围来保证数据的完整性与准确性。

## >>>>>>>>>>>3.4技术可行性

Java语言，因为其独特的优点，已经在越来越的高校都开设了这个课程，同时由十应用的需求，也越来越多的人在不断研究J2EE的相关技术，也因此形成了一些比较优秀的应用框架，其中包括Struts, Spring等，通过这些框架的应用，可以更好的继承优秀的设计模块，更好的为程序的稳定性、健壮性及可扩展性服务，从而可以更好的利用这些优秀模块实现系统应用。除此之外，因为Java语言已经有相当长的历史，不管是学习还是应用，都有许多可借鉴的现成实例可用，因此对系统的实现具有很大的帮助。

## >>>>>>>>>3.5功能需求分析

同学聚会交友系统是基本B/S模式下的休闲系统，帮助学校同学老师进行班集体资源共享，对话交流，增进同学情谊的一个交流资源系统。该系统根据用户的权限不同，分配了不同的功能模块，老师可以系统中的班级创建，学生加入已经创建好的班集体中，达到师生共同交流的目的，能有效的帮助学生进行课下学习，也同时有利于学生之间的互帮互助。对今后的学生就业发展也能够起到一定的帮助作用。

同学聚会交友系统主要是实现的功能是班级体创建及人员管理，师生个人信息贯流，师生聊天交流，班级空间上以及个人动态发布。

### >>>>>>>>>3.5.1系统要实现的具体功能需求

1．用户需要输入正确的用户名和密码方能进入系统；

2．用户可以修改自己的基本信息；

3. 用户可以按条件查询班级；

4．用户可以创建班级；

5．用户加入班级需要提交申请，等待管理员同意；

6．用户可以查看班级详情；

7．用户可以按条件查询班级活动、发布活动、加入班级活动、退出已加入的班级活动；

8．用户可以按条件查询班级话题、发起话题、加入班级话题；

9．用户可以按条件查询班级分享、上传文件或文字到班级空间、从班级空间下载其成员的分享文件、取消自己的分享；

10. 用户可以进入班级聊天室加入班级聊天；

11. 用户可以添加自己的求学经历；

12. 用户可以管理自己的工作履历；

13. 用户（班级管理员）可以对班级成员进行管理；

14. 用户可以按条件查询其他已注册用户，并添加为好友；

15．用户可以对好友进行分组管理；

16 用户可以查看好友进本信息、求学经历、工作履历等信息；

17. 用户可以给好友进行公开留言；

18. 用户可以给好友进行私密留言；

19．用户可以查看其他用户给好友的公开留言；

20．用户可以查看自己给好友的私密留言；

21. 用户可以发表自己的动态，并对动态设置相应的权限；

22. 用户可以查看自己的动态，并对好友的评论进行回复；

23．用户可以查看好友或同学或其他用户在权限范围内的动态，并对动态进行评论；

24．用户可以查看好友给自己的公开留言，并对该留言进行回复；

25. 用户可以查看好友给自己的私密留言，并对该留言进行回复；

### >>>>>>>>>>3.5.2功能的实现

1．各班级同学老师输入用户名和密码进入系统

2. 用户登陆系统后能看到各自的班级信息，空间动态，进行班级聊天等功能

## >>>>>>>>>>>3.6网络原理图

本系统的网络原理图如图2-1所示

图2-1系统的网络原理图

用户

局域网或Internet

同学聚会交友系统

系统服务器

后台数据库

# 4数据库设计

依据系统功能实现需求，数据库设计如下：

## 4.1用户

属性：

+ 用户ID：user\_id

+ 用户名：user\_name

+ 用户密码：user\_password

+ 禁言截止日期：user\_date

+ 启用状态：status

+ 权限：admin

+ 禁言状态：muted

表设计：

```mysql

CREATE TABLE `user` (

`user\_id` int(11) NOT NULL AUTO\_INCREMENT,

`user\_name` varchar(30) CHARACTER SET utf8mb4 COLLATE utf8mb4\_unicode\_ci NOT NULL,

`user\_password` varchar(30) CHARACTER SET utf8mb4 COLLATE utf8mb4\_unicode\_ci NOT NULL,

`user\_date` datetime DEFAULT NULL COMMENT '禁言截止日期，muted为1时才有效',

`status` int(2) NOT NULL DEFAULT '1' COMMENT '1正常，0停用',

`admin` int(2) NOT NULL DEFAULT '0' COMMENT '管理员权限',

`muted` int(2) NOT NULL DEFAULT '0' COMMENT '1禁言，0正常',

PRIMARY KEY (`user\_id`)

) ENGINE=InnoDB AUTO\_INCREMENT=56 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_unicode\_ci

```

实体类设计：

```java

/\*\*

\* 用户实体类

\*/

public class User {

/\*\*

\* 用于数据库映射

\*/

private int id;

private int status;//状态 1正常，0停用:无法登录

private int admin;//权限

private int muted;//1禁言，0正常

private Date muteDeadline;//禁言截止时间 muted为1时才有效

/\*\*

\* 用于前端显示

\*/

private String muteDeadTime;//muteDeadline 面向前端

/\*\*

\* 其他

\*/

private int fansCount;

private int idolCount;

public int getFansCount() {

return fansCount;

}

public void setFansCount(int fansCount) {

this.fansCount = fansCount;

}

public int getIdolCount() {

return idolCount;

}

public void setIdolCount(int idolCount) {

this.idolCount = idolCount;

}

public String getMuteDeadTime() {

if (muteDeadTime == null && muteDeadline != null)

muteDeadTime = ToolsUtil.SIMPLE\_DATE\_FORMAT.format(muteDeadline);

return muteDeadTime;

}

public void setMuteDeadTime(String muteDeadTime) {

this.muteDeadTime = muteDeadTime;

}

public Date getMuteDeadline() {

return muteDeadline;

}

public void setMuteDeadline(Date muteDeadline) {

this.muteDeadline = muteDeadline;

}

public int getMuted() {

return muted;

}

public void setMuted(int muted) {

this.muted = muted;

}

@NotNull

@Size(min = 1)

@Pattern(regexp = "[\\S]+")

private String name;//用户名

@NotNull

@Size(min = 1)

@Pattern(regexp = "[\\S]+")

private String password;//密码

public User() { }

public User(int id, String name) {

this.id = id;

this.name = name;

}

public int getAdmin() {

return admin;

}

public void setAdmin(int admin) {

this.admin = admin;

}

public int getStatus() {

return status;

}

public void setStatus(int status) {

this.status = status;

}

public String getPassword() {

return password;

}

public void setPassword(String password) {

this.password = password;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

@Override

public String toString() {

return "{" + id + ":" + name + "}";

}

@Override

public boolean equals(Object o) {

if (this == o)

return true;

if (!(o instanceof User))

return false;

User user = (User) o;

return id == user.getId() || Objects.equals(name, user.getName());

}

}

```

实体属性图：

<img src="/Users/arvin/Documents/Documents/学校/毕设/images/用户.png" alt="用户" style="zoom:50%;" />

## 4.1博客

属性：

+ 博客ID：blog\_id

+ 博客内容：blog\_content

+ 发布时间：blog\_time

+ 发布者用户ID：user\_id

+ 图片文件名：filenames

+ 状态：status

表设计：

```mysql

CREATE TABLE `blogs` (

`blog\_id` int(11) NOT NULL AUTO\_INCREMENT,

`blog\_content` varchar(127) CHARACTER SET utf8mb4 COLLATE utf8mb4\_unicode\_ci NOT NULL COMMENT '内容',

`blog\_time` datetime DEFAULT NULL COMMENT '发布时间',

`user\_id` int(11) DEFAULT NULL COMMENT '用户',

`filenames` varchar(510) CHARACTER SET utf8mb4 COLLATE utf8mb4\_unicode\_ci DEFAULT NULL COMMENT '图片的文件名',

`status` int(2) NOT NULL DEFAULT '1' COMMENT '1正常，0不展示',

PRIMARY KEY (`blog\_id`),

KEY `user\_id` (`user\_id`),

CONSTRAINT `blogs\_ibfk\_1` FOREIGN KEY (`user\_id`) REFERENCES `user` (`user\_id`)

) ENGINE=InnoDB AUTO\_INCREMENT=224 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_unicode\_ci

```

实体类设计：

```java

/\*\*

\* 博客实体类

\*/

public class Blog {

/\*\*

\* 用于数据库映射

\*/

private int id;

private String content;//博客内容

private Date date;//时间，面向数据库

private User user;//此博客发布者

private int status;//状态 1显示 0不显示

private String filenames;//图片文件名，面向数据库

private List<Comment> commentList;

/\*\*

\* 用于前端显示

\*/

private String time;//时间，面向前端

private String[] filenameList;//图片文件名，面向前端

private int commentCount;

public void setFilenames(String filenames) {

this.filenames = filenames;

if (filenames != null)

filenameList = filenames.split(" \n ");

}

public void setDate(Date date) {

this.date = date;

}

public int getStatus() {

return status;

}

public void setStatus(int status) {

this.status = status;

}

public String[] getFilenameList() {

return filenameList;

}

public String getTime() {

if (time == null && date != null)

time = ToolsUtil.SIMPLE\_DATE\_FORMAT.format(date);

return time;

}

public void setTime(String time) {

this.time = time;

}

public String getFilenames() {

return filenames;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getContent() {

return content;

}

public void setContent(String content) {

this.content = content;

}

public Date getDate() {

return date;

}

public User getUser() {

return user;

}

public void setUser(User user) {

this.user = user;

}

public List<Comment> getCommentList() {

return commentList;

}

public void setCommentList(List<Comment> commentList) {

this.commentList = commentList;

}

public int getCommentCount() {

return commentList.size();

}

@Override

public String toString() {

return id + ":" + content + ":" + ToolsUtil.SIMPLE\_DATE\_FORMAT.format(date) + "{" + user + "}";

}

}

```

实体属性图：

<img src="/Users/arvin/Documents/Documents/学校/毕设/images/博客.png" alt="博客" style="zoom:50%;" />

## 4.1评论

属性：

+ 评论ID：comment\_id

+ 所属博客ID：blog\_id

+ 评论者用户ID：user\_id

+ 评论内容：comment\_content

+ 发布评论时间：comment\_time

+ 状态：status

表设计：

```mysql

CREATE TABLE `comment` (

`comment\_id` int(11) NOT NULL AUTO\_INCREMENT,

`blog\_id` int(11) NOT NULL,

`user\_id` int(11) NOT NULL,

`comment\_content` varchar(127) NOT NULL,

`comment\_time` datetime DEFAULT NULL,

`status` int(1) NOT NULL DEFAULT '1',

PRIMARY KEY (`comment\_id`)

) ENGINE=InnoDB AUTO\_INCREMENT=135 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_0900\_ai\_ci

```

实体类设计：

```java

/\*\*

\* 评论实体类

\*/

public class Comment

{

/\*\*

\* 用于数据库映射

\*/

private int id;

private String content;//评论内容

private Date date;//时间，面向数据库

private User user;//此评论发布者

private int status;//状态 1显示 0不显示

private Blog blog;//对应博客

/\*\*

\* 用于前端显示

\*/

private String time;//时间，面向前端

private static final SimpleDateFormat SIMPLE\_DATE\_FORMAT = new SimpleDateFormat("YYYY年MM月dd日 HH:mm");

public int getId()

{

return id;

}

public void setId(int id)

{

this.id = id;

}

public String getContent()

{

return content;

}

public void setContent(String content)

{

this.content = content;

}

public Date getDate()

{

return date;

}

public void setDate(Date date)

{

this.date = date;

if (date != null)

time = SIMPLE\_DATE\_FORMAT.format(date);

}

public User getUser()

{

return user;

}

public void setUser(User user)

{

this.user = user;

}

public String getTime()

{

return time;

}

public void setTime(String time)

{

this.time = time;

}

public int getStatus()

{

return status;

}

public void setStatus(int status)

{

this.status = status;

}

public Blog getBlog() {

return blog;

}

public void setBlog(Blog blog) {

this.blog = blog;

}

@Override

public String toString()

{

return "Comment{" +

"id=" + id +

", content='" + content + '\'' +

", user=" + user +

", time='" + time + '\'' +

'}';

}

}

```

实体属性图：

<img src="/Users/arvin/Documents/Documents/学校/毕设/images/评论.png" alt="评论" style="zoom:50%;" />

## 4.1关注

属性：

+ 关注ID：attention\_id

+ 博主用户ID：blogger\_id

+ 粉丝用户ID：fans\_id

+ 状态：status

表设计：

```mysql

CREATE TABLE `attention` (

`attention\_id` int(11) NOT NULL AUTO\_INCREMENT,

`blogger\_id` int(11) NOT NULL,

`fans\_id` int(11) NOT NULL,

`status` int(1) NOT NULL DEFAULT '1',

PRIMARY KEY (`attention\_id`)

) ENGINE=InnoDB AUTO\_INCREMENT=45 DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_0900\_ai\_ci

```

实体属性图：

<img src="/Users/arvin/Documents/Documents/学校/毕设/images/关注.png" alt="关注" style="zoom:50%;" />

### 实体关系图

![实体关系图](/Users/arvin/Documents/Documents/学校/毕设/images/实体关系图.png)

# 5项目实现

## 5.1项目结构

1. 设计maven的模块结构和依赖关系

项目分为三个模块：

> \*\*blog-model\*\* 负责数据、实体、模型

>

> \*\*blog-service\*\* 封装可复用的、高可用的业务操作

>

> \*\*blog-web\*\* 负责解析视图，进行页面的渲染（SpringMVC直接与这一层交互）

2. 完成 `SpringMVC`（基于注解）的搭建

本项目基于 `Web 3.0` 抛弃了基于繁琐的 `web.xml` 的形式的旧版，使用更加方便，快捷，现代 `SpringMVC` 类库中提供的现有类来配置 `DispacherServlet`

扩展AbstractAnnotationConfigDispatcherServletInitializer类会自动配置DispatcherServlet和Spring应用上下文

```java

/\*\*

\* 继承AbstractAnnotationConfigDispatcherServletInitializer来初始化WEB

\* 扩展AbstractAnnotationConfigDispatcherServletInitializer的任意类都会自动配置DispatcherServlet和Spring应用上下文

\*/

public class BlogWebAppInitializer extends AbstractAnnotationConfigDispatcherServletInitializer {

protected String[] getServletMappings() {

return new String[]{"/"};

}

protected Class<?>[] getRootConfigClasses() {

return new Class<?>[]{RootConfig.class};

}

protected Class<?>[] getServletConfigClasses() {

return new Class<?>[]{WebConfig.class};

}

/\*\*

\* 文件上传的临时路径

\*/

@Override

protected void customizeRegistration(ServletRegistration.Dynamic registration) {

registration.setMultipartConfig(new MultipartConfigElement("/arvin/file/images/"));

}

/\*\*

\* 这项配置使得当handlerMapping（处理器适配）无法找到合适的handler（处理器时）

\* 会抛出异常，方便我们后序的捕获处理

\*/

@Override

protected FrameworkServlet createDispatcherServlet(WebApplicationContext servletAppContext) {

final DispatcherServlet dispatcherServlet = (DispatcherServlet) super.createDispatcherServlet(servletAppContext);

dispatcherServlet.setThrowExceptionIfNoHandlerFound(true);

return dispatcherServlet;

}

}

```

3. 完成三层架构的搭建

+ Controller

1. DispacherServlet收到发送的HttpServletRequest，调用HandlerMapping处理器映射器。

2. 处理器映射器找到具体的处理器(可以根据xml配置、注解进行查找)，生成处理器对象及处理器拦截器(如果有则生成)一并返回给DispatcherServlet。

3. DispatcherServlet调用HandlerAdapter处理器适配器。

4. HandlerAdapter经过适配调用具体的处理器(Controller，也叫后端控制器)。

5. Controller执行完成返回ModelAndView。

业务模块流程。我经常喜欢用控制视图的跳转来简单形容，但是这个是不全面的，因为他除了控制视图的转换之外，还控制了业务的逻辑，但是，这里的控制业务逻辑不是业务逻辑的实现，而仅仅是一个大的模块，你看到之后，知道它实现了这个业务逻辑，但是怎么实现的，不需要关心，仅仅需要调用service层里的一个方法即可，这样使controller层看起来更加清晰。

controller层负责具体的业务模块流程的控制，在此层要调用service层的接口来控制业务流程，控制的配置也同样是在Spring的配置文件里进行，针对具体的业务流程，会有不同的控制器。我们具体的设计过程可以将流程进行抽象归纳，设计出可以重复利用的子单元流程模块。这样不仅使程序结构变得清晰，也大大减少了代码量。

```

controller

├── admin

│   └── AdminController.java

├── blog

│   ├── BlogsController.java

│   └── CommentController.java

├── error

│   └── ErrorController.java

├── fun

│   ├── PageController.java

│   ├── RredirectController.java

│   └── SearchController.java

├── other

│   └── DownloadController.java

└── user

├── AttentionController.java

├── LoginController.java

└── RegisteController.java

```

+ Service

封装了一系列的可复用的业务操作功能

service层主要负责业务模块的应用逻辑应用设计。同样是首先设计接口，再设计其实现类，接着再Sprin

的配置文件中配置其实现的关联。这样我们就可以在应用中调用service接口来进行业务处理。service层

的业务实，具体要调用已经定义的dao层接口，封装service层业务逻辑有利于通用的业务逻辑的独立性和

重复利用性。程序显得非常简洁。

```

service

├── config

│   ├── GetHttpSessionConfigurator.java

│   ├── RootConfig.java

│   └── WebSocket.java

├── dao

│   ├── BlogDao.java

│   ├── CommentDao.java

│   └── UserDao.java

└── service

├── BlogService.java

├── CommentService.java

├── UserService.java

└── impl

├── BlogServiceImpl.java

├── CommentServiceImpl.java

└── UserServiceImpl.java

```

## 5.1数据库持久化

1. Mysql的安装（https://dev.mysql.com/downloads/mysql/）

本项目安装了MySQL5.7，这个版本比较稳定，而且安全性方面有所增强，同时InnoDB首次支持了全文索引

2. 设置mysql，最大连接时间，编码格式等

配置MySQL的用户名，这里用的root账户，配置好密码，并设置最长连接时间为8小时。并调整时区为北京时间（与操作系统一致），根据机器性能设置最大并发数量，并把所有编码格式都调整为utf-8mb4（Mysql的utf8编码并不是真正的UTF-8编码，Mysql的utf8最多只支持3个字节，而emoji表情、一些特殊的中文字符则需要4个字节才能存储， 因此才会报错。下面是来自[维基百科的Unicode字符平面映射](https://zh.wikipedia.org/wiki/Unicode字符平面映射)，其中UTF-8编码是U+2528D，属于CJK Unified Ideographs Extension B（中日韩统一表意文字扩充B）字符集的字符，处于第二辅助平面（SIP，表意文字补充平面），最多支持4个字节。而Mysql的utf8编码则属于常见的基本多文种平面（BMP，即Unicode编码范围在0000-FFFF之内）的字符，最多支持3个字节。）

3. 设置默认引擎，缓存配置，以及最大并发量

4. 表设计

设计主要表的第一个版本：用户，博客，评论，关注

5. 添加测试数据

手动添加测试数据到数据库

6. 数据库移动到服务器

用MySQL的dump命令导出blog.sql文件，在Linux云主机上导入初始测试数据

7. 构建MyBatis测试

写一个简单的MyBatis测试，测试其久化功能是否正常，性能是否足够

## 5.1日志

1. Log4j介绍

Apache Log4j 2是Log4j的升级版，对Log4j的前身Log4j 1.x进行了重大改进，并提供了Logback中可用的许多改进，同时解决了Logback体系结构中的一些固有问题。

Log4j的API与实现是分开的，从而使应用程序开发人员可以清楚地了解他们可以使用哪些类和方法，同时确保向前的兼容性。这允许Log4j团队以兼容的方式安全地改进实施。

Log4j API是一个日志外观，可以与Log4j实现一起使用，但是也可以在其他日志实现（例如Logback）之前使用。与SLF4J相比，Log4j API具有多个优点：1. Log4j API支持记录[消息](https://logging.apache.org/log4j/2.x/manual/messages.html)而不只是字符串。2. Log4j API支持lambda表达式。3.与SLF4J相比，Log4j API提供了更多的日志记录方法。4.除了SLF4J支持的“参数化日志记录”格式外，Log4j API还支持使用java.text.MessageFormat语法以及printf样式消息的事件。5. Log4j API提供了LogManager.shutdown（）方法。基础的日志记录实现必须实现Terminable接口才能使该方法生效。6.完全支持标记，日志级别和ThreadContext（aka MDC）之类的其他构造。

Log4j 2包含基于LMAX Disruptor库的下一代异步记录器。在多线程方案中，与Log4j 1.x和Logback相比，异步Logger的吞吐量高18倍，延迟降低了几个数量级。有关详细信息，请参见[异步日志记录性能](https://logging.apache.org/log4j/2.x/manual/async.html#Performance)。否则，Log4j 2明显优于Log4j 1.x，Logback和java.util.logging，尤其是在多线程应用程序中。Log4j 2 API将提供最佳性能，而Log4j 2提供对Log4j 1.2，SLF4J，Commons Logging和java.util.logging（JUL）API的支持。

编码为Log4j 2 API的应用程序始终可以选择使用任何SLF4J兼容库作为其Log4j-to-slf4j适配器的记录器实现。与Logback一样，Log4j 2可以在修改后自动重新加载其配置。与Logback不同，它在进行重新配置时不会丢失日志事件。Log4j 2支持基于上下文数据，标记，正则表达式和Log事件中的其他组件进行过滤。可以指定过滤，以将其应用于所有事件，然后再传递给Logger或当事件通过Appender时。此外，过滤器也可以与Loggers关联。与Logback不同，您可以在任何这些情况下使用通用的Filter类。

在Log4j 2中，可以通过代码或配置轻松定义[自定义日志级别](https://logging.apache.org/log4j/2.x/manual/customloglevels.html)。无需子类化。除了使用Log4j API中的许多日志方法之一之外，还可以使用构建器来构造日志事件。有关更多信息，请参见[Log Builder] [manual / logbuilder.html]。

在稳态日志记录期间，Log4j 2 在独立应用程序中是无[垃圾的](https://logging.apache.org/log4j/2.x/manual/garbagefree.html)，而在Web应用程序中是低垃圾的。这样可以减少垃圾收集器上的压力，并可以提供更好的响应时间性能。

2. 用log4j建立项目日志体系

在类路径下创建log4j.properties，并从官网（https://logging.apache.org/log4j/2.x/）拷贝一份log4j.properties的模板，根据实际要求修改loggers, appenders 和layouts，然后再测试日志在控制台和log文件中是否能够正常输出，磨刀不误砍柴工，日志的配置将大大提升接下来的开发效率。

+ Logger: 日志记录器，日志记录的核心类，用于输出不同日志级别的消息

+ Appender: 日志输出目标，用于指定日志输出的目的地，如控制台、文件等等。

+ Layout: 日志格式化器，用于指定日志按照什么格式输出，是日志输出的格式化器。

# 5系统实现

## >>>>>>>>5.1系统总体架构及实现

## 5.1用户登录

输入网址后自动进入登录页面，未登录用户尝试符合/user/\*\*的请求是，会被UserFilter拦截，重定向到登录页面，做到登录校验拦截器的功能。

```java

/\*\*

\* 未登录拦截

\*/

@WebFilter(filterName = "userFilter",urlPatterns = "/user/\*")

public class UserFilter implements Filter

{

public void destroy(){}

public void doFilter(ServletRequest req, ServletResponse resp, FilterChain chain) throws ServletException, IOException

{

if (((HttpServletRequest) req).getSession().getAttribute("user") != null)

chain.doFilter(req, resp);

else

((HttpServletResponse)resp).sendRedirect("/");

}

public void init(FilterConfig config){ }

}

```

用户请求登录时，后台验证账户和密码参数，它们都不为空，且验证正确是才回成功登录，清除上一位用户的搜索记录等残留信息，并在会话（HttpSession）中添加登录的用户信息，以便接下来使用和防止被登录拦截器拦截，如果登录失败，则重定向到登录页面，传递错误信息。

```java

/\*\*

\* 登录功能

\*/

@PostMapping({"/", "login.html"})

public String login(@Valid User user, Errors errors, HttpSession session, RedirectAttributes model) {

/\*检查用户名和密码是否为空\*/

if (errors.hasErrors())

return "login";

/\*检查用户名和密码是否正确\*/

User realUser = userService.checkUser(user);

if (realUser != null) {

session.setAttribute("user", realUser);

/\*清除搜索的记录\*/

session.removeAttribute("blogList");

session.removeAttribute("keyword");

session.removeAttribute("page");

return "redirect:user/blogs.html";

}

/\*通知是否有错误\*/

model.addFlashAttribute("msg", "err");

return "redirect:/";

}

```

相关SQL语句

```mysql

SELECT user\_id, user\_name, status, admin, user\_date, muted, user\_password

FROM user

WHERE user\_name = '施航程' AND user\_password = '123' and status > 0;

```

## 5.1修改密码

用户在已经登录的状态下可以在个人空间修改自己的密码，修改之前会校验密码是否符合规范（任意长度的非空字符串），不符合会抛出异常，警告用户。

```java

/\*\*

\* 修改密码

\*/

@PostMapping("user/changePassword")

public String changePassword(HttpSession session, String password) {

if (!Pattern.matches("[\\S]+", password))

throw new IllegalArgumentException("密码格式错误!");

User user = (User) session.getAttribute("user");

user.setPassword(password);

userService.changePassword(user);

return "redirect:/user/page.html";

}

```

相关SQL语句

```mysql

UPDATE user SET user\_password = '123456'

WHERE user\_id = 2;

```

## 5.1粉丝关注

- 用户可以关注自己喜欢的博主，并能够在关注动态看到他们新发的微博。

- 用户还能在关注列表里看到自己关注的所有博主，也可以随时取消关注。

- 博主也可以在个人空间看到有谁关注了自己。

```java

/\*\*

\* 用户关注相关

\*/

@Controller

public class AttentionController {

@Resource

private UserService userService;

/\*\*

\* 关注

\*/

@PostMapping("user/addAttention/{userId}/{page}")

public String addAttention(HttpSession session, @PathVariable int userId, @PathVariable String page) {

User me = (User) session.getAttribute("user");

int myId = me.getId();

if (myId != userId && !userService.isAttention(me.getId(), userId))

userService.addAttention(myId, userId);

return "redirect:/user/page.html/" + userId + "/" + page;

}

/\*\*

\* 取关

\*/

@PostMapping("user/delAttention/{userId}/{page}")

public String delAttention(HttpSession session, @PathVariable int userId, @PathVariable String page) {

User me = (User) session.getAttribute("user");

userService.delAttention(me.getId(), userId);

return "redirect:/user/page.html/" + userId + "/" + page;

}

/\*\*

\* 关注列表

\*/

@GetMapping("user/attentionList/{userId}")

public String attentionList(@PathVariable int userId, Model model) {

PageInfo<User> listPage = userService.attentionList(userId);

model.addAttribute("listPage", listPage);

model.addAttribute("host", userService.findUserById(userId));

model.addAttribute("msg", "的关注");

return "list";

}

/\*\*

\* 粉丝列表

\*/

@GetMapping("user/fansList/{userId}")

public String fansList(@PathVariable int userId, Model model) {

PageInfo<User> listPage = userService.fansList(userId);

model.addAttribute("listPage", listPage);

model.addAttribute("host", userService.findUserById(userId));

model.addAttribute("msg", "的粉丝");

return "list";

}

}

```

相关SQL语句

```xml

<insert id="attention">

INSERT INTO attention(blogger\_id, fans\_id)

VALUES (#{blogger}, #{fans})

</insert>

<delete id="delAttention">

DELETE

FROM attention

WHERE blogger\_id = #{blogger}

AND fans\_id = #{fans}

</delete>

<select id="attentionList" resultMap="userMap" parameterType="int">

select u.user\_id, u.user\_name, u.status, u.admin, u.user\_date, u.muted

from user u

inner join attention a on u.user\_id = a.blogger\_id

where a.fans\_id = #{id}

</select>

<select id="fansList" resultMap="userMap">

select u.user\_id, u.user\_name, u.status, u.admin, u.user\_date, u.muted

from user u

inner join attention a on u.user\_id = a.fans\_id

where a.blogger\_id = #{id}

</select>

```

## 5.1用户管理

- 删除用户: 管理员可以删除普通用户。

- 禁言用户: 使普通用户（永久或期限）禁止在本系统发布任何内容。

- 查询用户: 通过用户名或ID查找用户，并查看他们的所有信息。

- 删除博客: 管理员可以删除任何微博。

- 管理员除了拥有以下功能以外，同时拥有普通用户的所有功能。

非管理员用户尝试符合/admin/\*\*的请求是，会被AdminFilter拦截，重定向到主页面，做到权限校验拦截器的功能。

```java

/\*\*

\* 未登录拦截

\*/

@WebFilter(filterName = "adminFilter",urlPatterns = "/admin/\*")

public class AdminFilter implements Filter

{

public void destroy(){}

public void doFilter(ServletRequest req, ServletResponse resp, FilterChain chain) throws ServletException, IOException

{

User user = (User) ((HttpServletRequest) req).getSession().getAttribute("user");

if (user != null && user.getAdmin() > 0)

chain.doFilter(req, resp);

else

((HttpServletResponse)resp).sendRedirect("/user/blogs.html");

}

public void init(FilterConfig config){ }

}

```

用户请求登录时，后台会在会话（HttpSession）中添加登录的用户信息时，加入用户的管理员权限信息，以便接下来使用和被登录拦截器验证通过或者拦截，如果验证失败，则重定向到主页面。

```java

/\*\*

\* 管理员相关

\*/

@Controller

public class AdminController {

@Resource

private UserService userService;

/\*\*

\* 管理员页面,默认第一页

\*/

@GetMapping("admin/manager.html")

public String admin(Model model, @RequestParam(required = false) String username) {

return admin(model, 1, username);

}

/\*\*

\* 管理员页面,分页

\*/

@GetMapping("admin/manager.html/{page}")

public String admin(Model model, @PathVariable int page, @RequestParam(required = false) String username) {

/\*根据页号获取数据\*/

username = StringUtils.isEmpty(username) ? null : username.trim();

PageInfo<User> userPage = userService.selectAllUser(page, username);

model.addAttribute("userPage", userPage);

return "admin/list";

}

/\*\*

\* 删除用户

\*

\* @param userId userId

\* @param page page

\*/

@PostMapping("admin/delUser/{userId}/{page}")

public String delUser(@PathVariable int userId, @PathVariable String page) {

userService.delUser(userId);

return "redirect:/admin/manager.html/" + page;

}

/\*\*

\* 恢复用户

\*

\* @param userId userId

\* @param pages page

\*/

@PostMapping("admin/reuseUser/{userId}/{pages}")

public String reuseUser(@PathVariable int userId, @PathVariable String pages) {

userService.reuseUser(userId);

return "redirect:/admin/manager.html/" + pages;

}

/\*\*

\* 禁言用户

\*

\* @param userId userId

\* @param days 天数

\* @param pages pages

\*/

@PostMapping("admin/mute/{userId}/{days}/{pages}")

public String mute(@PathVariable int userId, @PathVariable int days, @PathVariable String pages) {

userService.mute(userId, days);

return "redirect:/admin/manager.html/" + pages;

}

}

```

相关SQL语句

```xml

<select id="selectAllUser" resultMap="userMap" parameterType="string">

SELECT user\_id, user\_name, status, admin, user\_password, user\_date, muted

FROM user

<where>

<if test="\_parameter != null">

user\_id = #{key}

OR user\_name LIKE &quot;%&quot;#{key}&quot;%&quot;

</if>

</where>

ORDER BY user\_id

</select>

<update id="delUser" parameterType="int">

UPDATE user

SET status = 0

WHERE user\_id = #{id}

</update>

<update id="reuseUser" parameterType="int">

UPDATE user

SET status = 1

WHERE user\_id = #{id}

</update>

<update id="mute" parameterType="com.arvinclub.model.entity.User">

UPDATE user

SET user\_date = #{muteDeadline},

muted = #{muted}

WHERE user\_id = #{id};

</update>

```

## 5.1微博系统

- 发布微博: 用户登录后随时可以发布微博（限制140字，9张图片）。

1. 从会话（Http Session）中获取当前用户信息，包括用户ID、用户名。

2. 为传过来的博客实体添加图片文件信息（如果用户发了图片的话）。

3. MyBatis自动生成的SQL语句，并执行。

4. 重定向到博客浏览页面，用户就能看到自己刚刚发布的博客了。

```java

/\*\*

\* 发布博客

\*

\* @param blog 博客

\* @param files 图片文件

\* @return 成功则转到社区主页，否则转到错误提示页面

\*/

@PostMapping("user/addBlog")

public String addBlog(Blog blog, HttpSession httpSession, @RequestParam MultipartFile[] files) throws Exception {

User me = (User) httpSession.getAttribute("user");

userService.checkMuted(me);

/\*给blog添加filenames（面向数据库的图片文件名）\*/

blog.setFilenames(ToolsUtil.saveIMG(files, CLASSPATH));

blog.setUser(me);

/\*添加博客\*/

blogService.addBlog(blog);

return "redirect:/user/blogs.html";

}

```

相关SQL语句

```xml

<insert id="addBlog">

INSERT INTO blogs (blog\_content, blog\_time, user\_id, filenames)

VALUES (#{content}, #{time}, #{id}, #{filenames})

</insert>

```

- 查看微博: 用户可以在首页看到微博，也可以在关注动态看到关注的博主发的微博。通过页号，查询出一部分信息，并返回，如果未指定页号则默认第一页，

```java

/\*\*

\* 查看博客（默认第一页）

\*/

@GetMapping("user/blogs.html")

public String showBlogs(Model model) {

return showBlogs(model, 1);

}

/\*\*

\* 查看博客（指定页号）

\*

\* @param page 页号

\*/

@GetMapping("user/blogs.html/{page}")

public String showBlogs(Model model, @PathVariable int page) {

/\*根据页号获取数据\*/

PageInfo<Blog> blogPage = blogService.selectAllBlog(page);

model.addAttribute("blogPage", blogPage);

return "blogs";

}

/\*\*

\* 查看关注动态（默认第一页）

\*/

@GetMapping("user/attention.html")

public String attention(Model model,HttpSession session) {

return attention(model, 1, session);

}

/\*\*

\* 查看关注动态（指定页号）

\*

\* @param page 页号

\*/

@GetMapping("user/attention.html/{page}")

public String attention(Model model, @PathVariable int page,HttpSession session) {

/\*根据页号获取数据\*/

User me = (User) session.getAttribute("user");

PageInfo<Blog> blogPage = blogService.attentionBlogs(me.getId(), page);

model.addAttribute("blogPage", blogPage);

return "attention";

}

```

相关SQL语句

```xml

<select id="selectBlogsByUserId" resultMap="blogMap" parameterType="int">

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs

<where>

<if test="\_parameter > 0">

user\_id = #{id}

</if>

AND status = 1

</where>

ORDER BY blog\_id DESC

</select>

<select id="attentionBlogs" resultMap="blogMap" parameterType="int">

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs

WHERE status = 1

AND user\_id IN (SELECT blogger\_id FROM attention WHERE fans\_id = #{id} and status = 1)

ORDER BY blog\_id DESC

</select>

```

+ 个人主页: 用户可以查看其他用户的个人主页，会显示他的所有博客。通过参数中的用户ID，查找某个用户的博客，如果该用户不存在，则抛出异常。通过页号，查询出一部分信息，并返回，如果未指定页号则默认第一页。

```java

/\*\*

\* 个人主页相关

\*/

@Controller

public class PageController {

@Resource

private BlogService blogService;

@Resource

private UserService userService;

/\*\*

\* 进入我的个人主页（默认第一页）

\*/

@GetMapping("user/page.html")

public String seeMe(Model model, HttpSession session) {

return seeWithPage(0, model, "1", session);

}

/\*\*

\* 进入某人个人主页（默认第一页）

\*/

@GetMapping("user/page.html/{userID}")

public String see(@PathVariable int userID, Model model, HttpSession session) {

return seeWithPage(userID, model, "1", session);

}

/\*\*

\* 进入某人个人主页（指定页号）

\*/

@GetMapping("user/page.html/{userID}/{str}")

public String seeWithPage(@PathVariable int userID, Model model, @PathVariable String str, HttpSession session) {

/\* 确认用户\*/

User me = (User) session.getAttribute("user");

User someone = userService.findUserById(userID == 0 ? me.getId() : userID);

/\*确认页号,开始查询\*/

PageInfo<Blog> blogPage = blogService.selectBlogsByUserId(someone.getId(), Integer.parseInt(str));

/\*返回信息\*/

model.addAttribute("blogPage", blogPage);

model.addAttribute("someone", someone);

boolean hoster = me.equals(someone);

model.addAttribute("hoster", hoster);

if (!hoster)

model.addAttribute("isAttention", userService.isAttention(me.getId(), someone.getId()));

return "page";

}

}

```

相关SQL语句

```xml

<select id="selectBlogsByUserId" resultMap="blogMap" parameterType="int">

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs

<where>

<if test="\_parameter > 0">

user\_id = #{id}

</if>

AND status = 1

</where>

ORDER BY blog\_id DESC

</select>

```

```mysql

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs

WHERE user\_id = 2 AND status = 1 ORDER BY blog\_id DESC

LIMIT 15;

```

- 编辑微博: 用户只能编辑自己已经发出的微博。

1. 获取当前登录的用户。

2. 通过传过来的参数：博客ID确定尝试修改的博客。

3. 获取该博客发布者的用户。

4. 确定当前登录的用户是否有权限更改此博客（当前登录的用户就是发布者，或者权限高于发布者则被判断为有权限）。

5. 无论是否修改成功，都重定向到此博客的详情页面。

```java

/\*\*

\* 编辑博客

\*

\* @return 成功则转到个人主页，否则转到错误提示页面

\*/

@PostMapping("user/editBlog")

public String editBlog(Blog blog, HttpSession httpSession) {

/\*如果有编辑权限则删除\*/

User me = (User) httpSession.getAttribute("user");

userService.checkMuted(me);

Blog oldBlog = blogService.blogDetail(blog.getId());

User someone = oldBlog.getUser();

if (me.equals(someone) || me.getAdmin() > someone.getAdmin()) {

blog.setContent(blog.getContent().replaceAll("\\\\r\\\\n","\r\n"));

blogService.editBlog(blog);

}

return "redirect:/user/detail.html/" + blog.getId();

}

```

相关SQL语句

```xml

<update id="editBlog" parameterType="com.arvinclub.model.entity.Blog">

update blogs

set blog\_content = #{content}

where blog\_id = #{id}

</update>

```

```mysql

update blogs set blog\_content = '测试'

WHERE blog\_id = 223;

```

- 删除微博: 普通用户只能删除自己发的微博，而管理员能删除任何微博。

1. 获取当前登录的用户。

2. 通过传过来的参数：博客ID确定尝试的博客。

3. 获取该博客发布者的用户。

4. 确定当前登录的用户是否有权限删除此博客（当前登录的用户就是发布者，或者权限高于发布者则被判断为有权限）。

5. 无论是否删除成功，都重定向到此博客的详情页面。

```java

/\*\*

\* 删除博客

\*

\* @param blogId blog\_id

\* @return 成功则转到个人主页，否则转到错误提示页面

\*/

@GetMapping("user/delBlog/{blogId}")

public String delBlog(@PathVariable int blogId, HttpSession httpSession) {

/\*如果有编辑权限则删除\*/

Blog blog = blogService.blogDetail(blogId);

User me = (User) httpSession.getAttribute("user");

User someone = blog.getUser();

if (me.equals(someone) || me.getAdmin() > someone.getAdmin())

blogService.delBlog(blogId);

return "redirect:/user/page.html/" + blog.getUser().getId();

}

```

相关SQL语句

删除博客实际上是改变此博客的标志，而非真正删除所有数据

```xml

<update id="delBlog" parameterType="int">

UPDATE blogs

SET status = 0

WHERE blog\_id = #{id}

</update>

```

```mysql

UPDATE blogs SET status = 0

WHERE blog\_id = 223;

```

## 5.1评论系统

- 用户可以在博客下面发表评论，修改或删除自己发的评论。

```java

/\*\*

\* 评论相关

\*/

@Controller

public class CommentController {

@Resource

private CommentService commentService;

@Resource

private UserService userService;

/\*\*

\* 发布评论

\*

\* @return 成功则转到微博详情，否则转到错误提示页面

\*/

@PostMapping("user/addComment/{blogId}")

public String addComment(Comment comment, HttpSession httpSession, @PathVariable int blogId) {

if (StringUtils.isNotBlank(comment.getContent())) {

/\*构建评论\*/

User me = (User) httpSession.getAttribute("user");

userService.checkMuted(me);

comment.setUser(me);

comment.setTime(ToolsUtil.getNowTimeString());

Blog blog = new Blog();

blog.setId(blogId);

comment.setBlog(blog);

commentService.addComment(comment);

}

/\*添加评论\*/

return "redirect:/user/detail.html/" + blogId;

}

/\*\*

\* 删除评论

\*

\* @return 成功则转到微博详情，否则转到错误提示页面

\*/

@GetMapping("user/delComment/{commentId}")

public String delComment(HttpSession httpSession, @PathVariable int commentId) {

Comment comment = commentService.backCommentById(commentId);

User me = (User) httpSession.getAttribute("user");

User someone = comment.getUser();

User blogger = comment.getBlog().getUser();

if (me.equals(someone) || me.getAdmin() > someone.getAdmin() ||

me.equals(blogger) || me.getAdmin() > blogger.getAdmin()) {

commentService.delComment(commentId);

}

return "redirect:/user/detail.html/" + comment.getBlog().getId();

}

/\*\*

\* 编辑评论

\*

\* @return 成功则转到微博详情，否则转到错误提示页面

\*/

@PostMapping("user/editComment")

public String editComment(Comment comment, HttpSession httpSession) {

Comment oldComment = commentService.backCommentById(comment.getId());

User me = (User) httpSession.getAttribute("user");

userService.checkMuted(me);

if (StringUtils.isNotEmpty(comment.getContent()) && me.equals(oldComment.getUser())) {

commentService.updateComment(comment);

}

return "redirect:/user/detail.html/" + oldComment.getBlog().getId();

}

}

```

相关SQL语句

```xml

<update id="updateComment" parameterType="com.arvinclub.model.entity.Comment" useGeneratedKeys="true" keyProperty="id">

update comment

set comment\_content = #{content}

where comment\_id = #{id}

</update>

<delete id="delComment" parameterType="int">

DELETE FROM comment

WHERE comment\_id = #{id}

</delete>

<select id="backCommentById" resultMap="commentMap" parameterType="int">

SELECT comment\_id, comment\_content, comment\_time, user\_id, status, blog\_id

FROM comment

WHERE comment\_id = #{id}

AND status = 1

ORDER BY comment\_id

</select>

<select id="backCommentByBlogId" resultMap="commentMap" parameterType="int">

SELECT comment\_id, comment\_content, comment\_time, user\_id, status, blog\_id

FROM comment

WHERE blog\_id = #{id}

AND status = 1

ORDER BY comment\_id

</select>

<insert id="addComment">

INSERT INTO comment(blog\_id, user\_id, comment\_content, comment\_time)

VALUES (#{blog}, #{user}, #{content}, #{time})

</insert>

<resultMap id="commentMap" type="com.arvinclub.model.entity.Comment">

<id column="comment\_id" property="id" jdbcType="INTEGER"/>

<result column="comment\_content" property="content" jdbcType="VARCHAR" javaType="string"/>

<result column="comment\_time" property="date" jdbcType="TIMESTAMP" javaType="java.util.Date"/>

<result column="status" property="status" jdbcType="INTEGER" javaType="int"/>

<association property="user" select="com.arvinclub.service.dao.UserDao.backUserById" column="user\_id"/>

<association property="blog" select="com.arvinclub.service.dao.BlogDao.backBlogsById" column="blog\_id"/>

</resultMap>

```

### 8. 多人聊天

- 用户可以在多人聊天室参与聊天，所有进入聊天室的用户都可以实时看到聊天内容。

利用了java.util.concurrent包下的并发容器ConcurrentHashMap，和保证原子性的int包装类AtomicInteger，每有一个用户连接，则在在线用户集合：clients:ConcurrentHashMap<String, WebSocket>中添加一个用户信息，包含了用户名与会话。同时同步更新在线人数：onlineCount:AtomicInteger

当用户发送消息时，服务端会接收到消息，并转发给当前登录的所有用户，期间对每个用户单独加锁，既保证了每个用户的会话的同步，又保证了并发性能

用户断开连接时，在线用户集合：clients:ConcurrentHashMap<String, WebSocket>和在线人数：onlineCount:AtomicInteger也会同步更新

为了保证系统的高可用

```java

/\*\*

\* 基于WebSocket的多人聊天室

\*/

@ServerEndpoint(value = "/webSocketByTomcat", configurator = GetHttpSessionConfigurator.class)

public class WebSocket {

/\*\*

\* 聊天室人数

\*/

private static final AtomicInteger onlineCount = new AtomicInteger(0);

/\*\*

\* 当前聊天室成员

\*/

private static final Map<String, WebSocket> clients = new ConcurrentHashMap<>();

/\*\*

\* 用户信息

\*/

private Session session;

private String username;

private final Object lock = new Object();

/\*\*

\* 新建连接

\*/

@OnOpen

public void onOpen(Session session, EndpointConfig config) throws Exception {

//获取HttpSession，并得到用户名

HttpSession httpSession = (HttpSession) config.getUserProperties().get(HttpSession.class.getName());

username = ((User) httpSession.getAttribute("user")).getName();

//登录冲突提醒

if (clients.containsKey(username)) {

//language=HTML

clients.get(username).sendMessageToMe("<span style=\"color:blue\">你已在其他位置登陆</span>");

clients.get(username).session.close();

}

//该用户进入聊天室

this.session = session;

clients.put(username, this);

//聊天室人数调整，并通知其他用户

onlineCount.set(clients.size());

//language=HTML

sendMessageAll("<span style=\"color:green\">[" + username + "] 进入聊天室, 当前人数: " + getOnlineCount() + "</span>");

}

/\*\*

\* 关闭连接

\*/

@OnClose

public void onClose() throws Exception {

clients.remove(username);

onlineCount.set(clients.size());

//language=HTML

sendMessageAll("<span style=\"color:red\">[" + username + "] 离开聊天室, 当前人数: " + getOnlineCount() + "</span>");

if (session != null && session.isOpen()) {

session.close();

}

}

/\*\*

\* 处理收到的消息

\*/

@OnMessage

public void onMessage(String message) throws IOException {

if (message.equalsIgnoreCase("clear!!!"))

for (WebSocket webSocket : clients.values())

webSocket.session.close();

else if (message.equalsIgnoreCase("num!!!")) {

//language=HTML

sendMessageToMe("<span style=\"color:blue\">当前人数: " + getOnlineCount() + "</span>");

for (String u : clients.keySet())

//language=HTML

sendMessageToMe("<span style=\"color:blue\">[" + u + "] </span>");

} else

sendMessageAll("[" + username + "]: " + message);

}

/\*\*

\* 出错也要保证正常关闭和注销

\*/

@OnError

public void onError(Throwable error) throws Exception {

if (session != null && session.isOpen()) {

session.close();

}

}

/\*\*

\* 广播信息

\*/

private void sendMessageAll(String message) throws IOException {

for (WebSocket item : clients.values())

synchronized (item.lock) {

item.session.getBasicRemote().sendText(message);

}

}

/\*\*

\* 打印出提醒（单人）

\*/

private void sendMessageToMe(String message) throws IOException {

synchronized (lock) {

session.getBasicRemote().sendText(message);

}

}

/\*\*

\* 获取当前人数

\*/

public static int getOnlineCount() {

for (String str : clients.keySet())

if (!clients.get(str).session.isOpen())

clients.remove(str);

return onlineCount.get();

}

}

```

为了保证服务端可以拿到用户名，需要在握手时获取HTTP会话：HttpSession（不是同一个会话），并把HTTP会话保存到WebSocket上下文的用户配置参数 UserProperties中，以便后续获取。

```java

/\*\*

\* 用于WebSocket连接时获取HttpSession

\*/

public class GetHttpSessionConfigurator extends Configurator {

/\*\*

\* 获取HttpSession并放到UserProperties中

\*/

@Override

public void modifyHandshake(ServerEndpointConfig sec, HandshakeRequest request, HandshakeResponse response) {

HttpSession httpSession = (HttpSession) request.getHttpSession();

sec.getUserProperties().put(HttpSession.class.getName(), httpSession);

}

}

```

### 9. 站内搜索

+ 用户可以通过关键词索用户和微博内容。

用HTTP会话保存用户的搜索记录，以便用户下次再进入搜索页面时，可以重现上一次搜索的结果

```java

/\*\*

\* 查找内容

\*/

@Controller

public class SearchController {

@Resource

private BlogService blogService;

/\*\*

\* 进入查找内容页面

\*/

@GetMapping("user/search.html")

public String search() {

return "search";

}

/\*\*

\* 按关键词查找内容（默认第一页）

\*/

@PostMapping("user/search.html")

public String search(@RequestParam String keyword, HttpSession session) {

session.setAttribute("keyword", keyword);

return searchByPage(1, session);

}

/\*\*

\* 按关键词查找内容（指定页号）

\*/

@GetMapping("user/search.html/{page}")

public String searchByPage(@PathVariable int page, HttpSession session) {

/\*确认关键词\*/

String keyword = (String) session.getAttribute("keyword");

if (StringUtils.isBlank(keyword))

return "redirect:/user/search.html";

/\*开始查询,返回信息\*/

session.setAttribute("blogPage", blogService.selectBlogsByKey(keyword, page));

return "search";

}

}

```

相关SQL语句

在SQL查询语句的拼接上，占位符使用了#{}而不是${}，#{}使用了预编译SQL语句的形式，不光有效地提升了SQL语句在重复查询上的性能，还能防止被SQL注入。

```xml

<select id="selectBlogsByKey" resultMap="blogMap" parameterType="string">

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs a INNER JOIN user b USING(user\_id)

<where>

a.status = 1

AND blog\_content LIKE &quot;%&quot;#{key}&quot;%&quot;

OR user\_name LIKE &quot;%&quot;#{key}&quot;%&quot;

</where>

ORDER BY blog\_id DESC

</select>

```

```mysql

SELECT blog\_id, blog\_content, blog\_time, user\_id, filenames

FROM blogs a

INNER JOIN user b USING(user\_id)

WHERE a.status = 1 AND blog\_content LIKE "%"'test'"%" OR user\_name LIKE "%"'test'"%" ORDER BY blog\_id DESC

LIMIT 15;

```

# >>>>>>>>6系统测试

# >>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>

# >>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>

# >>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>

# >>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>>

## >>>>>>>>6.1测试的目的

软件测试从20世纪70年代的首次提出，到2002年被Rick和stefan在《系统的软件测试》中重新定义，越来越被人们所重视。正是当今对软件质量需求的增加，才使得软件测试崛起并快速发展。软件测试的目的就是保证和提高软件产品的质量。

## >>>>>>>>>>6.2软件测试的原则

当今社会计算机软件在医疗，军事，金融等各个方面的广泛应用和深入。使得计算机软件的质量问题成为了我们关注的焦点。

软件测试是对计算机软件进行工程设计，实施与维护计算机软件的整个生命周期，来度量和提高软件的质量的一个过程。它是保证软件产品质量的重要手段之一，它应贯穿于整个软件开发过程，是我们软件工程的重要的组成部分。

软件质量一直是一个模糊的概念。我们又该如何评价一个软件的质量呢。一般我们评价一个软件的好坏都用功能齐全，性能良好，结构合理之类的词语。这些含糊不清的表达无法给软件质量一个科学的评价。我们可以从以下几方面来描述软件质量：

首先看软件是否合乎它的设计需求，一个软件连它的设计需求都不符合，那么它就不具备质量了。所以第一条就是，设计的软件在性能，功能等方面必须满足需求，能够顺利可靠的运行。

评价软件质量的第二条是软件的结构。设计的软件是否方便阅读和理解，是否方便开发人员对它进行维护与修改。软件行业向来人流动大且频繁，所以这一条是软件公司都期望的。

为了增加用户的体验性，软件系统用户界面要易于使用且美观，这是一个软件应该具有的性能。

为了对软件更好的进行配置，管理与更新，使用开发模型进行软件的开发应该是我们首要的选择，并且对于软件的每个生命周期中的各个阶段都要进行规范化和存档。

最后就是为了能够更好的对软件进行测试，提高测试的质量。我们需要遵守一些软件测试的原则。

原则一：软件的缺点是测试出来的。原则二：我们不可能穷尽测试。原则三：测试越早进行越好。原则四：软件的缺陷不是平均分布的，具有集群效应。原则五：测试的活动依赖于测试的内容。原则六：软件测试完美不代表系统可用。原则七：测试要遵守需求。原则八：测试要贯穿于软件的整个生命周期。遵守测试的原则，我们才能能加充分的暴露软件存在的问题和缺陷，并且尽快解决问题，减少缺陷。

## >>>>>>>>>6.3 测试方法

### >>>>>>>>>>>6.3.1按钮，文本框等控件测试

键盘输入字母或者数字。

键盘输入已经存在的文件名。

键盘输入超长字符。例如：在输入框当中输入超出允许字符数的字符，来检查系统是否可以正确的进行处理。

键盘默认值，空白，空格。

尝试不同类型，应该输入字符的地方，输入数字。

合理利用复制粘贴等操作，强行输入系统内不允许的数据。

键盘输入特殊字符。

键盘输入超过文本框长度的文本或字符。

键盘输入不符合格式要求的数据，来检查程序是否可以正常校验。例如：程序要求输入的程序是1995-09-01，实际输入的是95-09-01。程序应该给出错误提示。

### >>>>>>>>>>>>>6.3.2命令按钮控件测试

通过点击来响应操作。例如：点击按钮来进行确定，正确的执行操作。

提示和说明。针对用户的错误操作和错误的输入给出适当的提示或说明。

给出确认信息。对无法进行的操作，给予用户放弃的选择。

## 6.4测试过程

系统的测试过程是一条路漫长的路，一直延伸在系统开发的过程中。首先单元测试，在编码过程中，完成一个功能部分，就运行它，看它是否能完成自己的功能。其次是集成测试，整合每个单元，对集合的单元进行测试运行。最后进行系统测试，系统测试的目的是保证程序员实现的系统确实是用户需要的。下面详细介绍系统测试的过程与结果。

![C:\Users\asus\Documents\Tencent Files\1093346710\FileRecv\MobileFile\Image\EAYMG7(5WXYBJQ`TZ`V9FFD.png](data:image/png;base64,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)图6-1软件测试的过程

### 6.4.1功能测试

检查需求分析报告中的功能有没有被完全实现。测试时，应该已经完成基本需求分析的任务。没有完成的也要在后期完善。

### 6.4.2数据测试

单元模块测试，是测试各个模块是否可以独立运行的阶段，单元模块的测试直接影响系统整体测试的结果。

用户登录模块测试

表6-1用户登录模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 用户名长度 | 不同长度字符串 | 提示输入不正确 | 正常 |  |
| 密码 | 不同长度字符串 | 正常 | 异常 | 已处理 |
| 再次登录用户名 | 不同长度字符串 | 正常 | 正常 |  |
| 再次登录密码 | 不同长度字符串 | 正常 | 正常 |  |

用户注册模块

表6-2用户注册模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 注册用户 | 使用各种字符数字组合 | 提示输入正确 | 正常 |  |
| 重复用户 | 输入已经存在的用户名 | 提示不正确 | 正常 |  |
| 密码 | 空，长度为2，8，20，36 | 正常 | 正常 |  |

好友聊天测试：接受消息的间隔时间短，用户体验较为满意。收信息的时候有弹窗提示。可以向离线好友发送多条信息，离线好友登录后接收。

表6-3好友聊天模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 发送信息 | 不同长度字符串 | 发送成功 | 正常 |  |
| 给用户离线发送信息 | 不同长度字符串 | 发送成功 | 正常 |  |
| 给用户离线发送信息，用户登录是否有提示 | 不同长度字符串 | 发送成功，用户登录有提示 | 正常 |  |

创建班级测试：创建班级成功，创建后可以在班级搜索中搜索中，点击加入班级可以进入班级。

表6-4创建班级模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 创建班级 | 学校，类别，时间（从什么时间开始到什么时间结束），班级名，班级简介 | 创建成功 | 正常 |  |
| 创建班级后可在搜索班级中查找到班级 | 刚刚创建的班级名称 | 搜索成功 | 正常 |  |
| 加入刚刚创建的班级 | 无 | 可以申请加入班级 | 正常 |  |

搜索班级测试：搜索出相应班级信息。

表6-5搜索班级模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 根据班级名称搜索班级 | 班级名称 | 搜索成功 | 正常 |  |
| 根据学校和类型搜索班级 | 学校和班级类型 | 搜索成功 | 正常 |  |
| 根据学校，类型和班级名称搜索班级 | 学校，类型和班级名称 | 搜索成功 | 正常 |  |

发送加入班级申请：发送加入班级申请，班级创建人可以接收并处理。

表6-6发送加入班级申请模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 选择班级点击发送加入班级申请按钮 | 班级 | 申请发送成功，班级管理员接到申请 | 正常 |  |

处理加入班级申请：班级创建人处理加入班级申请，处理通过的可以加入班级，处理不通过的不可以加入班级，并给申请人反馈。

表6-7处理加入班级申请模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 通过加入班级申请 | 加入班级申请 | 申请人接收提示，加入班级成功 | 正常 |  |
| 拒绝加入班级申请 | 加入班级申请 | 申请人接收提示被拒绝，无法加入班级 | 正常 |  |

班级聊天测试：多人聊天可以实现，用户接受信息顺畅。班级中所有用户无论是否在线都会收到群消息。不在线的用户登陆后会接受信息。

表6-8班级聊天模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 在班级聊天中发送信息 | 不同长度字符串 | 发送成功 | 正常 |  |
| 在班级聊天中发送信息，班级中的在线成员可以接收 | 不同长度字符串 | 信息发送成功，在线人员接收成功 | 正常 |  |
| 在班级聊天中发送信息，班级中的不在线成员可以接收 | 不同长度字符串 | 信息发送成功，不在线人员接收成功 | 正常 |  |

动态发布，浏览与评论测试：可添加多张图片，并可以预览；可指定该动态的权限：仅自己可见、好友可见、同学可见、所有人可见。动态发布成功后，可在浏览动态模块查看

表6-9动态模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 文字动态发布 | 不同长度字符串 | 发布成功 | 正常 |  |
| 图片动态发布 | 图片 | 发布动态之前可以预览，可以发送多个图片 | 正常 |  |
| 动态发布成功后，可在浏览动态模块查看 | 不同长度字符串和图片 | 浏览成功 | 正常 |  |
| 可以在动态下评论，可以回复该评论 | 不同长度字符串和图片 | 评论成功并可以被回复 | 正常 |  |

留言发布测试：留言发布可以发送文本和图片，可以选择好友观看权限。

表6-10留言模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 公开留言发布 | 不同长度字符串 | 发布成功，在留言区大家都可以查看该条留言 | 正常 |  |
| 私密留言发布 | 不同长度字符串 | 发布成功，在留言区只有好友和自己可以查看该条留言 | 正常 |  |
| 回复好友留言 | 不同长度字符串 | 回复成功 | 正常 |  |

班级话题测试：班级成员可以在班级话题模块内按条件查询已有话题、加入某个话题进行留言，或是发起自己的话题。

表6-11班级话题模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 班级话题发布 | 不同长度字符串 | 发布成功，在话题区大家都可以查看并加入该话题 | 正常 |  |
| 查询班级话题 | 班级话题 | 查询所有话题 | 正常 |  |
| 加入话题 | 不同长度字符串 | 加入成功，可以进行留言等操作 | 正常 |  |

班级活动测试：在班级活动中，用户可以按条件查看班级活动，加入、退出班级活动，发起或取消班级活动。对于已过期的活动用户不能参加。

表6-12班级活动模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 发起班级活动 | 活动相关属性，活动主题，活动时间等 | 发起成功 | 正常 |  |
| 查询全部班级活动 | 班级活动 | 可以查询全部班级活动 | 正常 |  |
| 查询我加入的班级活动 | 班级活动 | 查询成功 | 正常 |  |
| 查询我发起的班级活动 | 班级活动 | 查询成功 | 正常 |  |
| 加入班级活动 | 班级活动 | 加入成功 | 正常 |  |
| 加入已经过期的班级活动化 | 班级活动 | 提示活动已经过期，加入失败 | 正常 |  |
| 退出我加入的班级活动 | 班级活动 | 退出活动成功 | 正常 |  |

文件收发的测试：文件收发成功，并对发送人，发送时间等进行记录。

表6-13文件收发模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 文件发送 | 文件 | 发送成功 | 正常 |  |
| 文件接收 | 文件 | 接收成功 | 正常 |  |

好友的查询 添加与删除：查询自己的好友列表。添加，删除自己的好友。

表6-14好友模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 查询好友 | 用户 | 查询成功 | 正常 |  |
| 添加好友 | 用户 | 添加信息发送成功 | 正常 |  |
| 删除好友 | 好友列表中好友 | 删除成功 | 正常 |  |

修改个人资料：修改自己的个人资料，修改头像。不可以修改用户名。

表6-16班级话题模块测试

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 测试内容 | 测试数据 | 期望结果 | 实际结果 | 处理结果说明 |
| 修改个人资料 | 性别等属性，用户名不可修改 | 修改成功 | 正常 |  |
| 修改个人头像 | 图片 | 修改成功 | 正常 |  |

### 6.4.3整体测试

综合上面的测试，各个页面的连接正常。并且对各个页面添加返回的链接。测试结果：用户页面美观，简洁，易于使用。基本满足了一个同学聚会交友系统需要的功能。系统运行稳定性较好，没有安全问题。

## 6.5测试结果

经过上面的测试，系统运行正常，且用户页面美观，简洁，易于使用。但是系统还存在某些技术问题。例如，系统运行不太稳定。软件测试可以发现一些系统的缺陷，进而可以改进我们的系统。使我们的系统更加完善，安全，用户体验更好。并且也可以让我们认识到在软件设计与开发过程中的一些不足，使我们下一次的设计可以考虑的更加全面且无误。

# 7总结

本文对所选择的开发语言做了介绍，本系统在开发过程中采用Java、Jsp、AJAX等技术。此外，在系统的开发过程中采用规范的软件工程的开发流程，因此在需求分析及数据库设计部分做了大量的工作，这些对本系统后期的编码过程起到了指导作用，在本文中也有所体现。

本系统也将会在今后的应用中逐步完善，做到尽善尽美。经过几个月的毕业设计，到今天已告一个段落。从开始设计，到目前为止功能基本上都已经实现了。

在设计中我深知自己掌握的知识还远远不够，掌握的一些理论知识应用到实践中去，总会出现这样或那样的问题，不是理论没有掌握好，而是光知道书本上的知识是远远不够的，一定要把理论知识和实践结合起来。把学到的知识应用到时间中去，多做多练，才可以把理论的精华发挥出来。知识不是知道，了解就好，一定要去应用它，发展它，让它在现实生活中得到充分的应用，从而解决一些问题，这才是学习的根本目的。

在设计阶段，通过对课题的深入分析与研究，迫使我对技术有了一定的了解。在遇到问题时，得到了指导老师与同学的悉心帮助，使我感受到集体的力量是无穷的。

通过这次设计，我学会了和别人配合工作，因为一个人所学的知识不可能面面俱到的，只有通过合作，发挥自己的优点，体现团队精神，才能使工作做得更为出色。通过这次设计，我学到了许多书本上学不到的知识，增强了自己的动手能力。即将毕业我十分珍惜这次锻炼的机会，我按部就班的完成了自己的设计任务，但由于自己的知识水平有限，仍然存在很多的不足之处，恳请老师多多指教！毕业设计对于我们即将离校的同学来说，是离校前很好的一次锻炼，使我们各方面的能力都有了很大的提高，为我们踏出校门，走上社会增强了能力与自信！

# 后 记

在本次毕业设计过程中，得到了张丽娜老师细心的指导与支持，帮助我顺利完这次毕业设计起到了非常关键性的作用。在此深表敬意!

大学四年中还得到众多老师的关心支持和帮助。在传授我专业知识和学科技能的同时，还以身作则的为我以后的学习和工作树立了良好的榜样，这些都使我受益匪浅。在此，我感谢学校领导和老师对我的辛苦栽培和谆谆教诲，感谢陪伴我渡过四年时光的老师和同学们。在我即将步入社会之际，肩膀上背负的责任更加重大，为此，我更会牢记师长们的教导，踏踏实实地做事，坦坦荡荡地做人，把在大学所学的知识技能，全部用到工作之中，不辜负师长们对我的期望。这篇毕业论文，从定题、写作到修改，都直接得到了刘亚丽老师的悉心指导和耐心点拨，在此深表敬意!

最后，感谢参加论文评审和答辩的各位老师。由于时间仓促及本人学识有限，文中难免有不足之处，恳请大家批评指正。
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# 附录一：

已明确的字典项：

表1:班级类别对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 1 | 小学 | 学校类型：小学 |
| 2 | 初中 | 学校类型：初中 |
| 3 | 高中 | 学校类型：高中 |
| 4 | 大学 | 学校类型：大学 |
| 5 | 其它 | 学校类型：其它 |

表2性别对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 0 | 男 | 性别：男 |
| 1 | 女 | 性别：女 |

表3:用户班级角色对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 1 | 学生 | 用户是班级的学生 |
| 2 | 老师 | 用户是班级的老师 |

表4:动态权限对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 1 | 自己可见 | 仅用户自己可见 |
| 2 | 好友可见 | 用户及用户好友可见 |
| 3 | 同学可见 | 用户及用户所在班级成员可见 |
| 4 | 公共可见 | 全部已注册用户可见 |

表5:对申请处理结果对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 0 | 不同意 | 不同意申请 |
| 1 | 同意 | 同意申请 |
| -1 | 未处理 | 申请暂未处理 |

表6:班级职务对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 1 | 班长 | 班级职务：班长 |
| 2 | 学委 | 班级职务：学委 |
| 3 | 生活委员 | 班级职务：生活委员 |
| 4 | 团支书 | 班级职务：团支书 |
| 5 | 其它 | 班级职务：其它职务 |
| 6 | 无 | 班级职务：不担任职务 |

表7是否对照表

|  |  |  |
| --- | --- | --- |
| VAL\_ID | VAL\_VALUE | DESCRIPTION |
| 0 | 否 | 是否：否 |
| 1 | 是 | 是否：是 |