2.1 NumPy简介

NumPy是Numerical Python的缩写，它是Python中一个用于科学计算的扩展程序库。NumPy因其包含丰富的数学函数、支持高维数组与矩阵且运行速度快等特点而得到了广泛应用。具体而言，NumPy的主要功能有：

ndarray，一种支持矢量计算和广播能力的多维数组，运行速度快且节省空间；

能快速处理整组数据的数学函数；

整合C/C++/Fortran代码的工具；

线性代数、傅立叶变换、随机数生成等功能；

磁盘数据读写工具；

内存映射文件操作工具。

2.2 NumPy的安装

和许多扩展库一样，numpy的安装可以通过pip进行。如果你已经安装了Python 3.x或以上版本，则安装Python时就已经自带了pip功能。打开命令行窗口，输入pip install numpy命令，即可自动下载并安装numpy。

安装完成后，可以打开一个命令行窗口进入Python终端会话，对之前的安装进行测试。输入import numpy as np命令，尝试导入numpy，如果没有出现任何错误信息提示，说明说明numpy已经成功安装，可以使用。

如果你已经安装了Anaconda，则Anaconda中已经集成了numpy，无需重复安装。

2.3 NumPy数组简介

**2.3.1 NumPy数组的基本创建、访问与属性**

数组NumPy中所提供的最基本，也是最常用的一种数据类型。NumPy数组的维度数量称之为秩（rank），即n维数组的秩为n。对于多维数组而言，构成它的每一个单一维度的数组称之为一个轴（axis）或维度（dimension）。例如，一个二维数组可以看作两个一维数组；这两个一维数组中的每个元素又可以看做一个一维数组。

首先介绍如何直接创建一个NumPy数组并查看一些关键属性。可以使用数组对象的构造函数，即array()函数创建数组。下面这条语句便创建了一个简单的一维数组：

|  |
| --- |
| >>> a = np.array([0, 1, 2, 3]) |

输入这条语句后，再键入数组名a并按回车键，就会出现array([0, 1, 2, 3])字样，表明我们已经创建了数组 [0, 1, 2, 3]。

直接创建二维或更高维度的数组方法同样是使用array()函数，只是在参数的输入上略有区别：

|  |
| --- |
| >>> b = np.array([[1, 2, 3, 4],[11, 12, 13, 14]]) # 创建二维数组  >>> b  array([[ 1, 2, 3, 4],  [11, 12, 13, 14]]) |

在2.5节，我们将进一步介绍array()函数及其他数组创建函数。

**2.3.2 NumPy数组的访问**

访问NumPy数组元素的方法与许多其他语言中对数组的访问类似，是通过指定数组元素的索引（下标）来访问某个位置的元素。对于一维数组而言，其访问方式几乎与Python中对列表元素的访问相同，而对于高维数组，则略有区别：

|  |
| --- |
| >>> a = np.array([1, 2, 4, 8, 16])  >>> b = np.array([[1, 2, 3, 4],[11, 12, 13, 14]])  >>> a[1] # 访问一维数组中的元素  2  >>> b[1, 3] # 访问二维数组中的元素  14  >>> b[1] # 获取二维数组中某一行元素  array([11, 12, 13, 14]) |

以如上的对二维数组b的访问为例，若要访问某个具体元素（如第1行第3列的元素），则通过形如a[1, 3]的方式指定其索引；而如果直接访问b[1]，则将取得该二维数组中的整行元素。

**2.3.3 NumPy数组的常用属性**

NumPy数组对象的属性非常丰富，接下来介绍一些常用的属性及其查看方式。

使用type(a)函数可以查看到，对象a的类型为ndarray：

|  |
| --- |
| >>> type(a)  <class 'numpy.ndarray'> |

而具体到数组中元素的数值类型，可以用a.dtype查看：

|  |
| --- |
| >>> a.dtype  dtype('int32') |

在数组中需要注意数据类型的强制转换问题。例如，若试图向int32类型的数组中赋一个浮点型数值，则小数部分会被丢弃：

|  |
| --- |
| >>> a.dtype  dtype('int32')  >>> a[0] = 3.14  >>> a  array([3, 3, 4, 5, 6, 7, 8, 9]) |

由于NumPy的最主要作用之一就是处理矩阵数组，因此了解一个数组的维度就很关键。在NumPy中，我们可以通过shape属性查看数组的维度，shape是一个整数元组，元组中每一个元素代表每个维度的大小。例如，假设对某个数组b查看属性b.shape，得到一元组(3,)，表示b是一个一维数组，包含3个元素；如果得到二元组(2, 3)，表示b是一个二维数组，在两个维度上分别含有2个元素和3个元素，以此类推。

NumPy中的数组对象ndarray有如下较为常用的属性：

|  |  |
| --- | --- |
| ndarray.shape | 数组的维度，或矩阵的行列数。它返回一个元组，元组的长度就是维度的数目 |
| ndarray.size | 数组中元素的总数 |
| ndarray.dtype | ndarray对象的元素类型 |
| ndarray.itemsize | ndarray对象中单个元素大小。单位为字节 |
| ndarray.ndim | 维度数 |

2.4 数组切片与花式索引

本节将介绍数组切片与花式索引这两种在NumPy中常用的数组访问技巧。相信列表的切片操作对于较有经验的Python开发者来说并不陌生，它进一步丰富了我们访问列表的方式。首先，本节将介绍NumPy数组的切片操作，供对Python列表切片较为生疏的读者了解，而对于较为熟悉列表切片的读者，也可作为一次快捷的复习；之后我们将介绍花式索引，这是一种利用整数列表进行索引访问数组的技巧。

**2.4.1 数组切片**

切片访问数组的基本语法格式如下：

|  |
| --- |
| **var[lower:upper:step]** |

数组的切片访问方式允许用户通过指定下界和上界获取数组中指定部分，通过指定步长，则可以进一步确定要获取的数组元素的下标间隔值。需要注意的是，通过切片方式获得的数组遵循“左闭右开”规则，即该数组包括下标恰好为下界值的元素，但不包括下标恰好为上界值的元素，或用数学的语言描述，切片数组的范围为[下界， 上界)。

需要注意的是，负数同样可以作为访问数组元素的索引值。数组最后一个元素的索引值为-1，倒数第二个元素为-2，以此类推。通过这种方式可以方便地从后向前访问数组。

|  |
| --- |
| # 负数索引 -5 -4 -3 -2 -1  # 对应正数索引： 0 1 2 3 4  >>> a = np.array([10, 11, 12, 13, 14])  # [10, 11, 12, 13, 14]  >>> a[1:3]  array([11, 12])  # 指定步长的切片访问  >>> a[1:4:2]  array([11, 13])  # 也可通过负数索引访问数组  >>> a[1:-2]  array([11, 12])  >>> a[-4:3]  array([11, 12]) |

在切片访问数组时，可以省略对下界或上界的指定。若省略下界，则在切片时则认为下界为数组起点；若省略上界，则在切片时认为上界为数组终点；步长显然也可以省略，默认的步长为1，即依次访问界限区域内所有元素。

|  |
| --- |
| # 获取前三个元素  >>> a[:3]  array([10, 11, 12])  # 获取后两个元素  >>> a[-2:]  array([13, 14])  # 从数组中每隔两个元素取一个元素  >>> a[::2]  array([10, 12, 14]) |

**2.4.2 高维数组的切片**

对高维数组的切片访问相比于列表切片访问，在格式上略有区别。用户可对每个维度指定具体的切片方式。接下来以对如下二维数组a的访问为例进行说明。

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 |
| 5 | 6 | 7 | 8 | 9 |
| 10 | 11 | 12 | 13 | 14 |
| 15 | 16 | 17 | 18 | 19 |
| 20 | 21 | 22 | 23 | 24 |

|  |
| --- |
| >>> a = np.array([[ 0, 1, 2, 3, 4],  [ 5, 6, 7, 8, 9],  [10, 11, 12, 13, 14],  [15, 16, 17, 18, 19],  [20, 21, 22, 23, 24]])  # （1）行索引固定，列索引指定切片起止点  >>> a[0, 3:5]  array([3, 4])  # （2）行、列索引仅指定起点  >>> a[4:, 4:]  array([[24]])  # （3）行索引不指定起止点（即选中所有行），列索引固定  >>> a[:, 2]  array([ 2, 7, 12, 17, 22])  # （4）指定步长的切片  >>> a[2::2, ::2]  array([[10, 12, 14],  [20, 22, 24]]) |

在第一种切片访问方式中，行索引固定为0，而指定了列索引的起止点（3:5），因此取得了a[0, 3]和a[0, 4]两个元素；

在第二种切片访问方式中，行列索引都仅指定了起点，但因为4已经是行与列的末位，因此仅取得a[4, 4]即24；

在第三种切片访问方式中，行索引采用了切片访问，但既没有指定起点，也没有指定终点，此时即选中了所有行，同时列索引固定为2。因此可以取得a[0, 2],

a[1, 2], a[2, 2], a[3, 2], a[4, 2]五个元素构成的数组；

在第四种切片访问方式中，行索引指定了起点为2，未指定终点，步长设定为2，即行索引实际指定范围为[2, 4]；列索引未指定起点和终点，步长设定为2，即列索引实际指定范围为[0, 2, 4]。故最终可以取得a[2, 0], a[2, 2], a[2, 4],

a[4, 0], a[4, 2], a[4, 4]这六个元素构成的二维数组。

**2.4.3 切片的本质是引用**

切片的本质是对内存中原始数组的引用。对数组切片进行的修改最终都会影响到原始数组。我们来看下面一个例子：

|  |
| --- |
| >>> a = np.array([0, 1, 2, 3, 4])  # 创建一个包含两个a中元素的数组切片  >>> b = a[2:4]  >>> b  array([2, 3])  >>> b[0] = 10  # 对b的修改也会修改a  >>> a  array([ 0, 1, 10, 3, 4]) |

在上例中可以看到，将a的切片a[2:4]赋给b之后，对数组b进行修改的同时，原始数组a对应位置的元素也发生了同样的变化。

**2.4.4 花式索引**

除了切片以外，在NumPy中还有一种被称作“花式索引”（fancy indexing）的访问方式，实质上就是利用整数列表作为索引。我们首先来看花式索引在一维数组中的使用情形：

|  |
| --- |
| >>> a = np.arange(0, 80, 10)  >>> a  array([ 0, 10, 20, 30, 40, 50, 60, 70])  # 花式索引  >>> indices = [1, 2, -3]  >>> y = a[indices]  >>> y  array([10, 20, 50]) |

我们创建了一个整数列表indices，其中包含三个元素1，2和-3。并直接将列表名indices作为数组a的索引，将a[indices]赋值给y。可以看到，最终y是一个包含了10（即a[1]），20（即a[2]）和50（即a[-3]）的数组，也就是说我们根据列表indices所储存的整数获取了对应索引的数组元素。

除了使用整数列表作为索引外，还可以用布尔值列表作为索引。在这种使用方式下，布尔值数组起到了类似掩码的作用，布尔值为真的对应位将被传递，而布尔值为假的对应位将被“掩盖”，不会传递：

|  |
| --- |
| # 创建一个掩码数组，dtype参数设为bool表示该数组数据类型为布尔型  >>> mask1 = np.array([0, 1, 1, 0, 0, 1, 0, 0], dtype=bool)  >>> y = a[mask1]  >>> y  array([10, 20, 50]) |

在上面的例子中，我们创建了一个掩码数组，共包含8个元素，其中第2，3，6个元素为1（True），其余为0（False）。这样，把mask1作为索引，将a[mask1]赋值给y时，y将获得数组a中与mask1里取值为True的位置对应的数组元素构成的数组。

我们还可以用条件表达式生成掩码，并将其作为索引：

|  |
| --- |
| >>> mask2 = a < 40  >>> z = a[mask2]  >>> z  array([ 0, 10, 20, 30]) |

通过这种方式，可以方便地将a中所有小于40的元素存入数组z中。

**2.4.5 二维数组中的花式索引**

对于二维数组，同样可以使用花式索引访问，具体而言又有若干种不同的访问方式。下面以对如下表所示的二维数组的访问为例，对这些访问方式作逐一说明。

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 | 5 |
| 10 | 11 | 12 | 13 | 14 | 15 |
| 20 | 21 | 22 | 23 | 24 | 25 |
| 30 | 31 | 32 | 33 | 34 | 35 |
| 40 | 41 | 42 | 43 | 44 | 45 |
| 50 | 51 | 52 | 53 | 54 | 55 |

第一种方式是在访问时，对于二维数组的行索引和列索引都使用列表表示：

|  |
| --- |
| >>> a[[0, 1, 2, 3, 4],  [1, 2, 3, 4, 5]]  array([1, 12, 23, 34, 45]) |

此时，行索引列表为[0, 1, 2, 3, 4]，列索引列表为[1, 2, 3, 4, 5]，花式索引取得的元素下标为两个列表对应位置的元素组合，即a[0, 1], a[1, 2],

a[2, 3], a[3, 4], a[4, 5]。

第二种方式是使用列表切片进行访问：

|  |
| --- |
| >>> a[3:, [0, 2, 5]]  array([[30, 32, 35],  [40, 42, 45],  [50, 52, 55]]) |

当使用这种方式进行访问时，我们可以看到生成了一个3行2列的数组，其中第一行数组的元素为a[3, 0], a[3, 2], a[3, 5]；第二行数组的元素为a[4, 0],

a[4, 2], a[4, 5]，第三行数组的元素为a[5, 0], a[5, 2], a[5, 5]。可见，在上述例子中，“3：”指定了每一个行数组里元素的行索引，而[0, 2, 5]指定了每一个行数组里元素的列索引。

第三种方式是使用掩码数组进行访问：

|  |
| --- |
| >>> mask = np.array([1, 0, 1, 0, 0, 1], dtype=bool)  >>> a[mask, 2]  array([2, 22, 52]) |

在上例中，掩码数组mask保留了第0，2，5号元素，屏蔽了其他元素，mask作为行索引；2作为列索引。最终，a[mask, 2]得到了一个包含三个元素的数组，这三个元素的行索引即为mask保留的0，2，5，列索引均为2，即分别为a[0, 2],

a[2, 2], a[5, 2]。

2．5 用函数创建NumPy数组

在2.3节，我们简单介绍了用构造函数array()创建NumPy数组的方法。除了这种方式外，NumPy还提供了丰富的数组初始化函数。本节将介绍一些常用的NumPy数组创建函数。

**2.5.1 arange()函数**

arange()函数的常用语法格式如下：

|  |
| --- |
| **arange([start,] stop[, step], dtype=None)** |

其用法与Python中的range()函数非常相似。它能创建一个数值范围为[start, stop)的，步长为step的数组。其中，起点start，终点stop，步长step均允许非整型数值（如下例3）。参数dtype的取值来源于起点、终点和步长的数据类型，因此若在输入参数时在整数后额外添加小数点，则起点和终点的数据类型变为浮点型，数组中元素的数据类型也为浮点型（如下例4）。

|  |
| --- |
| # （1）仅有一个参数，则起点默认为0  >>> np.arange(4)  array([0, 1, 2, 3])  # （2）指定起点和终点，步长默认值为1  >>> a = np.arange(2, 10)  >>> a  array([2, 3, 4, 5, 6, 7, 8, 9])  # （3）起点、终点、步长非整型  >>> np.arange(0, 2\*pi, pi/4)  array([0.000, 0.785, 1.571, 2.356, 3.142, 3.927, 4,712, 5.497])  # （4）创建元素类型为浮点型的数组  >>> b = np.arange(2., 10.)  >>> b  array([ 2., 3., 4., 5., 6., 7., 8., 9.]) |

**2.5.2 ones()与zeros()函数**

ones()和zeros()函数能够分别将数组初始化为全1或全0数组。

|  |
| --- |
| **ones(shape, dtype='float64')** |
| **zeros(shape, dtype='float64')** |

其中，shape是一个规定了数组维度的整数序列。若数据类型参数dtype未被指定，则其默认值为float64。

|  |
| --- |
| # 用ones()初始化一个两行三列的全1二维数组  >>> np.ones((2, 3), dtype=’float32’)  array([[1., 1., 1.], [1., 1., 1.]], dtype=float32)  # 用zeros初始化一个三列的一维数组  >>> np.zeros(3)  array([0., 0., 0.]) |

**2.5.3 identity(), empty()和fill()函数**

identity()函数可以创建一个n阶单位矩阵数组，其中n由参数指定。数组元素的数据类型也可以通过参数dtype设置，dtype的默认值是float64。

|  |
| --- |
| >>> a = np.identity(4)  >>> a  array([[ 1., 0., 0., 0.],  [ 0., 1., 0., 0.],  [ 0., 0., 1., 0.],  [ 0., 0., 0., 1.]])  >>> a.dtype  dtype(‘float64’)  >> np.identity(4, dtype=int)  array([[1, 0, 0, 0],  [0, 1, 0, 0],  [0, 0, 1, 0],  [0, 0, 0, 1]]) |

#end